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**INTRODUCTION**

Pocket Chess Arena, a cross-platform desktop application, enables you to play casual unrated games with your friends offline or online and also revisit past games. The objective was to develop a pocket-sized application to help users quickly strike up a game with a friend in the midst of using another application.

The application was built using tkinter, turtle and MySQL.

**SYSTEM REQUIREMENTS**

* Software Requirements
  + At least 16-bit 100 MB RAM required
  + Python 3.6+
* Hardware Requirements
  + Monitor with at least 40 Hz refresh rate
  + 1 MB disk space

**BASIC ALGORITHM**

* GUI
  + Process mouse clicks and convert them to possible chess moves
  + Validate moves and move the piece from the starting square to the ending square
  + Check for check, checkmate and stalemate and display them in the GUI
* Logic

| **2D List Index** | | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **2D List Index** | **Chess**  **Naming** | **A** | **B** | **C** | **D** | **E** | **F** | **G** | **H** |  |
| **0** | **8** | **blrook1** | **blhor1** | **blbish1** | **blqueen** | **blking** | **blbish2** | **blhor2** | **blrook2** | **8** |
| **1** | **7** | **p1** | **p2** | **p3** | **p4** | **p5** | **p6** | **p7** | **p8** | **7** |
| **2** | **6** |  |  |  |  |  |  |  |  | **6** |
| **3** | **5** |  |  |  |  |  |  |  |  | **5** |
| **4** | **4** |  |  |  |  |  |  |  |  | **4** |
| **5** | **3** |  |  |  |  |  |  |  |  | **3** |
| **6** | **2** | **P1** | **P2** | **P3** | **P4** | **P5** | **P6** | **P7** | **P8** | **2** |
| **7** | **1** | **whrook1** | **whhor1** | **whbish1** | **whqueen** | **whking** | **whbish2** | **whhor2** | **whrook2** | **1** |
|  |  | **A** | **B** | **C** | **D** | **E** | **F** | **G** | **H** |  |

* + piecevariable= [identity, symbol, rownumber, columnnumber]
    - \* in the symbol indicates white and its absence indicates black.
    - Eg:
      * whrook1 = [“rook”, “\*][“, 7, 0]
      * whqueen=["queen", "\*Q", 7, 3]
      * blhor1 =["horse", "/>", 0, 1]
  + list2d is a highly dynamic 2 dimensional list containing all the piecevariables. Every time a move takes place, the following changes are made:
    - list2d is modified
    - rownumber and the columnnumber of the moving piece is modified.
* Networking
  + Star topology
  + Rooms (that have a unique room code) are created for the players(black and white players) to play with each other.
  + Rooms are stored in the server as hashmap (dictionary) i.e. {<room code> : <room info>}
  + The server is basically a website publicly hosted but not accessible via a browser, where the exchange of data is done by making get and post requests from the client program.
* Threading
  + Multithreading is used for online mode to make requests to the server.
  + Updation of the timers on the screen, by comparing it to the change in time.time() which returns the value of time in seconds since 0 hours, 0 minutes, 0 seconds, January 1, 1970.

**MODULES AND LIBRARY FUNCTIONS**

* Graphics libraries
  + tkinter=8.6
  + turtle=0.3.2
  + ctypes=1.0.2 (for Windows)
* Networking libraries
  + flask=2.0.1
  + requests=2.26.0
* Database libraries
  + MySQL
* Automated Testing modules
  + pytest
* Utility modules
  + time
  + os
  + random
  + functools
  + clipboard=0.0.4 (for windows)
  + xclip (bash command for unix based operating systems)
  + datetime=4.4
  + playsound=1.2.2
  + threading
  + config parser
  + colorsys

**USER-DEFINED FUNCTIONS**

*home.py*

| Function Name | Task |
| --- | --- |
| main\_menu, settings, setup\_game, about | GUI Navigation |
| send\_challenge\_request, accept\_challenge\_request | Exchange of initialisation data with server (online) |
| enable\_game\_controls, disable\_game\_controls | Enables/Disables all game controls: board colour, volume, flip board, legal moves |
| on\_scale\_board\_release, on\_pin\_toggle, on\_color\_chooser, on\_flip, on\_volume\_toggle, on\_legal\_moves | Handling configuration/game controls |
| on\_white\_resign, on\_black\_resign, on \_draw | Handles white resign, black resign and draw agreement (offline) or draw offer (online) |
| on\_extend\_left, on\_extend\_right | Expands and Collapses the side wings of the game |
| on\_code\_copy | Copy room code to clipboard (online) |
| show\_labels | Displays the chess coordinates on the board |

*game.py*

| Function Name | Task |
| --- | --- |
| configure\_game | Displays the board and the pieces |
| change\_square\_clr | Changes the colour of a specific board square |
| show\_legal\_squares | Highlights all possible legal squares a piece can go to |
| display\_check\_and\_checkmate, display\_stalemate | Updates the GUI in times of a check, checkmate and stalemate respectively |
| add\_to\_db | Updates game data to database based on user’s choice |
| on\_white\_flag, on\_black\_flag | Handles the situation when the white or black player run out of time respectively (online) |
| main\_updater\_offline, main\_updater\_online | The main game loop (while loop) |
| process\_response | This parses the get request made to the server |
| connection | Constantly makes requests to inform the server about the status of the client internet |
| generate\_pgn | Generates a portable game notation for analysis with engines online(websites) |
| get\_move, process\_move, make\_move, reset\_move | Catches mouse clicks, processes the move made, displays the move in the GUI and resets certain logical/GUI elements once the move is made |
| promote\_pawn | Handles pawn promotion |
| hide\_dead\_pieces | Hides all attacked pieces |

*replay.py*

| save\_configuration, show\_saved\_configurations | Save a board configuration and add notes, show all the saved configurations with the added notes |
| --- | --- |
| list\_of\_games\_played\_page, setup\_replay | GUI Navigation for list of games played page and setting up the replay |
| update\_timers | Updates the timers displayed |
| previous\_move, next\_move | Makes GUI changes to go to the next move and back to the previous move |
| configure\_game | Displays the board and the pieces |

*logic.py*

| rookmove, hormove, bishmove, queenmove, kingmove, pawnmove | Validating moves of different pieces |
| --- | --- |
| move | Changes list2d after a move is validated |
| sameteam | Checks if two pieces belong to the same team |
| piecesbetween | Returns a list of all the pieces between two squares on the board including the piece on the final square |
| castle | Validates castling |
| legal | Returns all the legal squares a piece can go to |
| check, checkmate, stalemate | Detects check, checkmate and stalemate respectively |
| gameprocessing | Central processor in logic.py of move details obtained from game.py |
| pawnpromotion | Makes changes in list2d when a pawn promotes |
| winner\_on\_flag | Calculates game result when a player gets flagged |

*database\_functions.py*

| update\_game\_details | Updates all the game details of a single game |
| --- | --- |
| receive\_game\_details | Received the game details of a particular game |
| receive\_all\_game\_details | Receiving all game details |
| update\_configuration\_saved | Updates the note of a specific configuration in a game |
| delete\_configuration | Deletes the note for a specific configuration |
| receive\_configurations\_saved | Receive all configurations saved in a particular game |

*utils.py*

| tfor | Formats the seconds into a human-readable string, eg. 62 sec -> 00:01:02 |
| --- | --- |
| get\_chess\_notation | Returns the chess notation of a move |
| sounds | Playing the sound based on the the move type |
| adjust\_color\_lightness, lighten\_color, darken\_color | Processes a colour and lightens or darkens it respectively |
| hex\_to\_rgb, rgb\_to\_hex | Interconverts hex code and RGB for colours |

*server.py* (synchronous functions)

| clean | Deletes the room after the game is over |
| --- | --- |
| generate\_code | Generates a unique room code as a combination of letters and numbers |
| handle\_room | A while loop that handles the room. |

*server.py* (asynchronous functions)

| on\_connect | Sends a unique room code to the client |
| --- | --- |
| host | Hosts the website and exchanges the moves |
| on\_connection\_recv | Processes the constant connection made by the client |
| debug\_ | To debug |

**VARIABLES**

*home.py:*

root\_turtle, canvas\_turtle, wn, mode\_of\_play, canvas\_main\_menu, url, player\_side, white\_name, black\_name, touch\_move, challenger, code, program\_running, theme\_bg

*game.py*

size, white, black, legalmoves, touch\_move, turn, move\_stage, wh\_list\_piece\_numbers, bl\_list\_piece\_numbers, wh\_piece\_count, bl\_piece\_count, legaladd, active\_piece, move\_duration, game\_result, pgn, move\_number

*replay.py*

size, drift*, verticaldrift*, boardview, replay\_list2d, list\_piece\_numbers, piece\_count, move\_count, replay\_match\_number, moves, times, min\_time, increment, times\_white, times\_black

*database\_functions.py*

chessdb, mycur

*spear.py*

server, rooms, timers, inncheck, move\_durations, offers, connection, debug

*constant.py*

COORD, pieces, LIGHTSQUARECLR, DARKSQUARECLR, CHECKSQUARECLR, SELECTEDLIGHTSQUARECLR, SELECTEDDARKSQUARECLR, LEGALLIGHTSQUARECLR, LEGALDARKSQUARECLR, BLACKPIECECLR, WHITEPIECECLR, PAWNPROMOTIONWINDOWCLR, DARKBGCLR, LIGHTBGCLR, DARKBGTEXTCLR, LIGHTBGTEXTCLR, ACTIVEBGCLR, ACTIVEFGCLR, PRIMARYCLR, SECONDARYCLR, TERTIARYCLR, DRIFT\_WV\_BOARD, DRIFT\_BOARD\_END\_OF\_GAME, ABOUT\_INFO

**SOURCE CODE**

home.py

#Import of Modules

import turtle

import time

from tkinter import \*

from tkinter import ttk

from tkinter import font

from tkinter import colorchooser

from tkinter import messagebox

import random

import requests

import configparser

from threading import Thread

import clipboard

import ctypes

import os

#Import of created files

import game

import logic

import replay

import constant

import database\_functions

from utils import Tooltip, CustomButton, rgb\_to\_hex, ScrolledFrame, tfor

#General Purpose Function: Used by both game.py and replay.py

def show\_labels(x,y,division, divisionstart, reverse, delete=False): #origin coordinates and space in between each character

    wn.tracer(0)

    if reverse==False:

        letters = [chr(\_) for \_ in range(65,65+8)]

        numbers = [\_ for \_ in range(1,9)]

    elif reverse==True:

        letters = [chr(\_) for \_ in range(65+7,64,-1)]

        numbers = [\_ for \_ in range(8,0,-1)]

    if reverse==False:

        lt = "w"

    else:

        lt = "b"

    if delete == True:

        for letter in letters:

            globals()[f'{lt}{letter}'].clear()

            del globals()[f'{lt}{letter}']

        for number in numbers:

            globals()[f'{lt}l{number}'].clear()

            del globals()[f'{lt}l{number}']

        return None

    letter\_coor=[None]

    number\_coor=[None]

    letter\_coor = [((x + divisionstart) + a\*division, y) for a in range(0,8)]

    number\_coor = [(x, (y + divisionstart) + a\*division) for a in range(0,8)]

    for letter,coor in zip(letters,letter\_coor):

        globals()[f'{lt}{letter}'] = turtle.Turtle()

        globals()[f'{lt}{letter}'].ht()

        globals()[f'{lt}{letter}'].up()

        globals()[f'{lt}{letter}'].pencolor(constant.DARKBGTEXTCLR)

        globals()[f'{lt}{letter}'].goto(coor[0]+5,coor[1])

        globals()[f'{lt}{letter}'].write(letter,font=("Comic Sans", 10, "bold"))

    for number,coor in zip(numbers,number\_coor):

        globals()[f'{lt}l{number}'] = turtle.Turtle()

        globals()[f'{lt}l{number}'].ht()

        globals()[f'{lt}l{number}'].up()

        globals()[f'{lt}l{number}'].pencolor(constant.DARKBGTEXTCLR)

        globals()[f'{lt}l{number}'].goto(coor[0],coor[1])

        globals()[f'{lt}l{number}'].write(str(number),font=("Comic Sans", 10, "bold"))

    wn.update()

def main\_menu():

    global canvas\_turtle, img\_logo, img\_history, img\_play\_offline, img\_play\_online, img\_toggle\_on, img\_toggle\_off, canvas\_main\_menu, mode\_of\_play

    def on\_play\_over\_board():

        global mode\_of\_play

        mode\_of\_play = "offline"

        settings()

    def on\_play\_with\_friends():

        global mode\_of\_play

        mode\_of\_play = "online"

        settings()

    def on\_visit\_past\_games():

        global mode\_of\_play, canvas\_main\_menu

        mode\_of\_play = None

        destroy\_all\_widgets\_in\_canvas\_main\_menu()

        canvas\_main\_menu.destroy()

        if database\_functions.check\_connection()==False:

            #Opening Database function

            database\_functions.open\_connection()

        if database\_functions.check\_connection()==True:

            root\_turtle.grid\_columnconfigure((0,1,2,3), weight = 0)

            root\_turtle.grid\_rowconfigure((0,1,2,3), weight = 0)

            replay.list\_of\_games\_played\_page()

        else:

            messagebox.showerror("Error", "Check your internet connection and try again.")

    def on\_about():

        about()

    def on\_turtle\_close():

        global program\_running

        program\_running = False

        root\_turtle.destroy()

        database\_functions.close\_connection()

    root\_turtle.protocol("WM\_DELETE\_WINDOW", on\_turtle\_close)

    #canvas\_turtle has been placed at the location below temporarily. It will get replaced by canvas\_left. If canvas\_turtle is NOT placed anywhere on the screen, turtle will throw an error. So, we are actually fooling turtle.

    canvas\_turtle.grid(row = 0, column = 0)

    #Gridding root\_turtle

    root\_turtle.grid\_columnconfigure((0,1,2,3), weight = 0)

    root\_turtle.grid\_rowconfigure((0,1,2,3), weight = 0)

    root\_turtle.grid\_rowconfigure(0, weight = 1)

    root\_turtle.grid\_columnconfigure(0, weight = 1)

    #Creating the main menu window

    canvas\_main\_menu = Canvas(root\_turtle, bg = constant.DARKBGCLR, bd = 0, highlightthickness = 0)

    canvas\_main\_menu.grid(row = 0, column = 0, sticky = NSEW, ipadx = 5, ipady = 5)

    #Gridding canvas\_main\_menu

    canvas\_main\_menu.grid\_columnconfigure((0,1), weight = 1)

    canvas\_main\_menu.grid\_rowconfigure((0,1,2), weight = 1)

    #Adding the pocket chess arena logo

    img\_logo = PhotoImage(file = "./Icons/pocket\_chess\_arena\_logo.png").subsample(3, 3)

    label\_logo = Label(canvas\_main\_menu, image = img\_logo, text = "POCKET\nCHESS  ARENA", compound = TOP, font = ('Comic Sans', 28, 'bold'), fg = constant.LIGHTBGTEXTCLR, bg = constant.LIGHTBGCLR, bd = 2, highlightthickness = 2, justify = CENTER)

    label\_logo.grid(row = 0, column = 0, rowspan = 4, sticky = NSEW, ipadx = 10, ipady = 10)

    #Creating the icons for the buttons/toggles

    img\_history = PhotoImage(file = "./Icons/history.png").subsample(6,6)

    img\_play\_offline = PhotoImage(file = "./Icons/play\_offline.png").subsample(6,6)

    img\_play\_online = PhotoImage(file = "./Icons/play\_online.png").subsample(6,6)

    img\_toggle\_on = PhotoImage(file = "./Icons/on.png")

    img\_toggle\_off = PhotoImage(file = "./Icons/off.png")

    #Creating all the buttons inside

    button\_play\_offline = CustomButton(canvas\_main\_menu, text = "    PLAY OVER THE BOARD", image = img\_play\_offline, compound = TOP, font = ('Comic Sans', 18, 'bold'), bg = constant.PRIMARYCLR, fg = constant.LIGHTBGTEXTCLR, relief = "ridge", justify = "center", command = on\_play\_over\_board)

    button\_play\_online = CustomButton(canvas\_main\_menu, text = "    PLAY A FRIEND ONLINE", image = img\_play\_online, compound = TOP,font = ('Comic Sans', 18, 'bold'), bg = constant.PRIMARYCLR, fg = constant.LIGHTBGTEXTCLR, relief = "ridge", justify = "center", command = on\_play\_with\_friends)

    button\_visit\_past\_games = CustomButton(canvas\_main\_menu, text = "    VISIT PAST GAMES    ", image = img\_history, compound = TOP, font = ('Comic Sans', 18, 'bold'), bg = constant.PRIMARYCLR, fg = constant.LIGHTBGTEXTCLR, relief = "ridge", justify = "center", command = on\_visit\_past\_games)

    button\_about = CustomButton(canvas\_main\_menu, text = "ABOUT", font = ('Comic Sans', 12, 'bold'), bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, bd = 0, highlightthickness = 0, relief = "ridge", command = on\_about)

    #Gridding all the buttons

    button\_play\_offline.grid(row = 0, column = 1, sticky = NSEW, ipadx = 10, ipady = 10, padx = 40, pady = (30, 20))

    button\_play\_online.grid(row = 1, column = 1, sticky = NSEW, ipadx = 10, ipady = 10, padx = 40, pady = 20)

    button\_visit\_past\_games.grid(row = 2, column = 1, sticky = NSEW, ipadx = 10, ipady = 10, padx = 40, pady = 20)

    button\_about.grid(row = 3, column = 1, sticky = EW, ipadx = 5, ipady = 5, padx = 40, pady = 5)

def destroy\_all\_widgets\_in\_canvas\_main\_menu():

    global canvas\_main\_menu

    for widget in canvas\_main\_menu.winfo\_children():

        try:

            for child\_widget in widget.winfo\_children():

                child\_widget.destroy()

        except:

            pass

        widget.destroy()

def send\_challenge\_request(code): #Challenger

    global url, oppname, received , oppside, black\_name , white\_name

    info = {

        'code': code,

        'name': player\_name,

        'side': player\_side,

        'mintime': min\_time,

        'inc': increment,

        'tm' : touch\_move,

        'status':'waiting'

    }

    r = requests.post(geturl('rooms'), data = info)

    while True:

        try:

            r = requests.get(geturl('rooms') , params={'code':code})

            r = r.json()

            if r['status'] == 'running':

                received = True

                break

        except Exception as e:

            print(type(e) , e)

            pass

        time.sleep(0.2)

    oppname = r['name']

    oppside = 'white' if player\_side == 'black' else 'black'

    if player\_side == 'white':

        white\_name = player\_name

        black\_name = oppname

        root\_turtle.title(f'{code}: {player\_name} vs {oppname}')

    else:

        white\_name = oppname

        black\_name = player\_name

        root\_turtle.title(f'{code}: {oppname} vs {player\_name}')

def accept\_challenge\_request(code): #Joinee

    global accepted, oppname, oppside, touch\_move, min\_time, increment, player\_side, black\_name, white\_name

    info = {

        'code': code,

        'name': player\_name,

        'status': 'running'

    }

    while 1:

        try:

            r = requests.get(geturl('rooms') , params={'code' : code})

            r = r.json()

            if r['status'] == 'waiting':

                accepted = True

                requests.post(geturl('rooms'), data=info)

                break

        except KeyError:

            messagebox.showerror("Error" , f"Invalid room code {code}")

            print(f'Invalid room code')

            return False

        except Exception  as e:

            pass

            #print(type(e) , e)

        time.sleep(0.2)

    oppinfo = r

    oppname = oppinfo['name']

    oppside = oppinfo['side']

    player\_side = 'white' if oppside == 'black' else 'black'

    touch\_move = (oppinfo['tm'].lower() == 'true')

    min\_time = oppinfo['mintime']

    increment = int(oppinfo['inc']) if oppinfo['inc'] else 0

    if player\_side == 'white':

        white\_name = player\_name

        black\_name = oppname

        root\_turtle.title(f'{code}: {player\_name} vs {oppname}')

    else:

        white\_name = oppname

        black\_name = player\_name

        root\_turtle.title(f'{code}: {oppname} vs {player\_name}')

    return True

#For the timers and stuff (pre game page)

def settings():

    global canvas\_turtle, var\_min\_time, var\_increment, mode\_of\_play, canvas\_main\_menu, img\_play\_offline, img\_play\_online, img\_history, img\_back, img\_join\_game, img\_create\_game, button\_touch\_move, touch\_move, challenger, joinee\_code, var\_white\_name, var\_black\_name

    possible\_min\_times=["Unlimited", '1', '2', '3', '5', '10', '15', '20', '30', '45', '60', '90']

    possible\_increments=['0','3','5','10','30','60']

    def select\_min\_time(e):

        global combo\_increment

        min\_time\_ = var\_min\_time.get()

        if min\_time\_ == "Unlimited":

            var\_increment.set('')

            combo\_increment['state'] = DISABLED

        elif min\_time\_ != "Unlimited" and str(combo\_increment['state']) == str(DISABLED):

            combo\_increment['state'] = 'readonly'

    def on\_start\_game():

        global canvas\_turtle, canvas\_main\_menu, var\_white\_name, var\_black\_name, var\_min\_time, var\_increment, white\_name, black\_name, min\_time, increment

        white\_name = var\_white\_name.get().strip().strip('\*')

        black\_name = var\_black\_name.get().strip().strip('\*')

        min\_time = var\_min\_time.get()

        increment = var\_increment.get()

        if not(white\_name and black\_name and ((min\_time and increment) or min\_time.lower() == "unlimited")):

            return

        #print(white\_name, black\_name, min\_time, increment)

        destroy\_all\_widgets\_in\_canvas\_main\_menu()

        canvas\_main\_menu.destroy()

        setup\_game()

    def on\_touch\_move\_toggle():

        global touch\_move, button\_touch\_move

        if touch\_move == True:

            touch\_move = False

            button\_touch\_move.configure(image = img\_toggle\_off)

        elif touch\_move == False:

            touch\_move = True

            button\_touch\_move.configure(image = img\_toggle\_on)

        pass

    def on\_back():

        global canvas\_main\_menu

        destroy\_all\_widgets\_in\_canvas\_main\_menu()

        canvas\_main\_menu.destroy()

        main\_menu()

    def on\_choice\_create\_game():

        global canvas\_main\_menu, frame\_self\_details, label\_player\_side, label\_player\_name, challenger, var\_player\_side, var\_player\_name

        def on\_create\_game(): #Online

            global received, canvas\_turtle, canvas\_main\_menu, var\_player\_side, var\_player\_name, player\_side, player\_name, min\_time, increment, code, started

            player\_side = var\_player\_side.get().lower().strip('\*')

            player\_name = var\_player\_name.get().strip().strip('\*')

            min\_time = var\_min\_time.get()

            increment = var\_increment.get()

            if not(player\_side and player\_name and ((min\_time and increment) or min\_time.lower() == "unlimited")):

                return

            if player\_side == "random":

                player\_side = random.choice(("white", "black"))

            received = False

            code = requests.get(geturl('connect')).text

            Thread(target=send\_challenge\_request,args=[code]).start()

            destroy\_all\_widgets\_in\_canvas\_main\_menu()

            canvas\_main\_menu.destroy()

            setup\_game()

        #The player is a challenger

        challenger = True

        #Creating a frame and adding entry boxes to input name and side chosen by the player

        frame\_self\_details = Frame(canvas\_main\_menu, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

        frame\_self\_details.grid(row = 1, column = 1, sticky = EW, padx = 30, pady = (0,10), ipadx = 10, ipady = 10)

        #Gridding frame\_names

        frame\_self\_details.grid\_columnconfigure((0,1), weight = 1)

        frame\_self\_details.grid\_rowconfigure((0,1), weight = 1)

        label\_player\_side = Label(frame\_self\_details, text = "Your side", bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('Consolas', 20, 'bold'), bd = 0, highlightthickness=0)

        label\_player\_name = Label(frame\_self\_details, text = "Your name", bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('Consolas', 20, 'bold'), bd = 0, highlightthickness=0)

        var\_player\_side = StringVar()

        combo\_player\_side = ttk.Combobox(frame\_self\_details, textvariable = var\_player\_side, justify = CENTER, font = ("Consolas", 20), state = 'readonly')

        combo\_player\_side['values'] = ('White', 'Black', 'Random')

        combo\_player\_side.current()

        var\_player\_name = StringVar()

        entry\_player\_name = Entry(frame\_self\_details, textvariable = var\_player\_name, font = ('Consolas', 20), justify = CENTER)

        #Gridding all the contents of frame\_self\_details

        label\_player\_side.grid(row = 0, column = 0, sticky = NSEW, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        combo\_player\_side.grid(row = 0, column = 1, sticky = EW, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        label\_player\_name.grid(row = 1, column = 0, sticky = NSEW, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        entry\_player\_name.grid(row = 1, column = 1, sticky = EW, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        #Creating the button to create game

        button\_create\_game = CustomButton(canvas\_main\_menu, text = "CREATE GAME", font = ('Comic Sans', 22, 'bold'), bg = constant.SECONDARYCLR, fg = constant.DARKBGTEXTCLR, relief = "ridge", justify = "center", command = on\_create\_game)

        button\_create\_game.grid(row = 4, column = 1, sticky = EW, padx = 30, pady = (5, 20), ipadx = 10, ipady = 10)

        #Taking out focus

        label\_player\_side.bind("<Button-1>", lambda e: label\_player\_side.focus\_set())

        label\_player\_name.bind("<Button-1>", lambda e: label\_player\_name.focus\_set())

        offline\_or\_challenger()

    def on\_choice\_join\_game():

        global challenger, canvas\_main\_menu, frame\_joinee\_code, label\_player\_name, label\_joinee\_code, var\_joinee\_code, var\_player\_name

        def on\_join\_game(): #Online

            global canvas\_turtle, canvas\_main\_menu, var\_player\_name, player\_name, var\_joinee\_code, joinee\_code, player\_side, min\_time, increment, touch\_move, code, accepted

            player\_name = var\_player\_name.get().strip().strip('\*')

            joinee\_code = var\_joinee\_code.get().strip().strip('\*')

            code = joinee\_code

            if not (player\_name and joinee\_code):

                return

            #Check if valid game code and get player\_side, min\_time, increment and touch\_move

            accepted = False

            success = accept\_challenge\_request(joinee\_code)

            if success:

                    destroy\_all\_widgets\_in\_canvas\_main\_menu()

                    canvas\_main\_menu.destroy()

                    setup\_game()

        #The player is a joinee

        challenger = False

        #Creating a frame and adding entry boxes to input name and side chosen by the player

        frame\_names = Frame(canvas\_main\_menu, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

        frame\_names.grid(row = 1, column = 1, sticky = EW, padx = 30, pady = 10, ipadx = 5, ipady = 5)

        #Gridding frame\_names

        frame\_names.grid\_rowconfigure(0, weight = 1)

        frame\_names.grid\_columnconfigure((0,1), weight = 1)

        label\_player\_name = Label(frame\_names, text = "Your name", bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('Consolas', 20, 'bold'), bd = 0, highlightthickness=0)

        label\_player\_name.grid(row = 0, column = 0, sticky = EW, padx = 5, pady = 5, ipadx = 10, ipady = 2)

        var\_player\_name = StringVar()

        entry\_player\_name = Entry(frame\_names, textvariable = var\_player\_name, font = ('Consolas', 20), justify = CENTER)

        entry\_player\_name.grid(row = 0, column = 1, sticky = EW, padx = 5, pady = 5, ipadx = 10, ipady = 2)

        frame\_joinee\_code = Frame(canvas\_main\_menu, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

        frame\_joinee\_code.grid(row = 2, column = 1, sticky = EW, padx = 30, pady = 10, ipadx = 5, ipady = 5)

        #Gridding frame\_joinee\_code

        frame\_joinee\_code.grid\_rowconfigure(0, weight = 1)

        frame\_joinee\_code.grid\_columnconfigure((0,1), weight = 1)

        label\_joinee\_code = Label(frame\_joinee\_code, text = "Game code", bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('Consolas', 20, 'bold'), bd = 0, highlightthickness=0)

        label\_joinee\_code.grid(row = 0, column = 0, sticky = EW, padx = 5, pady = 5, ipadx = 10, ipady = 2)

        var\_joinee\_code = StringVar()

        entry\_joinee\_code = Entry(frame\_joinee\_code, textvariable = var\_joinee\_code, font = ('Consolas', 20), justify = CENTER)

        entry\_joinee\_code.grid(row = 0, column = 1, sticky = EW, padx = 5, pady = 5, ipadx = 10, ipady = 2)

        #Creating the button to join game

        button\_join\_game = CustomButton(canvas\_main\_menu, text = "JOIN GAME", font = ('Comic Sans', 22, 'bold'), bg = constant.SECONDARYCLR, fg = constant.DARKBGTEXTCLR, relief = "ridge", justify = "center", command = on\_join\_game)

        button\_join\_game.grid(row = 3, column = 1, sticky = EW, padx = 30, pady = (5, 20), ipadx = 10, ipady = 10)

        #Taking out focus

        canvas\_main\_menu.bind("<Button-1>", lambda e: canvas\_main\_menu.focus\_set())

        frame\_names.bind("<Button-1>", lambda e: frame\_names.focus\_set())

        frame\_joinee\_code.bind("<Button-1>", lambda e: frame\_joinee\_code.focus\_set())

        label\_joinee\_code.bind("<Button-1>", lambda e: label\_joinee\_code.focus\_set())

        label\_player\_name.bind("<Button-1>", lambda e: label\_player\_name.focus\_set())

    def offline\_or\_challenger():

        global canvas\_main\_menu, touch\_move, var\_min\_time, var\_increment, button\_touch\_move, combo\_increment

        #Creating a frame for the timer initialisation and then creating the timers

        frame\_timers = Frame(canvas\_main\_menu, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

        frame\_timers.grid(row = 2, column = 1, sticky = EW, padx = 30, pady = 10, ipadx = 10, ipady = 10)

        #Gridding frame\_timers

        frame\_timers.grid\_columnconfigure((0,1), weight = 1)

        frame\_timers.grid\_rowconfigure((0,1), weight = 1)

        #Creating the title labels for the content in frame\_timers

        label\_min\_time = Label(frame\_timers, text = "Min time (min)", font = ("Consolas", 20, 'bold'), bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, bd = 0, highlightthickness=0)

        label\_increment = Label(frame\_timers, text = "Increment (sec)", font = ("Consolas", 20, 'bold'), bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, bd = 0, highlightthickness=0)

        #Creating the comboboxes for receiving their choices for the min time and increment

        var\_min\_time = StringVar()

        combo\_min\_time= ttk.Combobox(frame\_timers, textvariable = var\_min\_time, justify = CENTER, font = ("Consolas", 20), state = 'readonly')

        var\_increment = StringVar()

        combo\_increment = ttk.Combobox(frame\_timers, textvariable = var\_increment, justify = CENTER, font = ("Consolas", 20), state = 'readonly')

        combo\_min\_time['values'] = tuple(possible\_min\_times)

        combo\_increment['values'] = tuple(possible\_increments)

        combo\_min\_time.current()

        combo\_increment.current()

        combo\_min\_time.bind('<<ComboboxSelected>>', select\_min\_time)

        #Packing all the contents of frame\_timers

        label\_min\_time.grid(row = 0, column = 0, sticky = NSEW, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        combo\_min\_time.grid(row = 0, column = 1, sticky = EW, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        label\_increment.grid(row = 1, column = 0, sticky = NSEW, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        combo\_increment.grid(row = 1, column = 1, sticky = EW, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        #Creating a frame and then adding touchpiece toggle

        touch\_move = False

        frame\_touch\_move = Frame(canvas\_main\_menu, bg = constant.DARKBGCLR, bd = 0, highlightthickness = 0)

        frame\_touch\_move.grid(row = 3, column = 1, sticky = EW, padx = 30, pady = 10, ipadx = 10, ipady = 10)

        #Gridding frame\_touch\_move

        frame\_touch\_move.grid\_columnconfigure((0,1), weight = 1)

        frame\_touch\_move.grid\_rowconfigure(0, weight = 1)

        label\_touch\_move = Label(frame\_touch\_move, text = "Enable touch move", font = ("Consolas", 20, 'bold'), bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, bd = 0, highlightthickness=0)

        button\_touch\_move = Button(frame\_touch\_move, image = img\_toggle\_off, bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, activebackground = constant.DARKBGCLR, activeforeground = constant.DARKBGTEXTCLR, font = ('Consolas', 20, 'bold'), command = on\_touch\_move\_toggle, bd = 0, highlightthickness = 0)

        label\_touch\_move.grid(row = 0, column = 0, sticky = E, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        button\_touch\_move.grid(row = 0, column = 1, sticky = W, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        #Taking out focus

        canvas\_main\_menu.bind("<Button-1>", lambda e: canvas\_main\_menu.focus\_set())

        frame\_timers.bind("<Button-1>", lambda e: frame\_timers.focus\_set())

        label\_min\_time.bind("<Button-1>", lambda e: label\_min\_time.focus\_set())

        label\_increment.bind("<Button-1>", lambda e: label\_increment.focus\_set())

        label\_touch\_move.bind("<Button-1>", lambda e: label\_touch\_move.focus\_set())

    challenger = None #Undecided

    destroy\_all\_widgets\_in\_canvas\_main\_menu()

    #Regridding canvas\_main\_menu

    canvas\_main\_menu.grid\_columnconfigure((0,1), weight = 1)

    canvas\_main\_menu.grid\_rowconfigure(0, weight = 0)

    canvas\_main\_menu.grid\_rowconfigure((1,2,3,4), weight = 1)

    #Adding a back button

    img\_back = PhotoImage(file = "./Icons/back.png").subsample(2,2)

    button\_back = Button(canvas\_main\_menu, image = img\_back, bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, activebackground = constant.DARKBGCLR, activeforeground = constant.DARKBGTEXTCLR, font = ('Consolas', 20, 'bold'), command = on\_back, bd = 0, highlightthickness = 0)

    button\_back.grid(row = 0, column = 1, sticky = W, padx = 10)

    if mode\_of\_play == "offline":

        #Displaying the choice (online/offline) on the left half of the screen

        img\_play\_offline = PhotoImage(file = "./Icons/play\_offline.png").subsample(2,2)

        label\_play\_offline = Label(canvas\_main\_menu, text = "PLAY OVER THE\nBOARD", image = img\_play\_offline, compound = TOP, font = ('Comic Sans', 25, 'bold'), bg = constant.PRIMARYCLR, fg = constant.LIGHTBGTEXTCLR, justify = 'center')

        label\_play\_offline.grid(row = 0, column = 0, rowspan = 5, sticky = NSEW, ipadx = 30, ipady = 20)

        #Creating a frame and adding the entry boxes in it to input the name of the players

        frame\_names = Frame(canvas\_main\_menu, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

        frame\_names.grid(row = 1, column = 1, sticky = EW, padx = 30, pady = (0,10), ipadx = 10, ipady = 10)

        #Gridding frame\_names

        frame\_names.grid\_columnconfigure((0,1), weight = 1)

        frame\_names.grid\_rowconfigure((0,1), weight = 1)

        label\_white\_name = Label(frame\_names, text = "White name", bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('Consolas', 20, 'bold'), bd = 0, highlightthickness=0)

        var\_white\_name = StringVar()

        entry\_white\_name = Entry(frame\_names, textvariable = var\_white\_name, font = ('Consolas', 20), justify = CENTER)

        label\_black\_name = Label(frame\_names, text = "Black name", bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('Consolas', 20, 'bold'), bd = 0, highlightthickness=0)

        var\_black\_name = StringVar()

        entry\_black\_name = Entry(frame\_names, textvariable = var\_black\_name, font = ('Consolas', 20), justify = CENTER)

        label\_white\_name.grid(row = 0, column = 0, sticky = NSEW, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        entry\_white\_name.grid(row = 0, column = 1, sticky = EW, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        label\_black\_name.grid(row = 1, column = 0, sticky = NSEW, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        entry\_black\_name.grid(row = 1, column = 1, sticky = EW, padx = 5, pady = 10, ipadx = 10, ipady = 2)

        #Creating the button to start game

        button\_start\_game = CustomButton(canvas\_main\_menu, text = "START GAME", font = ('Comic Sans', 22, 'bold'), bg = constant.SECONDARYCLR, fg = constant.DARKBGTEXTCLR, relief = "ridge", justify = "center", command = on\_start\_game)

        button\_start\_game.grid(row = 4, column = 1, sticky = EW, padx = 30, pady =  (5, 20), ipadx = 10, ipady = 10)

        #Taking out focus

        label\_play\_offline.bind("<Button-1>", lambda e: label\_play\_offline.focus\_set())

        frame\_names.bind("<Button-1>", lambda e: frame\_names.focus\_set())

        label\_white\_name.bind("<Button-1>", lambda e: label\_white\_name.focus\_set())

        label\_black\_name.bind("<Button-1>", lambda e: label\_black\_name.focus\_set())

        offline\_or\_challenger()

    elif mode\_of\_play == "online":

        #Displaying the choice (online/offline) on the left half of the screen

        img\_play\_online = PhotoImage(file = "./Icons/play\_online.png").subsample(3,3)

        label\_play\_online = Label(canvas\_main\_menu, text = "PLAY A FRIEND\nONLINE", image = img\_play\_online, compound = TOP, font = ('Comic Sans', 25, 'bold'), bg = constant.PRIMARYCLR, fg = constant.LIGHTBGTEXTCLR, justify = 'center')

        label\_play\_online.grid(row = 0, column = 0, rowspan = 5, sticky = NSEW, ipadx = 30, ipady = 20)

        #Creating the images for create game and join game

        img\_create\_game = PhotoImage(file = "./Icons/plus.png")

        img\_join\_game = PhotoImage(file = "./Icons/enter.png")

        #Adding the buttons to know whether the user wants to join a game or create a game

        button\_choice\_create\_game = CustomButton(canvas\_main\_menu, text = "CREATE GAME", image = img\_create\_game, compound = TOP,  font = ('Comic Sans', 18, 'bold'), bg = constant.PRIMARYCLR, fg = constant.LIGHTBGTEXTCLR, relief = "ridge", justify = "center", command = lambda : (button\_choice\_create\_game.destroy(), button\_choice\_join\_game.destroy(), on\_choice\_create\_game()))

        button\_choice\_create\_game.grid(row = 1, column = 1, sticky = EW, ipadx = 50, ipady = 30, padx = 40, pady = (0,30))

        button\_choice\_join\_game = CustomButton(canvas\_main\_menu, text = "JOIN GAME", image = img\_join\_game, compound = TOP,  font = ('Comic Sans', 18, 'bold'), bg = constant.PRIMARYCLR, fg = constant.LIGHTBGTEXTCLR, relief = "ridge", justify = "center", command = lambda : (button\_choice\_join\_game.destroy(), button\_choice\_create\_game.destroy(), on\_choice\_join\_game()))

        button\_choice\_join\_game.grid(row = 2, column = 1, sticky = EW, ipadx = 50, ipady = 30, padx = 40, pady = (30, 60))

        #Taking out focus

        label\_play\_online.bind("<Button-1>", lambda e: label\_play\_online.focus\_set())

def disable\_game\_controls():

    global scale\_board, button\_color\_chooser, button\_volume\_toggle, button\_legal\_moves, button\_flip

    scale\_board.configure(state = DISABLED)

    button\_color\_chooser.configure(state = DISABLED)

    button\_volume\_toggle.configure(state = DISABLED)

    button\_legal\_moves.configure(state = DISABLED)

    button\_flip.configure(state = DISABLED)

    scale\_board.unbind("<ButtonRelease-1>")

def enable\_game\_controls():

    global scale\_board, button\_color\_chooser, button\_volume\_toggle, button\_legal\_moves, button\_flip

    scale\_board.configure(state = NORMAL)

    button\_color\_chooser.configure(state = NORMAL)

    button\_volume\_toggle.configure(state = NORMAL)

    button\_legal\_moves.configure(state = NORMAL)

    button\_flip.configure(state = NORMAL)

    scale\_board.bind("<ButtonRelease-1>", on\_scale\_board\_release)

def on\_scale\_board\_release(e):

    global scale\_board, var\_board\_scaler

    game.size = 600 \* var\_board\_scaler.get() / 50

    game.sqsize = game.size / 8

    game.stretch\_square=(game.size/8)/20

    if e is not None:

        game.configure\_game()

    size\_canvas\_turtle = int(game.size) + 15

    size\_root\_turtle = size\_canvas\_turtle + 35

    canvas\_turtle.configure(width = size\_canvas\_turtle, height = size\_canvas\_turtle)

    canvas\_turtle.update()

    width\_root\_turtle = size\_root\_turtle

    if button\_extend\_left['text'] == ">":

        frame\_left.update\_idletasks()

        width\_root\_turtle += frame\_left.winfo\_width()

    if button\_extend\_right['text'] == "<":

        frame\_right.update\_idletasks()

        width\_root\_turtle += frame\_right.winfo\_width()

    root\_turtle.geometry(f"{width\_root\_turtle}x{size\_root\_turtle+95}")

def on\_pin\_toggle():

    global pinned, button\_pin

    if pinned == True:

        pinned = False

        root\_turtle.attributes('-topmost',False)

        button\_pin.configure(image = img\_pin\_outline)

    elif pinned == False:

        pinned = True

        root\_turtle.attributes('-topmost',True)

        button\_pin.configure(image = img\_pin\_filled)

def on\_extend\_left():

    global button\_extend\_left, frame\_left

    w = root\_turtle.winfo\_width()

    h = root\_turtle.winfo\_height()

    frame\_left.update\_idletasks()

    if button\_extend\_left['text'] == "<":

        frame\_left.grid(row = 0, column = 0, rowspan = 3, sticky = NSEW)

        new\_w = w + frame\_left.winfo\_width()

        button\_extend\_left.configure(text = ">")

    elif button\_extend\_left['text'] == ">":

        new\_w = w - frame\_left.winfo\_width()

        frame\_left.grid\_forget()

        button\_extend\_left.configure(text = "<")

    root\_turtle.geometry(f"{new\_w}x{h}")

def on\_extend\_right():

    global button\_extend\_right, frame\_right

    w = root\_turtle.winfo\_width()

    h = root\_turtle.winfo\_height()

    frame\_right.update\_idletasks()

    if button\_extend\_right['text'] == ">":

        frame\_right.grid(row = 0, column = 2, rowspan = 3, sticky = NSEW)

        new\_w = w + frame\_right.winfo\_width()

        button\_extend\_right.configure(text = "<")

    elif button\_extend\_right['text'] == "<":

        new\_w = w - frame\_right.winfo\_width()

        frame\_right.grid\_forget()

        button\_extend\_right.configure(text = ">")

    root\_turtle.geometry(f"{new\_w}x{h}")

def on\_color\_chooser():

    try:

        clr\_dark = colorchooser.askcolor(title ="Choose DARK square color", color = game.dark\_square\_clr)[0]

        if clr\_dark is None:

            return

    except:

        return

    game.dark\_square\_clr = rgb\_to\_hex(clr\_dark)

    game.configure\_game()

def on\_volume\_toggle():

    global volume\_toggle, button\_volume\_toggle

    if volume\_toggle == True:

        volume\_toggle = False

        button\_volume\_toggle.configure(image = img\_volume\_off)

    elif volume\_toggle == False:

        volume\_toggle = True

        button\_volume\_toggle.configure(image = img\_volume\_on)

def on\_flip():

    global label\_white\_timer\_top, label\_white\_timer\_bottom, label\_black\_timer\_top, label\_black\_timer\_bottom

    if mode\_of\_play == "offline":

        global button\_white\_resign, button\_black\_resign

    if game.white == True:

        game.white = False

        game.black = True

        label\_white\_timer\_bottom.grid\_forget()

        label\_white\_timer\_top.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 2)

        label\_black\_timer\_top.grid\_forget()

        label\_black\_timer\_bottom.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 2)

        if mode\_of\_play == "offline":

            button\_white\_resign.grid(row = 0, column = 0, sticky = NSEW)

            button\_black\_resign.grid(row = 2, column = 0, sticky = NSEW)

    elif game.black == True:

        game.black = False

        game.white = True

        label\_white\_timer\_top.grid\_forget()

        label\_white\_timer\_bottom.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 2)

        label\_black\_timer\_bottom.grid\_forget()

        label\_black\_timer\_top.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 2)

        if mode\_of\_play == "offline":

            button\_white\_resign.grid(row = 2, column = 0, sticky = NSEW)

            button\_black\_resign.grid(row = 0, column = 0, sticky = NSEW)

    game.configure\_game()

def on\_game\_over():

    #Generating pgn

    game.generate\_pgn()

    #Permanently removing extend left

    frame\_left.grid\_forget()

    button\_extend\_left.configure(text = "<")

    button\_extend\_left.grid\_forget()

    on\_scale\_board\_release(None)

    #Disabling mouse activity on the turtle canvas

    game.mouse\_vacant = False

    wn.onclick(lambda x,y: None)

    canvas\_turtle.unbind("<ButtonPress>")

    canvas\_turtle.unbind("<B1-Motion>")

    canvas\_turtle.unbind("<ButtonRelease-1>")

    #Displaying the result in the status bar

    if game.game\_result == "W":

        root\_turtle.title(f'\*{white\_name} vs {black\_name}')

    elif game.game\_result == "B":

        root\_turtle.title(f'{white\_name} vs \*{black\_name}')

    elif game.game\_result == "D":

        root\_turtle.title(f'\*{white\_name} vs \*{black\_name}')

        on\_draw(False)

    elif game.game\_result == "S":

        root\_turtle.title(f'#{white\_name} vs #{black\_name}')

    #Pause the Timers

    #Adding game to database

    game.add\_to\_db(game.game\_date, game.game\_start\_time, white\_name, black\_name, game.game\_result, logic.List\_of\_Moves, game.move\_duration , min\_time,  increment)

def on\_draw(confirm = True):

    global draw, draw\_boundary, button\_extend\_left, frame\_left, draw\_offer

    if confirm:

        if mode\_of\_play == "offline":

            choice = messagebox.askyesno('Draw agreement', 'Do you both agree?')

            if not choice:

                return

        elif mode\_of\_play == "online":

            requests.post(geturl('connection') , data= {'code':code, 'side':player\_side, 'draw':'idk'})

            while 1:

                try :

                    r = requests.get(geturl('connection') , params= {'side' : player\_side , 'code' : code , 'connectop':False})

                    time.sleep(0.2)

                    info = r.json()['offers']['draw offers']

                    if info in ('accepted' , 'rejected'):

                        break

                except:

                    pass

            requests.post(geturl('connection') , params = {'code' : code , 'reset':None})

            if info == 'rejected':

                return

        game.game\_result = "D"

        on\_game\_over()

    #Display draw with a green border around the board

    try:

        draw\_boundary.clear()

        wn.update()

    except:

        pass

    wn.tracer(0)

    draw\_boundary=turtle.Turtle()

    draw\_boundary.ht()

    draw\_boundary.width(7)

    draw\_boundary.color("green")

    draw\_boundary.pu()

    draw\_boundary.goto(-(game.size/2)+game.drift,(game.size/2))

    draw\_boundary.pd()

    for \_ in range(4):

        draw\_boundary.fd(game.size)

        draw\_boundary.rt(90)

    wn.tracer(1)

    def on\_turtle\_close():

        global program\_running

        program\_running = False

        root\_turtle.after(500, lambda: root\_turtle.destroy())

        database\_functions.close\_connection()

    root\_turtle.protocol("WM\_DELETE\_WINDOW", on\_turtle\_close)

def on\_white\_resign():

    global button\_extend\_left, frame\_left, move\_duration

    if mode\_of\_play == "offline":

        choice = messagebox.askyesno('White resign', f'Are you ({white\_name}) sure?')

        if not choice:

            return

    elif mode\_of\_play == "online":

        if messagebox.askyesno('White resign' , f'Are you sure?'):

            requests.post(geturl('connection') , data = {'resign' : 'idk' ,'side' : 'white' ,'code' : code})

        else:

            return

    game.game\_result = "B"

    on\_game\_over()

def on\_black\_resign():

    global button\_extend\_left, frame\_left, move\_duration, player\_side, challenger

    if mode\_of\_play == "offline":

        choice = messagebox.askyesno('Black resign', f'Are you ({black\_name}) sure?')

        if not choice:

            return

    elif mode\_of\_play == "online":

        print('resign')

        if messagebox.askyesno('Black resign', f'Are you sure?'):

            requests.post(geturl('connection') , data = {'resign' : 'idk' ,'side' : 'black' ,'code' : code})

        else:

            return

    game.game\_result = "W"

    on\_game\_over()

def on\_legal\_moves():

    global button\_legal\_moves, img\_legal\_moves\_off, img\_legal\_moves\_on

    if game.legalmoves == True:

        game.legalmoves = False

        button\_legal\_moves.configure(image = img\_legal\_moves\_off)

    elif game.legalmoves == False:

        game.legalmoves = True

        button\_legal\_moves.configure(image = img\_legal\_moves\_on)

    if game.legalmoves==True and game.move\_stage==1:

        for m,n in game.legaladd:

            blm, bln=7-m, 7-n

            game.change\_square\_clr(m, n, blm, bln, constant.LEGALLIGHTSQUARECLR, constant.LEGALDARKSQUARECLR, update=False)

        wn.tracer(1)

    elif game.legalmoves==False and game.move\_stage==1:

        for m,n in game.legaladd:

            blm, bln=7-m, 7-n

            game.change\_square\_clr(m, n, blm, bln, game.light\_square\_clr, game.dark\_square\_clr, update=False)

        wn.tracer(1)

def on\_code\_copy():

    global code

    if os.sys.platform.lower() == 'windows':

        clipboard.copy(code)

    else:

        os.system(f'echo -n "{code}" | xclip -selection clipboard')

def setup\_game():

    global canvas\_turtle, touch\_move, var\_board\_scaler, scale\_board, mode\_of\_play, pinned, img\_pin\_outline, img\_pin\_filled, button\_pin, img\_color\_chooser, img\_flip, img\_draw, img\_resign, volume\_toggle, button\_volume\_toggle, img\_volume\_on, img\_volume\_off, button\_extend\_left, button\_extend\_right, frame\_left, frame\_right, label\_white\_timer\_top, label\_white\_timer\_bottom, label\_black\_timer\_top, label\_black\_timer\_bottom, img\_legal\_moves\_on, img\_legal\_moves\_off, button\_legal\_moves, img\_touch\_move\_on, img\_touch\_move\_off, button\_color\_chooser, button\_flip, frame\_moves, chess\_not\_row, button\_white\_resign, button\_black\_resign, button\_resign, img\_copy, frame\_pgn

    #Configuring root\_turtle

    root\_turtle.configure(bg = constant.LIGHTBGCLR)

    #Reconfiguring minsize of the window

    root\_turtle.minsize(0,0)

    root\_turtle.resizable(width = False, height = False)

    root\_turtle.overrideredirect(False)

    root\_turtle.withdraw()

    root\_turtle.deiconify()

    #Gridding root\_turtle

    root\_turtle.grid\_rowconfigure(0, weight = 0)

    root\_turtle.grid\_columnconfigure(0, weight = 0)

    root\_turtle.grid\_rowconfigure(1, weight = 1)

    root\_turtle.grid\_columnconfigure(1, weight = 1)

    #Placing canvas\_turtle inside root\_turtle

    canvas\_turtle.grid(row = 1, column = 1, sticky = NSEW)

    #Giving a background colour to wn

    wn.bgcolor("#000000")

    #Adding all the other elements present during the game (except timers)

    #Creating all the frames for the 4 sides

    frame\_top = Frame(root\_turtle, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    frame\_bottom = Frame(root\_turtle, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    frame\_left = Frame(root\_turtle, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    frame\_right = Frame(root\_turtle, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    #Adding all the frames to the screenready\_to\_play = True

    frame\_top.grid(row = 0, column = 1, sticky = NSEW)

    frame\_bottom.grid(row = 2, column = 1, sticky = NSEW)

    #Gridding all the frames

    frame\_top.grid\_columnconfigure((2,3,4), weight = 1)

    frame\_bottom.grid\_columnconfigure((0,1,2), weight = 1)

    frame\_left.grid\_rowconfigure((0,1,2), weight = 1)

    frame\_right.grid\_rowconfigure(0, weight = 1)

    frame\_right.grid\_columnconfigure(0, weight = 1)

    button\_extend\_left = Button(frame\_top, text = "<", font = ('consolas', 20, 'bold'), bg = constant.LIGHTBGCLR, fg = constant.LIGHTBGTEXTCLR, activebackground = constant.LIGHTBGCLR, activeforeground = constant.LIGHTBGTEXTCLR, command = on\_extend\_left, bd = 0, highlightthickness = 0)

    button\_extend\_left.grid(row = 0, column = 0, sticky = NSEW, padx = (0,1))

    button\_extend\_right = Button(frame\_top, text = ">", font = ('consolas', 20, 'bold'), bg = constant.LIGHTBGCLR, fg = constant.LIGHTBGTEXTCLR, activebackground = constant.LIGHTBGCLR, activeforeground = constant.LIGHTBGTEXTCLR, command = on\_extend\_right, bd = 0, highlightthickness = 0)

    button\_extend\_right.grid(row = 0, column = 5, sticky = NSEW, padx = (1,0))

    #Adding frame\_moves to frame\_right

    frame\_moves = ScrolledFrame(frame\_right, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0, max\_height = 1000)

    frame\_moves.grid(row = 0, column = 0, sticky = NSEW, padx = 2, pady = 2, ipadx = 2, ipady = 2)

    #Gridding frame\_moves.viewPort

    frame\_moves.viewPort.grid\_columnconfigure((1,2), weight = 1)

    #Adding frame\_pgn for copying and downloading pgn of the game after it gets over

    frame\_pgn = Frame(frame\_right, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    frame\_pgn.grid\_columnconfigure(0, weight = 1)

    frame\_pgn.grid(row = 1, column = 0, sticky = NSEW)

    #Initialising chess\_not\_row

    chess\_not\_row = 0

    #Adding the board scaler to frame\_top

    var\_board\_scaler = IntVar()

    scale\_board = ttk.Scale(frame\_top, variable = var\_board\_scaler, from\_ = 30, to = 70, orient = HORIZONTAL)

    var\_board\_scaler.set(50)

    scale\_board.bind("<ButtonRelease-1>", on\_scale\_board\_release)

    scale\_board.grid(row = 0, column = 4, sticky = EW, padx = 5)

    #Adding the pin to frame\_top

    img\_pin\_outline = PhotoImage(file = "./Icons/pin\_outline.png").subsample(15,15)

    img\_pin\_filled = PhotoImage(file = "./Icons/pin\_filled.png").subsample(15,15)

    button\_pin = Button(frame\_top, image = img\_pin\_outline, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_pin\_toggle, bd = 0, highlightthickness = 0)

    pinned = False

    button\_pin.grid(row = 0, column = 1, sticky = NSEW)

    #Creating frame\_icons to contain all the icons

    frame\_icons = Frame(frame\_bottom, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    #Adding frame\_icons to the screen

    frame\_icons.grid(row = 0, column = 0, sticky = NSEW, padx = 5)

    #Gridding frame\_icons

    frame\_icons.grid\_columnconfigure((0,1,2,3,4), weight = 1)

    #Adding the color chooser icon to frame\_bottom

    img\_color\_chooser = PhotoImage(file = "./Icons/color\_chooser.png").subsample(3,3)

    button\_color\_chooser = Button(frame\_icons, image = img\_color\_chooser, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_color\_chooser, bd = 0, highlightthickness = 0)

    #Adding volume toggle icon to frame\_bottom

    img\_volume\_on = PhotoImage(file = "./Icons/volume\_on.png").subsample(4,4)

    img\_volume\_off = PhotoImage(file = "./Icons/volume\_off.png").subsample(4,4)

    volume\_toggle = True

    button\_volume\_toggle = Button(frame\_icons, image = img\_volume\_on, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_volume\_toggle, bd = 0, highlightthickness = 0)

    #Adding flip icon to frame\_bottom

    img\_flip = PhotoImage(file = "./Icons/flip.png").subsample(3,3)

    button\_flip = Button(frame\_icons, image = img\_flip, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_flip, bd = 0, highlightthickness = 0)

    #Adding the legal moves icon to frame\_bottom

    img\_legal\_moves\_on = PhotoImage(file = "./Icons/arrows\_on.png")

    img\_legal\_moves\_off = PhotoImage(file = "./Icons/arrows\_off.png")

    button\_legal\_moves = Button(frame\_icons, image = img\_legal\_moves\_on, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_legal\_moves, bd = 0, highlightthickness = 0)

    #Adding draw icon to frame\_left

    img\_draw = PhotoImage(file = "./Icons/draw.png").subsample(16, 16)

    button\_draw = Button(frame\_left, image = img\_draw, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_draw, bd = 0, highlightthickness = 0)

    #Adding resign icon to frame\_left

    img\_resign = PhotoImage(file = "./Icons/flag.png").subsample(3,3)

    #Adding the info about if touch move is enabled or disabled

    img\_touch\_move\_on = PhotoImage(file = "./Icons/touch\_move\_on.png")

    img\_touch\_move\_off = PhotoImage(file = "./Icons/touch\_move\_off.png")

    label\_touch\_move = Label(frame\_icons, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    #Adding the room code copy button only for challenger if online

    img\_copy = PhotoImage(file = "./Icons/clipboard.png").subsample(3,3)

    if challenger:

        button\_code\_copy = Button(frame\_icons, image = img\_copy, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_code\_copy, bd = 0, highlightthickness = 0)

        button\_code\_copy.grid(row = 0, column = 5, sticky = NSEW)

        Tooltip(button\_code\_copy, text = f"Copy room code: {code}")

    if touch\_move:

        label\_touch\_move.configure(image = img\_touch\_move\_on)

        Tooltip(label\_touch\_move, text = "Touch move enabled")

    elif not touch\_move:

        label\_touch\_move.configure(image = img\_touch\_move\_off)

        Tooltip(label\_touch\_move, text = "Touch move disabled")

    if mode\_of\_play == "online":

        button\_resign = Button(frame\_left, image = img\_resign, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

        button\_resign.grid(row = 0, column = 0, sticky = NSEW)

        if player\_side == "white":

            button\_resign.configure(command = on\_white\_resign)

        elif player\_side == "black":

            button\_resign.configure(command = on\_black\_resign)

        Tooltip(button\_resign, text = "Resign")

    elif mode\_of\_play == "offline":

        button\_white\_resign = Button(frame\_left, image = img\_resign, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_white\_resign, bd = 0, highlightthickness = 0)

        button\_black\_resign = Button(frame\_left, image = img\_resign, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_black\_resign, bd = 0, highlightthickness = 0)

        button\_white\_resign.grid(row = 2, column = 0, sticky = NSEW)

        button\_black\_resign.grid(row = 0, column = 0, sticky = NSEW)

        Tooltip(button\_white\_resign, text = "White resign")

        Tooltip(button\_black\_resign, text = "Black resign")

    #Adding all the icons to frame\_icons

    button\_color\_chooser.grid(row = 0, column = 0, sticky = NSEW)

    button\_volume\_toggle.grid(row = 0, column = 1, sticky = NSEW)

    button\_flip.grid(row = 0, column = 2, sticky = NSEW)

    button\_legal\_moves.grid(row = 0, column = 3, sticky = NSEW)

    label\_touch\_move.grid(row = 0, column = 4, sticky = NSEW)

    #Adding button\_draw to frame\_left

    button\_draw.grid(row = 1, column = 0, sticky = NSEW)

    #Adding the timer labels to frame\_top and frame\_bottom

    start\_time = tfor(int(min\_time)\*60 if min\_time.isdigit() else 0)[:-2]

    label\_white\_timer\_top = Label(frame\_top, text = start\_time, bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('consolas', 15, 'bold'), bd = 2)

    label\_white\_timer\_bottom = Label(frame\_bottom, text = start\_time, bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('consolas', 15, 'bold'), bd = 2)

    label\_black\_timer\_top = Label(frame\_top, text =  start\_time, bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('consolas', 15, 'bold'), bd = 2)

    label\_black\_timer\_bottom = Label(frame\_bottom, text = start\_time, bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('consolas', 15, 'bold'), bd = 2)

    if mode\_of\_play == "offline":

        label\_white\_timer\_bottom.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 2)

        label\_black\_timer\_top.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 2)

    elif mode\_of\_play == "online":

        if player\_side == "white":

            label\_white\_timer\_bottom.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 2)

            label\_black\_timer\_top.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 2)

        elif player\_side == "black":

            label\_white\_timer\_top.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 2)

            label\_black\_timer\_bottom.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 2)

    #Adding tooltips for the required widgets

    Tooltip(button\_flip, text = "Switch view")

    Tooltip(button\_volume\_toggle, text = "Toggle sound")

    Tooltip(button\_color\_chooser, text = "Change square colour")

    Tooltip(button\_pin, text = "Toggle pin window")

    Tooltip(button\_legal\_moves, text = "Toggle legal moves")

    Tooltip(scale\_board, text = "Scale board size")

    if mode\_of\_play == "offline":

        Tooltip(button\_draw, text = "Draw")

    elif mode\_of\_play == "online":

        Tooltip(button\_draw, text = "Offer draw")

    for \_ in range(2):

        on\_extend\_left()

        on\_extend\_right()

    if challenger:

        if not received:

            if player\_side == "white":

                root\_turtle.title(f'{code}: {player\_name} vs (waiting...) ')

            elif player\_side == "black":

                root\_turtle.title(f'{code}: (waiting...) vs {player\_name}')

    elif challenger is None: #Offline

        root\_turtle.title(f'{white\_name} vs {black\_name}')

    game.game\_main(touch\_move)

def about():

    global img\_back, frame\_about, canvas\_main\_menu, label\_about\_info, bind\_configure

    destroy\_all\_widgets\_in\_canvas\_main\_menu()

    def on\_back():

        global canvas\_main\_menu, bind\_configure, frame\_about

        frame\_about.unbind("<Configure>", bind\_configure)

        frame\_about.destroy()

        destroy\_all\_widgets\_in\_canvas\_main\_menu()

        canvas\_main\_menu.destroy()

        main\_menu()

    def on\_frame\_about\_configure(e):

        global label\_about\_info, frame\_about

        frame\_about.viewPort.update\_idletasks()

        label\_about\_info.configure(wraplength = frame\_about.viewPort.winfo\_width() - 20)

    #Gridding canvas\_main\_menu

    canvas\_main\_menu.grid\_rowconfigure((0,1,2), weight = 0)

    canvas\_main\_menu.grid\_columnconfigure((0,1,2), weight = 0)

    canvas\_main\_menu.grid\_rowconfigure(0, weight = 1)

    canvas\_main\_menu.grid\_columnconfigure(0, weight = 1)

    #Creating, gridding and adding frame\_about to canvas\_main\_menu

    frame\_about = ScrolledFrame(canvas\_main\_menu, bg = constant.DARKBGCLR, bd = 0, highlightthickness = 0, max\_height = 1000)

    frame\_about.grid(row = 0, column = 0, sticky = NSEW, padx = 5, pady = 5)

    frame\_about.viewPort.grid\_columnconfigure(1, weight = 1)

    frame\_about.viewPort.update\_idletasks()

    #Adding the title to the about page

    Label(frame\_about.viewPort, text = "ABOUT   ", font = ('Comic Sans', 30, 'bold'), bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, bd = 0, highlightthickness = 0).grid(row = 0, column = 1, sticky = NSEW, padx = 5, pady = 5)

    label\_about\_info = Label(frame\_about.viewPort, text = constant.ABOUT\_INFO, font = ('Comic Sans', 18), bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, bd = 0, highlightthickness = 0, wraplength = frame\_about.viewPort.winfo\_width() - 20, justify = LEFT)

    label\_about\_info.grid(row = 1, column = 0, columnspan = 2, sticky = NSEW, padx = 5, pady = 5)

    bind\_configure = frame\_about.bind("<Configure>", on\_frame\_about\_configure, add = "+")

    #Adding a back button

    img\_back = PhotoImage(file = "./Icons/back.png").subsample(2,2)

    button\_back = Button(frame\_about.viewPort, image = img\_back, bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, activebackground = constant.DARKBGCLR, activeforeground = constant.DARKBGTEXTCLR, font = ('Consolas', 20, 'bold'), command = on\_back, bd = 0, highlightthickness = 0)

    button\_back.grid(row = 0, column = 0, sticky = W, padx = 5, pady = 5)

#Called by main.py

def main():

    #Setting up the screen

    global wn, root\_turtle, canvas\_turtle, program\_running, theme\_bg, url, game\_result, img\_pocket\_chess\_arena\_icon, draw\_offer

    wn=turtle.Screen()

    wn.colormode(255)

    wn.bgcolor('black')

    wn.title("Pocket Chess Arena")

    wn.tracer(1)

    program\_running = True

    config = configparser.ConfigParser()

    config.read('config.ini')

    ip = config['SERVER DETAILS']['IP']

    port = config['SERVER DETAILS']['PORT']

    url = f'http://{ip}:{port}/'

    global geturl

    geturl = lambda x : url + x

    draw\_offer = None

    #Getting the canvas and top level window from wn

    canvas\_turtle = wn.getcanvas()

    canvas\_turtle.configure(bd = 0, highlightthickness = 0)

    root\_turtle = canvas\_turtle.winfo\_toplevel()

    #Setting the minsize of root\_turtle

    root\_turtle.minsize(1050, 550)

    #Setting the title bar icon

    img\_pocket\_chess\_arena\_icon = PhotoImage(file = "./Icons/pocket\_chess\_arena\_logo.png")

    root\_turtle.iconphoto(False, img\_pocket\_chess\_arena\_icon)

    #Adjusting the resolution

    if os.sys.platform.lower() == 'windows':

        ctypes.windll.shcore.SetProcessDpiAwareness(True)

    #Setting up scollbars for the turtle window

    #wn.screensize(root\_turtle.winfo\_width(), root\_turtle.winfo\_height())

    #Storing the shapes of all the pieces

    wn.register\_shape("Pawn", constant.COORD["pawn"])

    wn.register\_shape("Horse", constant.COORD["horse"])

    wn.register\_shape("Bishop", constant.COORD["bishop"])

    wn.register\_shape("Queen", constant.COORD["queen"])

    wn.register\_shape("King", constant.COORD["king"])

    wn.register\_shape("Rook", constant.COORD["rook"])

    #Changing the default font of combobox drop downs. This font size looks good only on the home page. It will be changed later for the other pages.

    font\_combo\_listbox = font.Font(family="Comic Sans", size = 17, weight = "normal")

    root\_turtle.option\_add("\*TCombobox\*Listbox\*Font", font\_combo\_listbox)

    #Configuration Variables

    global touchpieceval, vocalval, whiteview, blackview, doubleview

    touchpieceval, vocalval, whiteview, blackview, doubleview=None,None,None,None,None

    #Timer Variables

    global timer\_name, timer\_cords , neutral\_bound , active\_bound , timer\_bound ,active\_bound\_width , neutral\_bound\_width

    timer\_name = []

    neutral\_bound = '#ffe599'

    active\_bound = '#2315D4'

    active\_bound\_width = 8

    neutral\_bound\_width = 4

    timer\_cords = {

                    'doubleview':[(-365,-330),(220,-330)],

                    'whiteview':[(353,-142),(353,142)],

                    'blackview':[(353,142),(353,-142)]

            }

    timer\_bound = {

                    'doubleview':{

                                    'black':[(207,-298),(360,-328)],

                                    'white':[(-376,-296),(-227,-327)]

                            },

                    'blackview':{

                                    'white':[(343,177),(482,142)],

                                    'black':[(343,-107),(482,-142)]

                            },

                    'whiteview':{

                                    'black':[(343,177),(482,142)],

                                    'white':[(343,-107),(482,-142)]

                            }

    }

    main\_menu()

    turtle.mainloop()

game.py

#Import of Modules

import turtle

import time

import datetime

from tkinter import \*

from tkinter import messagebox

import requests

from playsound import playsound

from threading import Thread

import clipboard

import os

#Import of created files

import home

import logic

import database\_functions

import constant

import logmessage #To help in debugging

#Import of supporting game file

from utils import \*

def define\_basic\_global\_variables(touch\_move\_):

    global size, sqsize, stretch\_square, drift, white, black, name, legalmoves, touch\_move, turn, move\_stage, DRIFT, wh\_list\_piece\_numbers, bl\_list\_piece\_numbers, wh\_piece\_count, bl\_piece\_count, legaladd, code, light\_square\_clr, dark\_square\_clr, active\_piece, move\_duration, game\_result, pgn, movenumber, last\_sec

    #Initialising a chess for the chess board and a corresponding size for root\_turtle

    length = 600

    size\_canvas\_turtle = int(length) + 15

    size\_root\_turtle = size\_canvas\_turtle + 35

    home.canvas\_turtle.configure(width = size\_canvas\_turtle, height = size\_canvas\_turtle)

    home.canvas\_turtle.update()

    home.root\_turtle.geometry(f"{size\_root\_turtle}x{size\_root\_turtle+95}")

    #Making the size of the board a global variable which can be accessed everywhere

    size = length

    #Size of 1 UNIT square in the chess board

    sqsize = size/8

    #The value by which each unit square should be stretched.

    stretch\_square = (size/8)/20

    #Initialsing game\_result [None, 'W', 'B', 'D', 'S']

    game\_result = None

    #Initialising the view

    if home.mode\_of\_play == "online":

        if home.player\_side == "white":

            white = True

            black = False

        elif home.player\_side == "black":

            white = False

            black = True

    else:

        white = True

        black = False

    #Initialsing active\_piece as None because no piece has been dragged yet

    active\_piece = None

    #Making the drift of the white board a global variable...which implies that drift of the black view board can as also be accessed as it is negative of the drift of the white view board

    if white == True and black == True:

        drift = constant.DRIFT\_WV\_BOARD

    else:

        drift = 0

    #white view list of piece numbers

    wh\_list\_piece\_numbers = [[0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0]]

    wh\_piece\_count = 0

    #black view list of piece numbers

    bl\_list\_piece\_numbers = [[0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0]]

    bl\_piece\_count=0

    name = {'pawn' : 'pawn',

        'rook' : 'rook',

        'horse' : 'knight',

        'bishop' : 'bishop',

        'queen' : 'queen',

        'king' : 'king'}

    #Drawing a boundary around the 'legal moves' button on the screen

    legalmoves=True

    home.wn.colormode(255)

    #Touchpiece

    touch\_move = touch\_move\_

    #defining the colours of lightsquare colour and dark square colour

    light\_square\_clr = constant.LIGHTSQUARECLR

    dark\_square\_clr = constant.DARKSQUARECLR

    #0 = Waiting for Starting Address, 1 = waiting for Ending Address

    move\_stage = 0

    #Who's turn is it?

    turn="white"

    #List of all the possible legal squares

    legaladd = []

    #Initialising move\_duration for the timers

    move\_duration = []

    #Initialising movenumber

    movenumber = 0

    #Initialising pgn - portable game notation

    pgn = []

    #last seconds

    last\_sec = 20

#Displays A,B,C, ...H and 1,2,3...8 on the side of the board for whiteview and blackview taking into account the value of boardview

def display\_labels():

    #Deletes the OLD labels

    try:

        home.show\_labels(None, None, None, None, False, True)

    except:

        pass

    try:

        home.show\_labels(None, None, None, None, True, True)

    except:

        pass

    #Creates the NEW labels

    distance=17

    startdistance=(sqsize/2)+8

    if white==True:

        home.show\_labels(-(size/2)+drift-distance,(-size/2)-distance, sqsize, startdistance, False)

    if black == True:

        home.show\_labels(-(size/2)-drift-distance,(-size/2)-distance, sqsize,startdistance, True)

#Can be used to create a SINGLE piece at the desired board location (UNLIKE pieces\_setup in game.py which creates ALL the pieces in the BASE configuration)

def create\_chess\_piece(row, col, identity, colour, view):

    global wh\_piece\_count, bl\_piece\_count, wh\_list\_piece\_numbers, bl\_list\_piece\_numbers

    #row, col --> wrt white view / list2d

    if view == "white":

        wh\_piece\_count+=1

        wh\_list\_piece\_numbers[row][col] = wh\_piece\_count

        piece\_count = wh\_piece\_count

    elif view == "black":

        bl\_piece\_count+=1

        blrow = 7- row

        blcol = 7 - col

        bl\_list\_piece\_numbers[blrow][blcol] = bl\_piece\_count

        piece\_count = bl\_piece\_count

    globals()[f'{view[:2]}{piece\_count}']=turtle.Turtle(visible=False)

    globals()[f'{view[:2]}{piece\_count}'].ht()

    globals()[f'{view[:2]}{piece\_count}'].pu()

    globals()[f'{view[:2]}{piece\_count}'].shape(identity.title())

    stretch\_piece = stretch\_square \* 0.2

    border\_width = int(stretch\_piece \* 4)

    globals()[f'{view[:2]}{piece\_count}'].shapesize(stretch\_piece, stretch\_piece, border\_width)

    globals()[f'{view[:2]}{piece\_count}'].speed(8)

    if colour == "white":

        globals()[f'{view[:2]}{piece\_count}'].color(constant.WHITEPIECECLR)

        globals()[f'{view[:2]}{piece\_count}'].pencolor("black")

    elif colour == "black":

        globals()[f'{view[:2]}{piece\_count}'].color(constant.BLACKPIECECLR)

        globals()[f'{view[:2]}{piece\_count}'].pencolor("black")

    globals()[f'{view[:2]}{piece\_count}'].goto(coord\_from\_add(row, col, view))

    globals()[f'{view[:2]}{piece\_count}'].st()

#Return: Central pixel coordinates as a tuple (IMP: Using the global variable boardview, it also acknowledges the changes in BOARD VIEW and returns the coordinates accordingly)

def coord\_from\_add(row, col, view):

    step=size/8

    if view == "white":

        return ((col\*step) - (4\*step) + (step/2) + drift, (4\*step) - (row\*step) - (step/2))

    elif view == "black":

        return ( -1 \* ((col\*step) - (4\*step) + (step/2)) - drift, -1 \* ((4\*step) - (row\*step) - (step/2)))

#Deletes all the existing turtle chess pieces on the board, creates new turtle chess pieces for the current configuration. Updates/Resets wh\_list\_of\_piece\_numbers, bl\_list\_of\_piece\_numbers, wh\_piece\_count, bl\_piece\_count.

def configure\_pieces():

    global wh\_list\_piece\_numbers, bl\_list\_piece\_numbers, wh\_piece\_count, bl\_piece\_count

    #Initialisation of some variables

    try:

        del wh\_list\_piece\_numbers, bl\_list\_piece\_numbers, wh\_piece\_count, bl\_piece\_count

    except:

        pass

    wh\_list\_piece\_numbers = [[0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0]]

    bl\_list\_piece\_numbers = [[0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0]]

    wh\_piece\_count = 0

    bl\_piece\_count = 0

    if white == True:

        for i in range(8):

            for j in range(8):

                if logic.list2d[i][j] != logic.emp:

                    create\_chess\_piece(i, j, logic.list2d[i][j][0], logic.colour(logic.list2d[i][j]), "white")

    if black == True:

        for i in range(8):

            for j in range(8):

                if logic.list2d[i][j] != logic.emp:

                    create\_chess\_piece(i, j, logic.list2d[i][j][0], logic.colour(logic.list2d[i][j]), "black")

def configure\_board():

    #For the individual square turtles, identification is first row number and then column number in the variable name.

    #White's View

    if white==True:

        for x in range(len(wh\_list\_piece\_numbers)):

            for y in range(len(wh\_list\_piece\_numbers[x])):

                globals()[f't{x}{y}'] = turtle.Turtle()

                globals()[f't{x}{y}'].shape('square')

                globals()[f't{x}{y}'].shapesize(stretch\_square,stretch\_square)

                globals()[f't{x}{y}'].up()

                if (x+y)%2==0:

                    globals()[f't{x}{y}'].color(light\_square\_clr)

                elif (x+y)%2==1:

                    globals()[f't{x}{y}'].color(dark\_square\_clr)

                globals()[f't{x}{y}'].goto((sqsize/2) + sqsize\*(y-4)+drift , -(sqsize/2) + sqsize\*(4-x))

    if black==True:

        #Black's View

        for x in range(len(bl\_list\_piece\_numbers)):

            for y in range(len(bl\_list\_piece\_numbers[x])):

                globals()[f'tb{x}{y}'] = turtle.Turtle()

                globals()[f'tb{x}{y}'].shape('square')

                globals()[f'tb{x}{y}'].shapesize(stretch\_square,stretch\_square)

                globals()[f'tb{x}{y}'].up()

                if (x+y)%2==0:

                    globals()[f'tb{x}{y}'].color(light\_square\_clr)

                elif (x+y)%2==1:

                    globals()[f'tb{x}{y}'].color(dark\_square\_clr)

                globals()[f'tb{x}{y}'].goto((sqsize/2) + sqsize\*(y-4)-drift , -(sqsize/2) + sqsize\*(4-x))

    display\_labels()

def configure\_game():

    global whsrow, whscol, blsrow, blscol

    home.wn.tracer(0)

    #Hiding and Deleting all the pieces on the screen

    for j, k in zip((wh\_piece\_count, bl\_piece\_count), ('wh', 'bl')):

        for i in range(1,j+1):

            try:

                globals()[f'{k}{i}'].ht()

                globals()[f'{k}{i}'].clear()

                del globals()[f'{k}{i}']

            except:

                pass

    #Hiding and Deleting all the board turtles on the screen

    for x in range(len(wh\_list\_piece\_numbers)):

        for y in range(len(wh\_list\_piece\_numbers[x])):

            try:

                globals()[f't{x}{y}'].ht()

                globals()[f't{x}{y}'].clear()

                del globals()[f't{x}{y}']

            except:

                pass

    for x in range(len(bl\_list\_piece\_numbers)):

        for y in range(len(bl\_list\_piece\_numbers[x])):

            try:

                globals()[f'tb{x}{y}'].ht()

                globals()[f'tb{x}{y}'].clear()

                del globals()[f'tb{x}{y}']

            except:

                pass

    configure\_board()

    configure\_pieces()

    try:

        if legalmoves == True:

            show\_legal\_squares(True)

        try:

            pwhsrow, pwhscol, pwherow, pwhecol = prev\_move\_add

            for row,col in ((pwhsrow, pwhscol), (pwherow, pwhecol)):

                change\_square\_clr(row, col, 7-row, 7-col, constant.SELECTEDLIGHTSQUARECLR, constant.SELECTEDDARKSQUARECLR)

        except:

            pass

        change\_square\_clr(whsrow, whscol, blsrow, blscol, constant.SELECTEDLIGHTSQUARECLR, constant.SELECTEDDARKSQUARECLR)

        change\_square\_clr(wherow, whecol, blerow, blecol, constant.SELECTEDLIGHTSQUARECLR, constant.SELECTEDDARKSQUARECLR)

    except:

        pass

    display\_check\_and\_checkmate(logic.list2d, constant.CHECKSQUARECLR, True, False)

    display\_stalemate(logic.list2d, False)

    if game\_result == "draw":

        home.on\_draw(False)

    home.wn.tracer(1)

#Parameters: WV-row num, WV-col num, BV-row num, BV-col num, light clr, dark clr, should the change be updated on the screen using update or tracer?

def change\_square\_clr(whsrow, whscol, blsrow, blscol, light, dark, update=True):

    add="filled"

    if wh\_list\_piece\_numbers[whsrow][whscol] == 0:

        add="empty"

    home.wn.tracer(0)

    if (whsrow+whscol)%2==0: #Lighter Squares

        if white==True:

            globals()[f't{whsrow}{whscol}'].color(light)

            if add!="empty":

                globals()[f'wh{wh\_list\_piece\_numbers[whsrow][whscol]}'].st()

        if black==True:

            globals()[f'tb{blsrow}{blscol}'].color(light)

            if add!="empty":

                globals()[f'bl{bl\_list\_piece\_numbers[blsrow][blscol]}'].st()

    elif (whsrow+whscol)%2==1: #Darker Squares

        if white==True:

            globals()[f't{whsrow}{whscol}'].color(dark)

            if add!="empty":

                globals()[f'wh{wh\_list\_piece\_numbers[whsrow][whscol]}'].st()

        if black==True:

            globals()[f'tb{blsrow}{blscol}'].color(dark)

            if add!="empty":

                globals()[f'bl{bl\_list\_piece\_numbers[blsrow][blscol]}'].st()

    if update==True:

        home.wn.tracer(1)

def show\_legal\_squares(show):

    global legaladd

    for m,n in legaladd:

        blm, bln=7-m, 7-n

        if show == True:

            change\_square\_clr(m, n, blm, bln, constant.LEGALLIGHTSQUARECLR, constant.LEGALDARKSQUARECLR, update=False)

        elif show == False:

            change\_square\_clr(m, n, blm, bln, light\_square\_clr, dark\_square\_clr, update=False)

#Parameters: 2 dimensional list, hexadecimal code for the king's square colour when there is a check, if there is a checkmate should it be declared?

def display\_check\_and\_checkmate(f2d, pink, declare, animate = True):

    global mouse\_vacant, drift, game\_result

    toggleDEBUG=False

    if logmessage.DEBUG==True:

        logmessage.DEBUG=False #No debug info to be PRINTED on the screen until the display\_check\_and\_checkmate function gets over

        toggleDEBUG=True #Debug will be changed back to True at the end of this function

    change=False

    roww, colw=logic.whking[2], logic.whking[3]

    rowb, colb=logic.blking[2], logic.blking[3]

    for i, j in ((roww, colw), (rowb, colb)):

        home.wn.tracer(0)

        if logic.check((i,j), f2d)[0]==True:

            if white==True:

                if globals()[f't{i}{j}'].color()!=(pink,pink):

                    globals()[f't{i}{j}'].color(pink)

                    globals()[f'wh{wh\_list\_piece\_numbers[i][j]}'].st()

                    change=True

            if black==True:

                if globals()[f'tb{7-i}{7-j}'].color()!=(pink,pink):

                    globals()[f'tb{7-i}{7-j}'].color(pink)

                    globals()[f'bl{bl\_list\_piece\_numbers[7-i][7-j]}'].st()

                    change=True

        elif logic.check((i,j), f2d)[0]==False:

            if white==True:

                if globals()[f't{i}{j}'].color()==(pink,pink):

                    change=True

                    if (i+j)%2==0:

                        globals()[f't{i}{j}'].color(light\_square\_clr)

                        globals()[f'wh{wh\_list\_piece\_numbers[i][j]}'].st()

                    elif (i+j)%2==1:

                        globals()[f't{i}{j}'].color(dark\_square\_clr)

                        globals()[f'wh{wh\_list\_piece\_numbers[i][j]}'].st()

            if black==True:

                if globals()[f'tb{7-i}{7-j}'].color()==(pink,pink):

                    change=True

                    if (i+j)%2==0:

                        globals()[f'tb{7-i}{7-j}'].color(light\_square\_clr)

                        globals()[f'bl{bl\_list\_piece\_numbers[7-i][7-j]}'].st()

                    elif (i+j)%2==1:

                        globals()[f'tb{7-i}{7-j}'].color(dark\_square\_clr)

                        globals()[f'bl{bl\_list\_piece\_numbers[7-i][7-j]}'].st()

        home.wn.tracer(1)

        if logic.checkmate((i,j), f2d)==True and declare==True and animate == False:

            if white==True:

                globals()[f't{i}{j}'].color("red")

                globals()[f'wh{wh\_list\_piece\_numbers[i][j]}'].st()

            if black==True:

                globals()[f'tb{7-i}{7-j}'].color("red")

                globals()[f'bl{bl\_list\_piece\_numbers[7-i][7-j]}'].st()

            home.wn.update()

        elif logic.checkmate((i,j), f2d)==True and declare==True and animate == True:

            if home.volume\_toggle == True:

                #Sound for checkmate

                playsound("./Sounds/checkmate.mp3", False)

            home.wn.tracer(0)

            for \_ in range(2):

                time.sleep(0.75)

                if (i+j)%2==0:

                    if white==True:

                        globals()[f't{i}{j}'].color(light\_square\_clr)

                        globals()[f'wh{wh\_list\_piece\_numbers[i][j]}'].st()

                    if black==True:

                        globals()[f'tb{7-i}{7-j}'].color(light\_square\_clr)

                        globals()[f'bl{bl\_list\_piece\_numbers[7-i][7-j]}'].st()

                    home.wn.update()

                elif (i+j)%2==1:

                    if white==True:

                        globals()[f't{i}{j}'].color(dark\_square\_clr)

                        globals()[f'wh{wh\_list\_piece\_numbers[i][j]}'].st()

                    if black==True:

                        globals()[f'tb{7-i}{7-j}'].color(dark\_square\_clr)

                        globals()[f'bl{bl\_list\_piece\_numbers[7-i][7-j]}'].st()

                    home.wn.update()

                time.sleep(0.75)

                if \_==1:

                    if white==True:

                        globals()[f't{i}{j}'].color("red")

                        globals()[f'wh{wh\_list\_piece\_numbers[i][j]}'].st()

                    if black==True:

                        globals()[f'tb{7-i}{7-j}'].color("red")

                        globals()[f'bl{bl\_list\_piece\_numbers[7-i][7-j]}'].st()

                    home.wn.update()

                else:

                    if white==True:

                        globals()[f't{i}{j}'].color(pink)

                        globals()[f'wh{wh\_list\_piece\_numbers[i][j]}'].st()

                    if black==True:

                        globals()[f'tb{7-i}{7-j}'].color(pink)

                        globals()[f'bl{bl\_list\_piece\_numbers[7-i][7-j]}'].st()

                    home.wn.update()

            if turn=="white":

                game\_result = "W"

            elif turn=="black":

                game\_result = "B"

            home.on\_game\_over()

            #The required information about database storage has been taken from the user. Now on clicking the close button, the program can directly close without any pass statements

            def on\_turtle\_close():

                home.program\_running = False

                home.root\_turtle.after(500, lambda: home.root\_turtle.destroy())

                database\_functions.close\_connection()

            home.root\_turtle.protocol("WM\_DELETE\_WINDOW", on\_turtle\_close)

    if toggleDEBUG==True:

        logmessage.DEBUG=True

    return change

#Parameters: 2 dimensional list

def display\_stalemate(f2d, animate = True):

    global mouse\_vacant, move\_duration, stalemate\_boundary, game\_result

    #If either of the kings are under check, definitely, it cannot be a stalemate.

    if logic.get\_game\_situation(logic.list2d)[0]:

        return

    if logic.stalemate(logic.list2d, False)==True:

        if home.volume\_toggle == True and animate:

            #Sound of stalemate

            playsound("./Sounds/stalemate.mp3")

            game\_result = "S"

            home.on\_game\_over()

        if turn=="black":

            move\_duration += [1]

            #print(move\_duration)

        elif turn=="white":

            move\_duration += [1]

            #print(move\_duration)

        home.wn.tracer(0)

        try:

            stalemate\_boundary.clear()

        except:

            pass

        home.wn.update()

        stalemate\_boundary=turtle.Turtle()

        stalemate\_boundary.ht()

        stalemate\_boundary.width(7)

        stalemate\_boundary.color("red")

        for sign in (1,-1):

            stalemate\_boundary.pu()

            stalemate\_boundary.goto(-(size/2)+sign\*drift,(size/2))

            stalemate\_boundary.pd()

            for \_ in range(4):

                stalemate\_boundary.fd(size)

                stalemate\_boundary.rt(90)

            if white==True and black==True:

                pass

            else:

                break

        home.wn.tracer(1)

        def on\_turtle\_close():

            home.program\_running = False

            home.root\_turtle.after(500, lambda: home.root\_turtle.destroy())

            database\_functions.close\_connection()

        home.root\_turtle.protocol("WM\_DELETE\_WINDOW", on\_turtle\_close)

#Aim: Displaying the board in a more readible form on the COMMAND line

#Parameters: 2 dimensional list

def display(board):

    return

    for y in range(len(board)):

        for x in range(len(board[y])):

            print(board[y][x] , end = ' ')

        print()

#Aim: Create a tkinter window and ask the users if they want to store the game details to the database. Also take care of network failure exceptions. If users agree, the game details to be uploaded to the database.

def add\_to\_db(date, start\_time, name\_white, name\_black, result, moves:list, times:list, min\_time = 0, increment = 0):

    if home.mode\_of\_play == 'online':

        if not home.challenger:

            return

    min\_time = int(min\_time)\*60 if 1/min\_time else 0

    if min\_time:

        increment = int(increment)

    else:

        increment = 0

    end\_time=datetime.datetime.now().strftime("%H:%M:%S")

    FMT = '%H:%M:%S'

    duration = datetime.datetime.strptime(end\_time, FMT) - datetime.datetime.strptime(start\_time, FMT)

    times = [tfor(times[r]).replace(' ','') for r in range(len(times))]

    while True:

        value = messagebox.askquestion("Store Game", "Save Game to Database?\nRequires Network Connection")

        if value=="yes" and database\_functions.check\_connection()==False:

            database\_functions.open\_connection()

        if value=="yes" and database\_functions.check\_connection()==True:

            database\_functions.update\_game\_details(date, start\_time, end\_time, duration, name\_white, name\_black, result, moves, times, min\_time, increment)

            #After all the details have been uploaded to the database, displaying a message to the user.

            messagebox.showinfo("Status", "Successfully uploaded to database")

            break

        elif value=="no":

            break

        elif value=="yes" and database\_functions.check\_connection()==False:

            messagebox.showinfo("Error", "No Internet Connection")

def get\_turtle\_coord(x,y):

    home.canvas\_turtle.update()

    width = home.canvas\_turtle.winfo\_width()

    height = home.canvas\_turtle.winfo\_height()

    return x - (width/2), (height/2) - y

def get\_tkinter\_coord(x,y):

    home.canvas\_turtle.update()

    width = home.canvas\_turtle.winfo\_width()

    height = home.canvas\_turtle.winfo\_height()

    return x + (width/2), (height/2) - y

def main\_updater\_offline():

    global old, whitetime, blacktime , move\_duration, winner, game\_result

    old = time.time()

    while home.program\_running and (game\_result is None):

        if 1/home.min\_time != 0 and timer\_start:

            if turn == 'white':

                whitetime -= (time.time() - old)

                old = time.time()

                if whitetime < last\_sec:

                    time\_left = tfor(whitetime)

                else:

                    time\_left = tfor(int(whitetime))[:-2]

                home.label\_white\_timer\_bottom.configure(text = time\_left)

                home.label\_white\_timer\_top.configure(text = time\_left)

                if whitetime < 0:

                    game\_result = 'B' if logic.winner\_on\_flag('black') else 'D'

                    home.on\_game\_over()

            elif turn == 'black':

                blacktime -= (time.time() - old)

                old = time.time()

                if blacktime < last\_sec:

                    time\_left = tfor(blacktime)

                else:

                    time\_left = tfor(int(blacktime))[:-2]

                home.label\_black\_timer\_bottom.configure(text = time\_left)

                home.label\_black\_timer\_top.configure(text = time\_left)

                if blacktime < 0:

                    game\_result = 'W' if logic.winner\_on\_flag('white') else 'D'

                    home.on\_game\_over()

        home.wn.tracer(0)

        home.wn.update()

def main\_updater\_online():

    global ready\_to\_play, turn, game\_date , game\_start\_time

    while home.mode\_of\_play == "online" and game\_result is None:

        if (home.challenger and home.received) or ((not home.challenger) and home.accepted):

            ready\_to\_play = True

            while turn != home.player\_side:

                res = requests.get(home.geturl('rooms') , params={'code':home.code})

                out = process\_response(res)

                time.sleep(0.2)

                home.wn.update()

        home.wn.tracer(0)

        home.wn.update()

def process\_response(response):

    global mouse\_vacant, game\_result, turn, o, whsrow, whscol, blsrow, blscol, srow, scol, whecol, wherow, blecol, blerow, division, started, oldtime, timer\_start

    try:

        r = response.json()#[str(home.code)]

        if 'side' in r:

            if r['side'] != home.player\_side:

                sr,sc,er,ec = [int(t) for t in tuple(r['move'])]

                process\_move((sr,sc),(er,ec),r['pppiece'])

                timer\_start = True

            return False

        return r

    except Exception as e:

        return e

def connection():

    global timer\_start, game\_result

    t0 = int(time.time())

    while game\_result is None:

        if 1:

            if ((not home.challenger) and home.accepted) or (home.challenger and home.received):#or ((not home.challenger) and home.accepted):

                connectoption = True if (int(time.time())%30 == 0 and int(time.time()) != t0) else False

                if connectoption:

                    t0 = int(time.time())

                payload = {'code' : home.code , 'side' : home.player\_side , 'connectop' : connectoption}

                res = requests.get(home.geturl('connection') , params=payload)

                data = res.json()

                if data['offers']['status'] == 'gameover':

                    game\_result = data['offers']['game result']

                    if data['offers']['resignations'] == home.oppside:

                        messagebox.showinfo('YOU WON' , 'on resignation')

                        home.on\_game\_over()

                    elif data['offers']['flagged']:

                        if data['offers']['flagged'] == 'white':

                            game\_result = 'W' if logic.winner\_on\_flag('white') else 'D'

                            home.on\_game\_over()

                        else :

                            game\_result = 'B' if logic.winner\_on\_flag('black') else 'D'

                            home.on\_game\_over()

                    elif data['offers']['lost connection'] == home.oppside:

                        messagebox.showinfo('YOU WON' , 'game abandoned')

                        home.on\_game\_over()

                    elif data['offers']['draw offers'] == home.oppside:

                        if messagebox.askyesno('DRAW OFFER' , 'Your opponent has offered a draw, accept?'):

                            requests.post(home.geturl('connection') , data={'code':home.code , 'side':home.player\_side , 'draw':'accepted'})

                            home.on\_game\_over()

                        else:

                            requests.post(home.geturl('connection') , data={'code':home.code , 'side':home.player\_side , 'draw':'rejected'})

                if 1/home.min\_time:

                    wt,bt = data['timers']['white'][0] , data['timers']['black'][0]

                    if bt < last\_sec:

                        home.label\_black\_timer\_bottom.configure(text=tfor(bt))

                        home.label\_black\_timer\_top.configure(text=tfor(bt))

                    else:

                        home.label\_black\_timer\_bottom.configure(text=tfor(bt)[:-2])

                        home.label\_black\_timer\_top.configure(text=tfor(bt)[:-2])

                    if wt < last\_sec:

                        home.label\_white\_timer\_bottom.configure(text=tfor(wt))

                        home.label\_white\_timer\_top.configure(text=tfor(wt))

                    else:

                        home.label\_white\_timer\_bottom.configure(text=tfor(int(wt))[:-2])

                        home.label\_white\_timer\_top.configure(text=tfor(int(wt))[:-2])

                    if bt > last\_sec and wt > last\_sec:

                        time.sleep(0.4)

                else:

                    time.sleep(0.4)

        try:

            pass

        except Exception as e:

            print(e)

            continue

def generate\_pgn():

    global pgn, img\_copy, button\_pgn\_copy

    def on\_pgn\_copy():

        global button\_pgn\_copy

        if os.sys.platform.lower()=='windows':

            clipboard.copy(pgn\_str)

        else:

            os.system(f'echo -n \'{pgn\_str}\'| xclip -selection clipboard')

        button\_pgn\_copy.configure(text = " PGN copied!")

        home.root\_turtle.after(5000, lambda : button\_pgn\_copy.configure(text = " Copy PGN to clipboard"))

    #Adding some additional details to pgn

    pgn\_str = ' '.join(pgn)

    pgn\_result = '\*'

    if game\_result == "W":

        pgn\_result = "1-0"

    elif game\_result == "B":

        pgn\_result = "0-1"

    elif game\_result in ('D', 'S'):

        pgn\_result = "1/2-1/2"

    pgn\_str = f'[Site "Pocket Chess Arena"]\n[White "{home.white\_name}"]\n[Black "{home.black\_name}"]\n[Result "{pgn\_result}"]\n\n' + pgn\_str + " " + pgn\_result

    img\_copy = PhotoImage(file = "./Icons/clipboard.png").subsample(3,3)

    button\_pgn\_copy = Button(home.frame\_pgn, image = img\_copy, text = "Copy PGN to clipboard", compound = LEFT, font = ('Comic Sans', 14, 'bold'), bg = constant.LIGHTBGCLR, fg = constant.LIGHTBGTEXTCLR, activebackground = constant.LIGHTBGCLR, command = on\_pgn\_copy, bd = 0, highlightthickness = 0)

    button\_pgn\_copy.grid(row = 0, column = 0, sticky = NSEW)

#Main function of game.py which is called by home.py to handle the actual game (settings, instructions NOT included)

#Parameters: size-Size of the chess board, drift-Drift of the white's view board, white-white view==>True/False, black-black view==>True/False, Speech=True/False, Touchpiece=True/False

def game\_main(touch\_move\_):

    global process\_move

    #Handling the close of the main turtle window

    def on\_turtle\_close():

        if home.mode\_of\_play == 'offline':

            abort = messagebox.askyesno('Abort Game', 'Are you sure?')

        else:

            abort = messagebox.askyesno('Abandon', 'Do you wish to quit?')

        if abort:

            home.program\_running = False

            home.root\_turtle.after(500, lambda: home.root\_turtle.destroy())

            database\_functions.close\_connection()

    #Move a piece from the Start address to the End address (S to E)

    def make\_move(whsrow, whscol, blsrow, blscol, wherow, whecol, blerow, blecol, unitmovement):

        #print(whsrow, whscol, blsrow, blscol, wherow, whecol, blerow, blecol)

        fraction\_value=1/7

        divisions = 0

        if white==True:

            whcurrx, whcurry=globals()[f'wh{wh\_list\_piece\_numbers[whsrow][whscol]}'].pos()

            whdiffx, whdiffy=sqsize/2 + sqsize\*(whecol-4)+drift-whcurrx, -(sqsize/2) + sqsize\*(4-wherow)-whcurry

            abswhdiffx, abswhdiffy=abs(whdiffx), abs(whdiffy)

            if white==True and black==True: #Double View

                unitmovement=fraction\_value \* max(abswhdiffx, abswhdiffy)

                if unitmovement>=40:

                    unitmovement=45

                else:

                    unitmovement=25

            if int(abswhdiffx)>0:

                divisions=int(abswhdiffx/unitmovement)

            elif int(abswhdiffy)>0:

                divisions=int(abswhdiffy/unitmovement)

        if black==True:

            blcurrx, blcurry=globals()[f'bl{bl\_list\_piece\_numbers[blsrow][blscol]}'].pos()

            bldiffx, bldiffy=sqsize/2 + sqsize\*(blecol-4)-drift-blcurrx, -(sqsize/2) + sqsize\*(4-blerow)- blcurry

            absbldiffx, absbldiffy=abs(bldiffx), abs(bldiffy)

            if white==True and black==True: #Double View

                unitmovement=fraction\_value \* max(absbldiffx, absbldiffy)

                if unitmovement>=40:

                    unitmovement=45

                else:

                    unitmovement=25

            if int(absbldiffx)>0:

                divisions=int(absbldiffx/unitmovement)

            elif int(absbldiffy)>0:

                divisions=int(absbldiffy/unitmovement)

        if divisions == 0:

            divisions = 1

        fraction=1/divisions

        for i in range(1,divisions+1):

            home.wn.tracer(0)

            if white==True:

                #Changes in White's View

                globals()[f'wh{wh\_list\_piece\_numbers[whsrow][whscol]}'].goto( whcurrx + (i\*fraction\*whdiffx), whcurry+ (i\* fraction \* whdiffy)) #Drift is added becuase central x has to be converted to actual x as this line is for DISPLAY.

            if black==True:

                #Changes in Black' View

                globals()[f'bl{bl\_list\_piece\_numbers[blsrow][blscol]}'].goto(blcurrx+ (i\*fraction\*bldiffx) ,blcurry+ (i\*fraction\*bldiffy)) #Drift is added becuase central x has to be converted to actual x as this line is for DISPLAY.

            home.wn.update()

        home.wn.tracer(1)

    #Hiding all the DEAD pieces on the board

    def hide\_dead\_pieces(enpassant, enpassant\_killpawn\_add, wherow, whecol, blerow, blecol):

        if enpassant==True:

            if white==True:

                globals()[f'wh{wh\_list\_piece\_numbers[enpassant\_killpawn\_add[0]][enpassant\_killpawn\_add[1]]}'].ht()

            if black==True:

                globals()[f'bl{bl\_list\_piece\_numbers[7-enpassant\_killpawn\_add[0]][7-enpassant\_killpawn\_add[1]]}'].ht()

        #If the below condition is satisfied, there was a piece in the ending address and a capture took place

        if logic.list2d\_start\_of\_current\_move[wherow][whecol] != logic.emp:

            if white==True:

                globals()[f'wh{wh\_list\_piece\_numbers[wherow][whecol]}'].ht()

            if black==True:

                globals()[f'bl{bl\_list\_piece\_numbers[blerow][blecol]}'].ht()

    def promote\_pawn(wherow, whecol, blerow, blecol):

        global pawnboardturtle, pc, mouse\_vacant, movestr

        turn\_pawnreachedend = turn

        pawnboardturtle=turtle.Turtle(visible=False)

        pawnboardturtle.color("red", constant.PAWNPROMOTIONWINDOWCLR)

        pawnboardturtle.shape("square")

        pawnboardturtle.st()

        scale\_ppboard = int(size \* 13/560)

        for i in range(1,scale\_ppboard):

            pawnboardturtle.shapesize(i,i)

        pccolor={"white": ("black", "white"), "black": ("black", constant.BLACKPIECECLR)}

        pcname=["Horse", "Rook", "Bishop", "Queen"]

        pcsign=((1, 1), (-1, 1), (-1,-1), (1,-1))

        pc={}

        def pcchanger(x,y):

            global move\_duration, wh\_piece\_count, bl\_piece\_count

            inactive\_square\_size = size \* 90/560

            if -inactive\_square\_size<x<inactive\_square\_size and -inactive\_square\_size<y<inactive\_square\_size:

                pass

            else:

                return None

            for i in range(4):

                if x/pcsign[i][0]>30 and y/pcsign[i][1]>25:

                    global pawnboardturtle, pc

                    for k in pc:

                        pc[k].ht()

                    for k in range(scale\_ppboard,0,-1):

                        pawnboardturtle.shapesize(k,k)

                    pawnboardturtle.ht()

                    logic.pawnpromotion((wherow, whecol), pcname[i].lower())

                    home.wn.tracer(0)

                    if white==True:

                        globals()[f'wh{wh\_list\_piece\_numbers[wherow][whecol]}'].shape(pcname[i])

                    if black==True:

                        globals()[f'bl{bl\_list\_piece\_numbers[blerow][blecol]}'].shape(pcname[i])

                    home.wn.tracer(1)

                    if home.mode\_of\_play == 'online':

                        requests.post(

                            home.geturl('rooms'),

                            data = {

                                'code':home.code,

                                'side':home.player\_side,

                                'move':movestr,

                                'pppiece':pcname[i].lower()

                            }

                        )

                    else:

                        move\_duration += [-1]

                    toggle\_turns(False, pcname[i])

                    home.wn.onclick(None)

                    home.canvas\_turtle.bind("<ButtonPress>", lambda e: get\_move(e.x, e.y, "press"))

                    home.enable\_game\_controls()

                    display\_check\_and\_checkmate(logic.list2d, (224, 111, 111), True)

                    display\_stalemate(logic.list2d)

        pawnpcdistance=size \* 60 / 560

        for i in range(4):

            home.wn.tracer(0)

            pc[f'pawnpromotion{pcname[i]}'] =turtle.Turtle(visible = False)

            pc[f'pawnpromotion{pcname[i]}'].pu()

            stretch\_piece = stretch\_square \* 0.2

            border\_width = int(stretch\_piece \* 4)

            pc[f'pawnpromotion{pcname[i]}'].shapesize(stretch\_piece, stretch\_piece, border\_width)

            pc[f'pawnpromotion{pcname[i]}'].color(pccolor[turn\_pawnreachedend][0], pccolor[turn\_pawnreachedend][1])

            pc[f'pawnpromotion{pcname[i]}'].shape(pcname[i])

            pc[f'pawnpromotion{pcname[i]}'].st()

        fractions = 10

        for j in range(fractions):

            home.wn.tracer(0)

            for i in range(4):

                pc[f'pawnpromotion{pcname[i]}'].goto((j/fractions)\*pcsign[i][0]\*pawnpcdistance, (j/fractions)\*pcsign[i][1]\*pawnpcdistance)

            home.wn.tracer(1)

        mouse\_vacant = False

        home.canvas\_turtle.unbind("<ButtonPress>")

        home.wn.onclick(pcchanger)

        home.disable\_game\_controls()

    #Parameters: Pawn promotion?, checkmate?, stalemate?

    def toggle\_turns(pawnv, pppiece = ''):

        global turn, move\_duration, castlev, old, whitetime, blacktime, movenumber

        checkv\_, checkmatev\_, stalematev\_ = logic.get\_game\_situation(logic.list2d)

        chess\_not = get\_chess\_notation(logic.list2d\_start\_of\_current\_move, whsrow, whscol, wherow, whecol, (checkv\_, checkmatev\_), castlev, pppiece)

        label\_chess\_not = Label(home.frame\_moves.viewPort, text = chess\_not, bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('Comic Sans', 15, 'bold'), bd = 2, highlightthickness = 2, highlightbackground = constant.LIGHTBGTEXTCLR)

        if turn=="white":

            movenumber += 1

            Label(home.frame\_moves.viewPort, text = home.chess\_not\_row + 1, bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('Comic Sans', 15, 'bold'), bd = 2, highlightthickness = 2, highlightbackground = constant.LIGHTBGTEXTCLR).grid(row = home.chess\_not\_row, column = 0, sticky = NSEW, padx = 1, pady = 1, ipadx = 5, ipady = 5)

            label\_chess\_not.grid(row = home.chess\_not\_row, column = 1, sticky = NSEW, padx = 1, pady = 1, ipady = 5)

            #Updating pgn

            pgn.append(str(home.chess\_not\_row + 1) + '.')

            pgn.append(chess\_not)

            if checkmatev\_!=True and pawnv!=True and stalematev\_!=True:

                turn="black"

            #Make necessary changes to the timers

            if home.mode\_of\_play == 'offline' and not pawnv:

                if not (checkmatev\_ or stalematev\_):

                    whitetime += home.increment

                move\_duration += [(home.min\_time\*60 - whitetime  + movenumber\*home.increment- sum([x for x in move\_duration[:-1:2] if x <= 0]))]

                if whitetime < last\_sec:

                    home.label\_white\_timer\_top.configure(text = tfor(whitetime))

                    home.label\_white\_timer\_bottom.configure(text = tfor(whitetime))

                else:

                    home.label\_white\_timer\_top.configure(text = tfor(int(whitetime))[:-2])

                    home.label\_white\_timer\_bottom.configure(text = tfor(int(whitetime))[:-2])

        elif turn=="black":

            label\_chess\_not.grid(row = home.chess\_not\_row, column = 2, sticky = NSEW, padx = 1, pady = 1, ipady = 5)

            #Updating pgn

            pgn.append(chess\_not)

            home.chess\_not\_row += 1

            if checkmatev\_!=True and pawnv!=True and stalematev\_!=True:

                turn="white"

            #Make necessary changes to the timers

            if home.mode\_of\_play == 'offline':

                if not(checkmatev\_ or stalematev\_):

                    blacktime += home.increment

                move\_duration += [(home.min\_time\*60 - blacktime  + movenumber\*home.increment- sum([x for x in move\_duration[1:-1:2] if x <= 0]))]

                if blacktime < last\_sec:

                    home.label\_black\_timer\_top.configure(text = tfor(blacktime))

                    home.label\_black\_timer\_bottom.configure(text = tfor(blacktime))

                else:

                    home.label\_black\_timer\_top.configure(text = tfor(int(blacktime))[:-2])

                    home.label\_black\_timer\_bottom.configure(text = tfor(int(blacktime))[:-2])

        home.frame\_moves.canvas.yview\_moveto('1.0')

        home.frame\_moves.update()

    def reset\_move():

        global legaladd

        home.wn.tracer(0)

        #Reverting the colour of the starting square if the user clicks on it again

        if legalmoves==True:

            show\_legal\_squares(False)

            legaladd = []

        if display\_check\_and\_checkmate(logic.list2d, (224, 111, 111), False) == False:

            change\_square\_clr(whsrow, whscol, blsrow, blscol, light\_square\_clr, dark\_square\_clr)

        #Displaying the squares of the previous in case they are changed due to show\_legal\_squares(False)

        try:

            pwhsrow, pwhscol, pwherow, pwhecol = prev\_move\_add

            for row,col in ((pwhsrow, pwhscol), (pwherow, pwhecol)):

                change\_square\_clr(row, col, 7-row, 7-col, constant.SELECTEDLIGHTSQUARECLR, constant.SELECTEDDARKSQUARECLR)

        except:

            pass

        home.wn.tracer(1)

    #type: "press", "motion", "release"

    def get\_move(x, y, mode):

        global move\_stage, blscol, blsrow, whscol, whsrow, turn, legaladd, mouse\_vacant, move\_duration, active\_piece, movestr, timer\_start, old

        # scol-start address col num(RAW data as seen directly from the board on which the user clicks. For the numbering, the boards are considered to be matrices)

        # srow-start address row num('Same as above')

        # whscol-start address col num(white view list of piece numbers)

        # whsrow-start address row num(white PB)

        # blscol-start address col num(black PB)

        # blsrow-start address row num(black PB)

        # whecol-end address col num(white PB)

        # wherow-end address row num(white PB)

        # blecol-end address col num(black PB)

        # blerow-end address row num(black PB)

        #Irrespective of white and black view, srow and scol are the rownumber and the columnnumber considering both the boards to be MATRICES.

        #Irrespective of white and black view, erow and ecol are the rownumber and the columnnumber considering both the boards to be MATRICES

        x,y = get\_turtle\_coord(x,y)

        if ready\_to\_play==False:

            return

        if home.mode\_of\_play == 'online':

            if home.player\_side != turn:

                return

        mouse\_vacant = True

        x = shift\_to\_centre(x)

        if move\_stage==0 and mode == "press":

            #print("New press/piece")

            srow,scol = get(x,y)

            whsrow, whscol, blsrow, blscol = whiteview\_blackview\_equivalents(srow,scol)

            #Checking if it is a valid piece

            if  0<=whsrow<=7 and 0<=whscol<=7 and logic.list2d[whsrow][whscol] != logic.emp :

                if turn=="white" and logic.list2d[whsrow][whscol][1][0] != "\*":

                    return

                elif turn=="black" and logic.list2d[whsrow][whscol][1][0] == "\*":

                    return

            else:

                return

            move\_stage = 1

            #Getting the active piece [currently moving piece]

            if white == True:

                active\_piece = globals()[f'wh{wh\_list\_piece\_numbers[whsrow][whscol]}']

            elif black == True:

                active\_piece = globals()[f'bl{bl\_list\_piece\_numbers[blsrow][blscol]}']

            #Changing the colour of the starting square

            change\_square\_clr(whsrow, whscol, blsrow, blscol, constant.SELECTEDLIGHTSQUARECLR, constant.SELECTEDDARKSQUARECLR)

            #Displaying the legal moves

            legaladd = logic.gameprocessing((whsrow, whscol), (None, None))[8]

            if legalmoves==True:

                show\_legal\_squares(True)

                home.wn.tracer(1)

            #Logging some values

            logmessage.log()

            logmessage.log("Selected Address (ChessNaming) (list2d Numbering): ", info(whsrow, whscol)," ", (whsrow, whscol))

            logmessage.log("Possible Legal Squares: ", legaladd)

            home.canvas\_turtle.unbind("<ButtonPress>")

            home.canvas\_turtle.bind("<B1-Motion>", lambda e: get\_move(e.x, e.y, "motion"))

            home.canvas\_turtle.bind("<ButtonRelease-1>", lambda e: get\_move(e.x, e.y, "release"))

        elif move\_stage == 1 and mode == "motion":

            #print("Motion phase")

            active\_piece.goto(x,y)

        elif move\_stage == 1 and mode == "release":

            erow,ecol=get(x,y)

            wherow, whecol = whiteview\_blackview\_equivalents(erow,ecol)[0:2]

            def return\_piece():

                home.wn.tracer(0)

                if white:

                    sx, sy = antiget(whsrow, whscol)

                elif black:

                    sx, sy = antiget(blsrow, blscol)

                active\_piece.goto(sx, sy)

                home.wn.tracer(1)

            #print("All event bindings removed temporarily")

            home.canvas\_turtle.unbind("<ButtonPress>")

            home.canvas\_turtle.unbind("<B1-Motion>")

            home.canvas\_turtle.unbind("<ButtonRelease-1>")

            success, pawnv = process\_move((whsrow, whscol), (wherow, whecol))

            if success:

                timer\_start = True

                old = time.time()

                movestr = f'{whsrow}{whscol}{wherow}{whecol}'

                if home.mode\_of\_play == 'online' and not pawnv:

                    payload = {

                        'code':home.code,

                        'side':home.player\_side,

                        'move':movestr,

                        'pppiece':''

                    }

                    requests.post(home.geturl('rooms'),data=payload)

                move\_stage = 0

            elif not success:

                home.root\_turtle.after(10, return\_piece)

                #print("Returning the piece to its original position")

            #print("ButtonPress has got back control")

            home.canvas\_turtle.bind("<ButtonPress>", lambda e: get\_move(e.x, e.y, "press"))

        elif move\_stage == 1 and mode == "press":

            #print("Second Press")

            row,col = get(x,y)

            if not(0<=row<=7 and 0<=col<=7):

                return

            press\_x, press\_y = x, y

            whrow, whcol = whiteview\_blackview\_equivalents(row,col)[0:2]

            def on\_point\_release(x,y):

                global move\_stage, legaladd

                x,y = get\_turtle\_coord(x,y)

                if (x,y) == (press\_x, press\_y) and (touch\_move==False or (touch\_move==True and legaladd == [])):

                    reset\_move()

                    move\_stage = 0

                    home.canvas\_turtle.unbind("<B1-Motion>")

                    home.canvas\_turtle.unbind("<ButtonRelease-1>")

                    home.canvas\_turtle.bind("<ButtonPress>", lambda e: get\_move(e.x, e.y, "press"))

            if (whrow, whcol) == (whsrow, whscol):

                home.canvas\_turtle.bind("<B1-Motion>", lambda e: get\_move(e.x, e.y, "motion"))

                home.canvas\_turtle.bind("<ButtonRelease-1>", lambda e: on\_point\_release(e.x, e.y))

            else:

                if logic.sameteam(logic.list2d[whrow][whcol], logic.list2d[whsrow][whscol]) and (touch\_move==False or (touch\_move==True and legaladd == [])):

                    reset\_move()

                    x,y = get\_tkinter\_coord(x,y)

                    move\_stage = 0

                    get\_move(x, y, 'press')

                    return

            home.canvas\_turtle.bind("<ButtonRelease-1>", lambda e: get\_move(e.x, e.y, "release"), '+')

    #Returns: success, pawnv

    def process\_move(add1, add2, pppiece=''):

        global legaladd, move\_stage, prev\_move\_add, wherow, whecol, blerow, blecol, movestr, checkv, castlev, movestr, whsrow, whscol, blsrow, blscol

        #scord, ecord - always white view

        sr,sc = add1

        er,ec = add2

        whsrow,whscol,blsrow,blscol = sr,sc,7-sr,7-sc

        wherow,whecol,blerow,blecol = er,ec,7-er,7-ec

        success = False

        if 0<=wherow<=7 and 0<=whecol<=7:

            success, fadd, ladd, checkv, checkmatev, pawnv, castlev, legalv, legaltuple, enpassant, enpassant\_killpawn\_add, stalematev=logic.gameprocessing((whsrow, whscol),(wherow, whecol))

        if not success:

            return False, False

        movestr = f'{whsrow}{whscol}{wherow}{whecol}'

        #Hiding the legal moves after the user clicks on the ending square

        if  0<=wherow<=7 and 0<=whecol<=7 and (whsrow, whscol) != (wherow, whecol) and success==True:

            if legalmoves==True:

                show\_legal\_squares(False)

                legaladd = []

                home.wn.tracer(1)

        #Reverting the colour of the squares of the previous move

        try:

            pwhsrow, pwhscol, pwherow, pwhecol = prev\_move\_add

            for row,col in ((pwhsrow, pwhscol), (pwherow, pwhecol)):

                change\_square\_clr(row, col, 7-row, 7-col, light\_square\_clr, dark\_square\_clr)

        except:

            pass

        #Changing the colour of the square clicked(Only ending square)

        if  0<=wherow<=7 and 0<=whecol<=7 and logic.list2d[wherow][whecol] != logic.emp :

            change\_square\_clr(wherow, whecol, blerow, blecol, constant.SELECTEDLIGHTSQUARECLR, constant.SELECTEDDARKSQUARECLR)

        prev\_move\_add = (whsrow, whscol, wherow, whecol)

        if not castlev:

            if home.volume\_toggle == True:

                sounds(wherow, whecol, enpassant, False, checkv, checkmatev, stalematev)

            make\_move(whsrow, whscol, blsrow, blscol, wherow, whecol, blerow, blecol, 20)

            hide\_dead\_pieces(enpassant, enpassant\_killpawn\_add, wherow, whecol, blerow, blecol)

            display\_check\_and\_checkmate(logic.list2d, (224, 111, 111), False)

            #Changes in white view list of piece numbers

            wh\_list\_piece\_numbers[wherow][whecol] , wh\_list\_piece\_numbers[whsrow][whscol] = wh\_list\_piece\_numbers[whsrow][whscol] , 0

            #Changes in black view list of piece numbers

            bl\_list\_piece\_numbers[blerow][blecol] , bl\_list\_piece\_numbers[blsrow][blscol] = bl\_list\_piece\_numbers[blsrow][blscol] , 0

            if enpassant==True:

                #Changes in white view list of piece numbers

                wh\_list\_piece\_numbers[enpassant\_killpawn\_add[0]][enpassant\_killpawn\_add[1]] = 0

                #Changes in black view list of piece numbers

                bl\_list\_piece\_numbers[7-enpassant\_killpawn\_add[0]][7-enpassant\_killpawn\_add[1]] = 0

            #if home.volume\_toggle == True:

            #    sounds(None, None, False, False, checkv, checkmatev, stalematev)

            if pppiece and pawnv: #Using the choice of promoted piece from the online opponent

                logic.pawnpromotion((wherow, whecol), pppiece)

                home.wn.tracer(0)

                if white==True:

                    globals()[f'wh{wh\_list\_piece\_numbers[wherow][whecol]}'].shape(pppiece.title())

                if black==True:

                    globals()[f'bl{bl\_list\_piece\_numbers[blerow][blecol]}'].shape(pppiece.title())

                display\_check\_and\_checkmate(logic.list2d, (224, 111, 111), False)

                display\_stalemate(logic.list2d)

                toggle\_turns(False, pppiece)

                #print('toggled turns')

                home.wn.tracer(1)

            elif pawnv and not pppiece:

                promote\_pawn(wherow, whecol, blerow, blecol)

                return success , True

            toggle\_turns(pawnv)

            #print('toggled turns')

        elif castlev:

            if home.volume\_toggle == True:

                sounds(None, None, False, True, checkv, checkmatev, stalematev)

            #King Movement

            whksrow, whkscol=fadd[0][0], fadd[0][1]

            whkerow, whkecol=fadd[1][0], fadd[1][1]

            blksrow, blkscol=(7-fadd[0][0]), (7-fadd[0][1])

            blkerow, blkecol=(7-fadd[1][0]), (7-fadd[1][1])

            #Rook Movement

            whrsrow, whrscol=ladd[0][0], ladd[0][1]

            whrerow, whrecol=ladd[1][0], ladd[1][1]

            blrsrow, blrscol=(7-ladd[0][0]), (7-ladd[0][1])

            blrerow, blrecol=(7-ladd[1][0]), (7-ladd[1][1])

            #Moving the king

            make\_move(whksrow, whkscol, blksrow, blkscol, whkerow, whkecol, blkerow, blkecol, 50)

            #Moving the rook

            make\_move(whrsrow, whrscol, blrsrow, blrscol, whrerow, whrecol, blrerow, blrecol, 50)

            display\_check\_and\_checkmate(logic.list2d, (224, 111, 111), False)

            #Changes in white view list of piece numbers

            wh\_list\_piece\_numbers[whkerow][whkecol] , wh\_list\_piece\_numbers[whksrow][whkscol] = wh\_list\_piece\_numbers[whksrow][whkscol] , 0

            wh\_list\_piece\_numbers[whrerow][whrecol] , wh\_list\_piece\_numbers[whrsrow][whrscol] = wh\_list\_piece\_numbers[whrsrow][whrscol] , 0

            #Changes in black view list of piece numbers

            bl\_list\_piece\_numbers[blkerow][blkecol] , bl\_list\_piece\_numbers[blksrow][blkscol] = bl\_list\_piece\_numbers[blksrow][blkscol] , 0

            bl\_list\_piece\_numbers[blrerow][blrecol] , bl\_list\_piece\_numbers[blrsrow][blrscol] = bl\_list\_piece\_numbers[blrsrow][blrscol] , 0

            toggle\_turns(False)

            #print('toggled turns')

        try:

            pwhsrow, pwhscol, pwherow, pwhecol = prev\_move\_add

            for row,col in ((pwhsrow, pwhscol), (pwherow, pwhecol)):

                change\_square\_clr(row, col, 7-row, 7-col, constant.SELECTEDLIGHTSQUARECLR, constant.SELECTEDDARKSQUARECLR)

        except:

            pass

        display\_check\_and\_checkmate(logic.list2d, (224, 111, 111), True)

        display\_stalemate(logic.list2d)

        return success, False

    global timer\_start, whitetime , blacktime, firstmove, oldtime, ready\_to\_play, game\_date, game\_start\_time

    home.root\_turtle.protocol("WM\_DELETE\_WINDOW", on\_turtle\_close)

    logic.define\_basic\_global\_variables()

    define\_basic\_global\_variables(touch\_move\_)

    configure\_game()

    home.wn.tracer(1)

    home.wn.listen()

    if home.mode\_of\_play == "offline":

        ready\_to\_play = True

        game\_date = datetime.date.today()

        game\_start\_time = datetime.datetime.now().strftime("%H:%M:%S")

    else:

        ready\_to\_play = False

    #Add game\_date line for online after getting from Subham

    home.canvas\_turtle.bind("<ButtonPress>", lambda e: get\_move(e.x, e.y, "press"))

    #Timer Variables

    home.min\_time = int(home.min\_time) if home.min\_time.isdigit() else float('inf')

    home.increment = int(home.increment) if home.increment else 0

    timer\_start = False

    whitetime = home.min\_time\*60

    blacktime = home.min\_time\*60

    game\_start\_time = datetime.datetime.now().strftime("%H:%M:%S")

    game\_date = datetime.date.today()

    home.canvas\_turtle.bind("<ButtonPress>", lambda e: get\_move(e.x, e.y, "press"))

    #Thread(target=gettime).start()

    if home.mode\_of\_play == "offline":

        main\_updater\_offline()

    elif home.mode\_of\_play == 'online':

        Thread(target=connection).start()

        main\_updater\_online()

    home.wn.tracer(1)

replay.py

#Import of Modules

import datetime

import turtle

from tkinter import \*

from tkinter import ttk

from tkinter import scrolledtext

from tkinter import messagebox

from functools import partial

from playsound import playsound

from tkinter import colorchooser

from utils import Tooltip, lighten\_color, rgb\_to\_hex, ScrolledFrame, get\_chess\_notation, tfor

#Import of created files

import home

import constant

import database\_functions

import logic

def save\_configuration(replay\_match\_number, config\_no):

    global active\_save\_configuration\_number, root\_saved\_configurations, root\_save\_configuration

    try:

        if config\_no == active\_save\_configuration\_number:

            return None

        else:

            root\_save\_configuration.destroy()

    except:

        pass

    active\_save\_configuration\_number = config\_no

    root\_save\_configuration=Tk()

    root\_save\_configuration.title("Save Current Configuration")

    #root\_save\_configuration.iconphoto(False, home.img\_pocket\_chess\_arena\_icon)

    size=(450, 500)

    xoffset = int(3/5.6 \* home.root\_turtle.winfo\_screenwidth())

    yoffset = int(1/7 \* home.root\_turtle.winfo\_screenheight())

    root\_save\_configuration.geometry(f"{size[0]}x{size[1]}+{xoffset}+{yoffset}")

    root\_save\_configuration.resizable(width=False, height=False)

    def on\_closing():

        global active\_save\_configuration\_number

        active\_save\_configuration\_number = None

        root\_save\_configuration.destroy()

    root\_save\_configuration.protocol("WM\_DELETE\_WINDOW", on\_closing)

    top\_frame = Frame(root\_save\_configuration)

    top\_frame.pack(side=TOP, fill='x')

    top\_frame.columnconfigure((0,1,2,3,4), weight=1)

    title\_text=StringVar(top\_frame)

    title\_text.set("TITLE")

    title\_entry = Entry(top\_frame, font=("Comic Sans", 18, 'bold'), textvariable = title\_text, relief="groove", bd=3)

    title\_entry.grid(row=0, column=1, columnspan=3, sticky="WE")

    def onSaveButtonClick():

        global active\_save\_configuration\_number

        #Title Validation

        if len(title\_entry.get().rstrip()) > 150:

            messagebox.showerror('Error', 'Max Chars Allowed:\n150')

            return None

        for i in range(len(title\_entry.get().rstrip())):

            if title\_entry.get().rstrip()[i] in ("\"", ",", "(", ")"):

                messagebox.showerror('Error', 'Invalid Chars-\nRound Brackets ( )\nComma ,\nDouble Quotes "')

                return None

        #Notes Validation

        if len(notes\_entry.get(1.0, "end-1c").rstrip()) > 1500:

            messagebox.showerror('Error', 'Max Chars Allowed:\n1500')

            return None

        for i in range(len(notes\_entry.get(1.0, "end-1c").rstrip())):

            if notes\_entry.get(1.0, "end-1c").rstrip()[i] in ("\"", ",", "(", ")"):

                messagebox.showerror('Error', 'Round Brackets\nComma\nDouble Quotes')

                return None

        if database\_functions.check\_connection()==False:

            database\_functions.open\_connection()

        if database\_functions.check\_connection()==True:

            database\_functions.update\_configuration\_saved(replay\_match\_number, config\_no, title\_entry.get().rstrip(), notes\_entry.get(1.0, "end-1c").rstrip())

        else:

            messagebox.showerror("Error", "Check your internet connection and try again.")

            return None

        active\_save\_configuration\_number = None

        root\_save\_configuration.destroy()

        try:

            root\_saved\_configurations.destroy()

            show\_saved\_configurations(replay\_match\_number)

        except:

            pass

    ttk.Button(top\_frame, text="SAVE",command=onSaveButtonClick).grid(row=0, column=4)

    main\_frame = Frame(root\_save\_configuration, relief="ridge", bd=3)

    main\_frame.pack(side=TOP, fill='both', expand=True)

    scrollbar = Scrollbar(main\_frame, orient ="vertical")

    scrollbar.pack(side="right", fill="y")

    notes\_entry = Text(main\_frame, font=("Consolas", 15, 'normal'), wrap = 'word', height = main\_frame.winfo\_height(), yscrollcommand=scrollbar.set)

    notes\_entry.pack(fill="both", expand=True)

    saved\_configuration\_numbers=()

    for i in database\_functions.receive\_configurations\_saved(replay\_match\_number):

        saved\_configuration\_numbers+=(i[1],)

    if config\_no in saved\_configuration\_numbers:

        for i in database\_functions.receive\_configurations\_saved(replay\_match\_number):

            if i[1]==config\_no:

                title\_text.set(i[2])

                title\_entry.configure(textvariable=title\_text)

                notes\_entry.insert(INSERT, i[3])

    else:

        notes\_entry.insert(INSERT, "NOTES")

    scrollbar.config(command = notes\_entry.yview)

def show\_saved\_configurations(replay\_match\_number):

    global root\_saved\_configurations

    try:

        root\_saved\_configurations.destroy()

    except:

        pass

    root\_saved\_configurations = Tk()

    root\_saved\_configurations.title("Saved Configurations")

    #root\_saved\_configurations.iconphoto(False, home.img\_pocket\_chess\_arena\_icon)

    size=(500, 600)

    xoffset = int(3/5.6 \* home.root\_turtle.winfo\_screenwidth())

    yoffset = int(1/15 \* home.root\_turtle.winfo\_screenheight())

    root\_saved\_configurations.geometry(f"{size[0]}x{size[1]}+{xoffset}+{yoffset}")

    root\_saved\_configurations.resizable(width=False, height=True)

    configs=()

    titles=()

    notes=()

    for i in database\_functions.receive\_configurations\_saved(replay\_match\_number):

        configs+=(i[1],)

        titles+=(i[2],)

        notes+=(i[3],)

    #Creating main\_frame in which all the contents of saved\_configuration will be present

    main\_frame = ScrolledFrame(root\_saved\_configurations, max\_height = size[1])

    main\_frame.pack(fill = 'both', expand = True)

    for i in range(len(titles)):

        frame=Frame(main\_frame.viewPort, height=300, relief="raised", bd=5)

        frame.pack(fill='x')

        title\_text=scrolledtext.ScrolledText(frame, font=('Consolas', 16, 'bold'), relief='sunken', bd=3, height=0.5, wrap = 'word')

        title\_text.pack(fill=X)

        notes\_text=scrolledtext.ScrolledText(frame, font=('Consolas', 13,'normal'), height=7, wrap = 'word')

        notes\_text.pack(fill=X)

        notes\_text.insert(INSERT, notes[i].rstrip())

        title\_text.insert(INSERT, titles[i].rstrip())

        title\_text.configure(state='disabled')

        notes\_text.configure(state='disabled')

        #Button\_no are separately numbered for the show, edit and delete buttons. Button\_no starts from 0 just like i.

        def onShowButtonClick(button\_no):

            configure\_pieces(configs[button\_no])

            home.wn.tracer(1)

            root\_saved\_configurations.lift()

            root\_saved\_configurations.attributes("-topmost", True)

        def onEditButtonClick(button\_no):

            save\_configuration(replay\_match\_number, configs[button\_no])

            root\_saved\_configurations.attributes("-topmost", False)

        def onDeleteButtonClick(button\_no):

            database\_functions.delete\_configuration(replay\_match\_number, configs[button\_no])

            root\_saved\_configurations.destroy()

            show\_saved\_configurations(replay\_match\_number)

        button\_frame=Frame(frame)

        show\_button = ttk.Button(button\_frame, text='SHOW', command = partial(onShowButtonClick, i))

        edit\_button = ttk.Button(button\_frame, text='EDIT', command = partial(onEditButtonClick, i))

        delete\_button = ttk.Button(button\_frame, text='DELETE', command = partial(onDeleteButtonClick, i))

        show\_button.grid(row=0, column=0, sticky='WE')

        edit\_button.grid(row=0, column=1, sticky='WE')

        delete\_button.grid(row=0, column=2, sticky='WE')

        button\_frame.pack()

        Label(main\_frame, text="      ").pack(side=TOP, fill='x')

def list\_of\_games\_played\_page():

    global main\_frame, label\_title, frame\_top

    def onButtonClick():

        global error\_alert, main\_frame, label\_title, frame\_top

        try:

            desired\_match\_number = int(match\_number\_replay.get())

        except:

            desired\_match\_number = match\_number\_replay.get()

        if desired\_match\_number in possible\_match\_numbers:

            global root\_internet\_problem

            try:

                error\_alert.grid\_forget()

            except:

                pass

            try:

                root\_internet\_problem.destroy()

            except:

                pass

            if database\_functions.check\_connection()==False:

                database\_functions.open\_connection()

            if database\_functions.check\_connection()==True:

                val = match\_number\_replay.get()

                label\_title.destroy()

                frame\_top.destroy()

                main\_frame.destroy()

                home.root\_turtle.grid\_columnconfigure((0,1,2,3), weight = 0)

                home.root\_turtle.grid\_rowconfigure((0,1,2,3), weight = 0)

                setup\_replay()

                replay\_main(val)

            else:

                root\_internet\_problem = Tk()

                root\_internet\_problem.title("Error")

                size = (250, 70)

                xoffset = int(home.root\_turtle.winfo\_width()/2 - size[0]/2)

                yoffset = int(home.root\_turtle.winfo\_height()/2 - size[1]/2)

                root\_internet\_problem.geometry(f"{size[0]}x{size[1]}+{xoffset}+{yoffset}")

                root\_internet\_problem.resizable(width=False, height=False)

                root\_internet\_problem.attributes('-topmost', True)

                ttk.Label(root\_internet\_problem, text="Check your internet connection and try again.", width = size[0]).pack(fill='x', side='top')

                def onOkayButtonClick():

                    root\_internet\_problem.destroy()

                ttk.Button(root\_internet\_problem, text='OK', command=onOkayButtonClick).pack(side='bottom')

        else:

            error\_alert = Label(entry\_frame, text="Invalid Match Number", fg="red")

            error\_alert.grid(row=0, column=3)

    def on\_back():

        global main\_frame, label\_title

        label\_title.destroy()

        main\_frame.destroy()

        home.root\_turtle.grid\_columnconfigure((0,1,2,3), weight = 0)

        home.root\_turtle.grid\_rowconfigure((0,1,2,3), weight = 0)

        home.main\_menu()

    def on\_turtle\_close():

        home.program\_running = False

        home.root\_turtle.destroy()

        database\_functions.close\_connection()

    home.root\_turtle.protocol("WM\_DELETE\_WINDOW", on\_turtle\_close)

    #Configuring root\_turtle

    home.root\_turtle.configure(bg = constant.DARKBGCLR)

    #Gridding root\_turtle

    home.root\_turtle.grid\_columnconfigure(0, weight = 1)

    home.root\_turtle.grid\_rowconfigure(1, weight = 1)

    root\_turtle\_width = 1250

    root\_turtle\_height = 500

    # Get the screen dimension

    screen\_width = home.root\_turtle.winfo\_screenwidth()

    screen\_height = home.root\_turtle.winfo\_screenheight()

    # find the center point

    center\_x = int(screen\_width/2 - root\_turtle\_width / 2)

    center\_y = 20

    # set the position of the window to the center of the screen

    home.root\_turtle.geometry(f'{root\_turtle\_width}x{root\_turtle\_height}+{center\_x}+{center\_y}')

    home.wn.clearscreen()

    home.wn.bgcolor("#C2CBD1")

    frame\_top = Frame(home.root\_turtle, bg = constant.DARKBGCLR, bd = 0, highlightthickness = 0)

    frame\_top.grid(row = 0, column = 0, sticky = NSEW)

    frame\_top.grid\_columnconfigure(1, weight = 1)

    frame\_top.grid\_rowconfigure(0, weight = 1)

    label\_title = Label(frame\_top, text="GAMES PLAYED", font = ("Algerian", 25, 'bold', 'underline'), bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR)

    label\_title.grid(row = 0, column = 1, sticky = NSEW, padx = 10,)

    #Adding the back button

    img\_back = PhotoImage(file = "./Icons/back.png").subsample(2,2)

    button\_back = Button(frame\_top, image = img\_back, bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, activebackground = constant.DARKBGCLR, activeforeground = constant.DARKBGTEXTCLR, font = ('Consolas', 20, 'bold'), command = on\_back, bd = 0, highlightthickness = 0)

    button\_back.grid(row = 0, column = 0, sticky = W, padx = 10)

    #Creating Main Frame

    main\_frame = ScrolledFrame(home.root\_turtle, bg = constant.DARKBGCLR, max\_height = root\_turtle\_height)

    main\_frame.grid(row = 1, column = 0, sticky = NSEW)

    #Creating a frame to contain the entry box for accepting the match number

    entry\_frame = Frame(main\_frame.viewPort, bg = constant.DARKBGCLR)

    entry\_frame.grid(row = 0, column = 0, columnspan = 10, sticky = NSEW, pady = 2)

    #Gridding entry\_frame

    entry\_frame.grid\_columnconfigure((0,4), weight = 1)

    Label(entry\_frame, text = "MATCH NUMBER: ", font=('Consolas', 15, 'bold'), bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR).grid(row=0, column=0, sticky = E , padx=5 , ipadx=5 , ipady=5 )

    match\_number\_replay=Entry(entry\_frame, font = ('Comic Sans', 16))

    match\_number\_replay.grid(row=0, column=1 , padx=5, pady = 2, ipadx=5 , ipady=2)

    possible\_match\_numbers=()

    for i in database\_functions.receive\_all\_game\_details():

        possible\_match\_numbers+=(i[0],)

    Button(entry\_frame, text="SHOW REPLAY", font = ('Comic Sans', 16), bg = constant.SECONDARYCLR, fg = constant.DARKBGTEXTCLR, command=onButtonClick).grid(row=0, column=2, padx=5 , ipadx=5 , ipady=2)

    #Creating empty space to the left of the canvas

    Label(main\_frame, text="               ", bg = constant.DARKBGCLR).pack(side='left')

    #Creating empty to the right of the canvas

    Label(main\_frame, text="          ", bg = constant.DARKBGCLR).pack(side='right')

    #Creating frame

    main\_frame.viewPort.columnconfigure((0,1,2,3,4,5,6,7,8,9), weight=1)

    #Removing bd and highlightthickness

    main\_frame.configure(bd = 0, highlightthickness = 0)

    main\_frame.viewPort.configure(bd = 0, highlightthickness = 0)

    headings = ("Match No.", "Date", "Start Time", "End Time", "Duration", "White Player", "Black Player", "Result")

    for i in range(len(headings)):

        Label(main\_frame.viewPort, text=headings[i], font = ("Consolas", 18, 'bold'), borderwidth = 3, relief="ridge").grid(row=1, column=i+1, sticky ="WE")

    rownum=2

    for individual\_match\_details in database\_functions.receive\_all\_game\_details():

        colnum=1

        for i in individual\_match\_details[:-2]:

            Label(main\_frame.viewPort, text=i, font = ("Consolas", 16, 'normal'),wraplength=180, justify="center", borderwidth = 1, relief="sunken").grid(row=rownum, column=colnum, sticky ="NSWE")

            colnum+=1

        rownum+=1

    '''

    def onCanvasConfigure(event):

        global frame\_in\_canvas

        try:

            canvas.delete(frame\_in\_canvas)

        except:

            pass

        canvas.update()

        frame.update()

        nwposition = ((canvas.winfo\_width() - frame.winfo\_width())//2,0)

        if frame.winfo\_width() <= canvas.winfo\_width():

            frame\_width = canvas.winfo\_width()

        else:

            frame\_width = frame.winfo\_width()

        frame\_in\_canvas = canvas.create\_window(nwposition, window=frame, anchor='n', width = frame\_width)

        canvas.configure(scrollregion=canvas.bbox("all"),yscrollcommand=scrollbar\_vertical.set, xscrollcommand=scrollbar\_horizontal.set)

    canvas.bind("<Configure>", onCanvasConfigure)

    '''

    home.root\_turtle.mainloop()

def define\_basic\_global\_variables(match\_no, list\_of\_moves, list\_of\_times, min\_time\_, increment\_):

    global size, sqsize, stretch\_square, drift, verticaldrift, boardview, replay\_list2d, list\_piece\_numbers, piece\_count, move\_count, replay\_writeturtle, replay\_match\_number, replay\_writeturtle, moves, times, emp, light\_square\_clr, dark\_square\_clr, min\_time, increment, times\_white, times\_black, last\_sec

    #Initialising a chess for the chess board and a corresponding size for root\_turtle

    length = 600

    size\_canvas\_turtle = int(length) + 15

    size\_root\_turtle = size\_canvas\_turtle + 35

    home.canvas\_turtle.configure(width = size\_canvas\_turtle, height = size\_canvas\_turtle)

    home.canvas\_turtle.update()

    home.root\_turtle.geometry(f"{size\_root\_turtle}x{size\_root\_turtle+95}")

    #Size of the chess board

    size = length

    #Size of 1 UNIT square in the chess board

    sqsize = size/8

    #The value by which each unit square should be stretched.

    stretch\_square = (size/8)/20

    #Initialising drifts

    drift = 0

    verticaldrift = 0

    #Board View (Default is white)

    boardview="white"

    #Initialising the colours of the squares

    light\_square\_clr = constant.LIGHTSQUARECLR

    dark\_square\_clr = constant.DARKSQUARECLR

    #The replay for which match number is to be shown

    replay\_match\_number = match\_no

    #Initialisation of some more variables

    replay\_list2d=logic.copy\_of\_init\_list2d()

    list\_piece\_numbers = [[0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0]]

    piece\_count = 0

    move\_count = 0

    #Writer turtle of the replay page

    replay\_writeturtle = turtle.Turtle()

    replay\_writeturtle.ht()

    replay\_writeturtle.pu()

    #Initialising the list of the moves made and the times taken

    moves = list\_of\_moves

    times = list\_of\_times

    times = [x for x in times if x.total\_seconds() >= 0]

    #Initialsing min\_time and increment

    min\_time = min\_time\_

    increment = increment\_

    #Initialising times\_white and times\_black

    times\_white = times[0::2]

    times\_black = times[1::2]

    #Defining emp which will be used as an element in replay\_list2d

    emp=["", "", 0, 0]

    #last seconds

    last\_sec = 20

def setup\_replay():

    global  canvas\_turtle, var\_board\_scaler, scale\_board, pinned, img\_pin\_outline, img\_pin\_filled, button\_pin, img\_color\_chooser, img\_flip, volume\_toggle, button\_volume\_toggle, img\_volume\_on, img\_volume\_off, button\_extend\_right, img\_save\_configuration, img\_saved\_configurations, img\_back, frame\_top, frame\_bottom, frame\_right, img\_left\_arrow, img\_right\_arrow, label\_white\_timer\_bottom, label\_white\_timer\_top, label\_black\_timer\_bottom, label\_black\_timer\_top, frame\_moves, frame\_arrows

    def on\_scale\_board\_release(e):

        global scale\_board, var\_board\_scaler, size, sqsize, stretch\_square, button\_extend\_right

        size = 600 \* var\_board\_scaler.get() / 50

        sqsize = size / 8

        stretch\_square=(size/8)/20

        configure\_game()

        size\_canvas\_turtle = int(size) + 15

        size\_root\_turtle = size\_canvas\_turtle + 35

        home.canvas\_turtle.configure(width = size\_canvas\_turtle, height = size\_canvas\_turtle)

        home.canvas\_turtle.update()

        width\_root\_turtle = size\_root\_turtle

        if button\_extend\_right['text'] == "<":

            frame\_right.update\_idletasks()

            width\_root\_turtle += frame\_right.winfo\_width()

        home.root\_turtle.geometry(f"{width\_root\_turtle}x{size\_root\_turtle+95}")

    def on\_pin\_toggle():

        global pinned, button\_pin

        if pinned == True:

            pinned = False

            home.root\_turtle.attributes('-topmost',False)

            button\_pin.configure(image = img\_pin\_outline)

        elif pinned == False:

            pinned = True

            home.root\_turtle.attributes('-topmost',True)

            button\_pin.configure(image = img\_pin\_filled)

    def on\_extend\_right():

        global button\_extend\_right, frame\_right

        w = home.root\_turtle.winfo\_width()

        h = home.root\_turtle.winfo\_height()

        frame\_right.update\_idletasks()

        if button\_extend\_right['text'] == ">":

            frame\_right.grid(row = 0, column = 2, rowspan = 3, sticky = NSEW)

            new\_w = w + frame\_right.winfo\_width()

            button\_extend\_right.configure(text = "<")

        elif button\_extend\_right['text'] == "<":

            new\_w = w - frame\_right.winfo\_width()

            frame\_right.grid\_forget()

            button\_extend\_right.configure(text = ">")

        home.root\_turtle.geometry(f"{new\_w}x{h}")

    def on\_color\_chooser():

        global dark\_square\_clr, light\_square\_clr

        try:

            clr\_dark = colorchooser.askcolor(title ="Choose DARK square color", color = dark\_square\_clr)[0]

            if clr\_dark is None:

                return

        except:

            return

        dark\_square\_clr = rgb\_to\_hex(clr\_dark)

        configure\_game()

    def on\_volume\_toggle():

        global volume\_toggle, button\_volume\_toggle

        if volume\_toggle == True:

            volume\_toggle = False

            button\_volume\_toggle.configure(image = img\_volume\_off)

        elif volume\_toggle == False:

            volume\_toggle = True

            button\_volume\_toggle.configure(image = img\_volume\_on)

    def on\_flip():

        global boardview, label\_white\_timer\_bottom, label\_white\_timer\_top, label\_black\_timer\_bottom, label\_black\_timer\_top

        if boardview == "white":

            boardview = "black"

            if move\_count != 0:

                label\_white\_timer\_bottom.grid\_forget()

                label\_white\_timer\_top.grid(row = 0, column = 3, sticky = EW, padx = 5, ipady = 3)

                label\_black\_timer\_top.grid\_forget()

                label\_black\_timer\_bottom.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 3)

        elif boardview == "black":

            boardview = "white"

            if move\_count != 0:

                label\_white\_timer\_top.grid\_forget()

                label\_white\_timer\_bottom.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 3)

                label\_black\_timer\_bottom.grid\_forget()

                label\_black\_timer\_top.grid(row = 0, column = 3, sticky = EW, padx = 5, ipady = 3)

        configure\_game()

    def on\_back():

        global frame\_top, frame\_bottom, frame\_right

        if database\_functions.check\_connection()==False:

            database\_functions.open\_connection()

        if database\_functions.check\_connection()==True:

            try:

                root\_saved\_configurations.destroy()

            except:

                pass

            home.wn.clearscreen()

            frame\_top.destroy()

            frame\_bottom.destroy()

            frame\_right.destroy()

            home.canvas\_turtle.grid(row = 0, column = 0)

            home.root\_turtle.minsize(1050, 550)

            home.root\_turtle.resizable(width = True, height = True)

            home.root\_turtle.grid\_columnconfigure((0,1,2,3), weight = 0)

            home.root\_turtle.grid\_rowconfigure((0,1,2,3), weight = 0)

            list\_of\_games\_played\_page()

        else:

            messagebox.showerror("Error", "Check your internet connection and try again.")

    def on\_show\_saved\_configurations(replay\_match\_number):

        if database\_functions.check\_connection()==False:

            database\_functions.open\_connection()

        if database\_functions.check\_connection()==True:

            show\_saved\_configurations(replay\_match\_number)

        else:

            messagebox.showerror("Error", "Check your internet connection and try again.")

    #Configuring home.root\_turtle

    home.root\_turtle.configure(bg = constant.LIGHTBGCLR)

    #Reconfiguring minsize of the window

    home.root\_turtle.minsize(0,0)

    home.root\_turtle.resizable(width = False, height = False)

    home.root\_turtle.overrideredirect(False)

    home.root\_turtle.withdraw()

    home.root\_turtle.deiconify()

    #Gridding home.root\_turtle

    home.root\_turtle.grid\_rowconfigure(0, weight = 0)

    home.root\_turtle.grid\_columnconfigure(0, weight = 0)

    home.root\_turtle.grid\_rowconfigure(1, weight = 1)

    home.root\_turtle.grid\_columnconfigure(1, weight = 1)

    #Placing canvas\_turtle inside canvas\_game

    home.canvas\_turtle.grid(row = 1, column = 1, sticky = NSEW)

    #Giving a background colour to wn

    home.wn.bgcolor("#000000")

    #Adding all the other elements present during the replay (except timers)

    #Creating all the frames for the 4 sides

    frame\_top = Frame(home.root\_turtle, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    frame\_bottom = Frame(home.root\_turtle, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    frame\_right = Frame(home.root\_turtle, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    #Adding all the frames to the screen

    frame\_top.grid(row = 0, column = 1, sticky = NSEW)

    frame\_bottom.grid(row = 2, column = 1, sticky = NSEW)

    #Gridding all the frames

    frame\_top.grid\_columnconfigure((3,4,5), weight = 1)

    frame\_bottom.grid\_columnconfigure((0,1,2), weight = 1)

    frame\_right.grid\_rowconfigure(0, weight = 1)

    frame\_right.grid\_columnconfigure(0, weight = 1)

    #Adding the left arrow and right arrow key prompt

    img\_left\_arrow = PhotoImage(file = "./Icons/left\_arrow.png")

    img\_right\_arrow = PhotoImage(file = "./Icons/right\_arrow.png")

    #Creating, gridding and adding frame\_arrows to frame\_top

    frame\_arrows = Frame(frame\_top, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    frame\_arrows.grid\_columnconfigure((0,1), weight = 1)

    frame\_arrows.grid\_rowconfigure(0, weight = 1)

    frame\_arrows.grid(row = 0, column = 3, columnspan = 2, sticky = NSEW, padx = 5)

    label\_left\_arrow = Label(frame\_arrows, image = img\_left\_arrow, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    label\_left\_arrow.grid(row = 0, column = 0, sticky = 'nse', padx = 5)

    label\_right\_arrow = Label(frame\_arrows, image = img\_right\_arrow, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    label\_right\_arrow.grid(row = 0, column = 1, sticky = 'nsw', padx = 5)

    button\_extend\_right = Button(frame\_top, text = ">", font = ('consolas', 20, 'bold'), bg = constant.LIGHTBGCLR, fg = constant.LIGHTBGTEXTCLR, activebackground = constant.LIGHTBGCLR, activeforeground = constant.LIGHTBGTEXTCLR, command = on\_extend\_right, bd = 0, highlightthickness = 0)

    button\_extend\_right.grid(row = 0, column = 6, sticky = NSEW, padx = (0,1))

    #Adding frame\_moves to frame\_right

    frame\_moves = ScrolledFrame(frame\_right, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0, max\_height = 1000)

    frame\_moves.grid(row = 0, column = 0, sticky = NSEW, padx = 2, pady = 2, ipadx = 2, ipady = 2)

    #Gridding frame\_moves.viewPort

    frame\_moves.viewPort.grid\_columnconfigure((1,2), weight = 1)

    #Adding the board scaler to frame\_top

    var\_board\_scaler = IntVar()

    scale\_board = ttk.Scale(frame\_top, variable = var\_board\_scaler, from\_ = 30, to = 70, orient = HORIZONTAL)

    var\_board\_scaler.set(50)

    scale\_board.bind("<ButtonRelease-1>", on\_scale\_board\_release)

    scale\_board.grid(row = 0, column = 5, sticky = EW, padx = 5)

    #Adding the pin to frame\_top

    img\_pin\_outline = PhotoImage(file = "./Icons/pin\_outline.png").subsample(15,15)

    img\_pin\_filled = PhotoImage(file = "./Icons/pin\_filled.png").subsample(15,15)

    #Adding a back button to frame\_Top

    img\_back = PhotoImage(file = "./Icons/back.png").subsample(3,3)

    button\_back = Button(frame\_top, image = img\_back, bg = constant.LIGHTBGCLR, fg = constant.LIGHTBGTEXTCLR, activebackground = constant.LIGHTBGCLR, activeforeground = constant.LIGHTBGTEXTCLR, font = ('Consolas', 20, 'bold'), command = on\_back, bd = 0, highlightthickness = 0)

    button\_back.grid(row = 0, column = 1, sticky = W, padx = 10)

    button\_pin = Button(frame\_top, image = img\_pin\_outline, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_pin\_toggle, bd = 0, highlightthickness = 0)

    pinned = False

    button\_pin.grid(row = 0, column = 2, sticky = NSEW)

    #Creating frame\_icons to contain all the icons

    frame\_icons = Frame(frame\_bottom, bg = constant.LIGHTBGCLR, bd = 0, highlightthickness = 0)

    #Adding frame\_icons to the screen

    frame\_icons.grid(row = 0, column = 0, sticky = NSEW, padx = 5)

    #Gridding frame\_icons

    frame\_icons.grid\_columnconfigure((0,1,2,3,4), weight = 1)

    #Adding the color chooser icon to frame\_bottom

    img\_color\_chooser = PhotoImage(file = "./Icons/color\_chooser.png").subsample(3,3)

    button\_color\_chooser = Button(frame\_icons, image = img\_color\_chooser, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_color\_chooser, bd = 0, highlightthickness = 0)

    #Adding volume toggle icon to frame\_bottom

    img\_volume\_on = PhotoImage(file = "./Icons/volume\_on.png").subsample(4,4)

    img\_volume\_off = PhotoImage(file = "./Icons/volume\_off.png").subsample(4,4)

    volume\_toggle = True

    button\_volume\_toggle = Button(frame\_icons, image = img\_volume\_on, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_volume\_toggle, bd = 0, highlightthickness = 0)

    #Adding flip icon to frame\_bottom

    img\_flip = PhotoImage(file = "./Icons/flip.png").subsample(3,3)

    button\_flip = Button(frame\_icons, image = img\_flip, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = on\_flip, bd = 0, highlightthickness = 0)

    #Adding save configuration and saved configurations buttons

    img\_save\_configuration = PhotoImage(file = "./Icons/save.png").subsample(4,4)

    img\_saved\_configurations = PhotoImage(file = "./Icons/folder.png").subsample(4,4)

    button\_save\_configuration = Button(frame\_icons, image = img\_save\_configuration, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = lambda : save\_configuration(replay\_match\_number, move\_count), bd = 0, highlightthickness = 0)

    button\_saved\_configurations = Button(frame\_icons, image = img\_saved\_configurations, bg = constant.LIGHTBGCLR, activebackground = constant.LIGHTBGCLR, command = lambda : on\_show\_saved\_configurations(replay\_match\_number), bd = 0, highlightthickness = 0)

    #Adding all the icons to frame\_icons

    button\_color\_chooser.grid(row = 0, column = 0, sticky = NSEW)

    button\_volume\_toggle.grid(row = 0, column = 1, sticky = NSEW)

    button\_flip.grid(row = 0, column = 2, sticky = NSEW)

    button\_save\_configuration.grid(row = 0, column = 3, sticky = NSEW)

    button\_saved\_configurations.grid(row = 0, column = 4, sticky = NSEW)

    #Adding the timer labels to frame\_top and frame\_bottom

    label\_white\_timer\_top = Label(frame\_top, text = "00:00:00", bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('consolas', 15, 'bold'), bd = 2)

    label\_white\_timer\_bottom = Label(frame\_bottom, text = "00:00:00", bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('consolas', 15, 'bold'), bd = 2)

    label\_black\_timer\_top = Label(frame\_top, text = "00:00:00", bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('consolas', 15, 'bold'), bd = 2)

    label\_black\_timer\_bottom = Label(frame\_bottom, text = "00:00:00", bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('consolas', 15, 'bold'), bd = 2)

    #Adding tooltips for the required widgets

    Tooltip(button\_save\_configuration, text = "Save current configuration")

    Tooltip(button\_saved\_configurations, text = "View saved configurations")

    Tooltip(button\_flip, text = "Switch view")

    Tooltip(button\_volume\_toggle, text = "Toggle sound")

    Tooltip(button\_color\_chooser, text = "Change square colour")

    Tooltip(button\_pin, text = "Toggle pin window")

    Tooltip(scale\_board, text = "Scale board size")

    Tooltip(label\_left\_arrow, text = "Previous move")

    Tooltip(label\_right\_arrow, text = "Next move")

    for \_ in range(2):

        on\_extend\_right()

#Board setup

def board\_setup():

    home.wn.tracer(0)

    for y in range(8):

        for x in range(8):

            globals()[f't{x}{y}'] = turtle.Turtle()

            globals()[f't{x}{y}'].shape('square')

            globals()[f't{x}{y}'].shapesize(stretch\_square, stretch\_square)

            globals()[f't{x}{y}'].up()

            if (x+y)%2==0:

                globals()[f't{x}{y}'].color(light\_square\_clr)

            elif (x+y)%2==1:

                globals()[f't{x}{y}'].color(dark\_square\_clr)

            globals()[f't{x}{y}'].goto((sqsize/2) + sqsize\*(x-4)+drift , -(sqsize/2) + sqsize\*(4-y) + verticaldrift)

    display\_labels(boardview)

def update\_timers(move\_count):

    #moves\_wo\_pp = moves WithOut PawnPromotion

    moves\_wo\_pp = moves[:move\_count+1]

    for i in moves\_wo\_pp:

        if i[0] == "Pawnpromotion":

            moves\_wo\_pp.remove(i)

    no\_white\_moves = len(moves\_wo\_pp[0::2])

    no\_black\_moves = len(moves\_wo\_pp[1::2])

    if min\_time == 0:

        white\_time = (sum(times\_white[0:no\_white\_moves], datetime.timedelta(0)).total\_seconds())

        black\_time = (sum(times\_black[0:no\_black\_moves], datetime.timedelta(0)).total\_seconds())

    else:

        white\_time = ((datetime.timedelta(seconds=min\_time) - sum(times\_white[0:no\_white\_moves], datetime.timedelta(seconds=0.0)) + datetime.timedelta(seconds=increment \* (no\_white\_moves))).total\_seconds())

        black\_time = ((datetime.timedelta(seconds=min\_time) - sum(times\_black[0:no\_black\_moves], datetime.timedelta(seconds=0.0)) + datetime.timedelta(seconds=increment \* (no\_black\_moves))).total\_seconds())

        print(white\_time , black\_time)

    #Updating the timers on screen

    if white\_time < last\_sec:

        label\_white\_timer\_top.configure(text = tfor(white\_time))

        label\_white\_timer\_bottom.configure(text = tfor(white\_time))

    else:

        label\_white\_timer\_top.configure(text = tfor(white\_time)[:-2])

        label\_white\_timer\_bottom.configure(text = tfor(white\_time)[:-2])

    if black\_time < last\_sec:

        label\_black\_timer\_top.configure(text = tfor(black\_time))

        label\_black\_timer\_bottom.configure(text = tfor(black\_time))

    else:

        label\_black\_timer\_top.configure(text = tfor(black\_time)[:-2])

        label\_black\_timer\_bottom.configure(text = tfor(black\_time)[:-2])

#This function is called everytime the user presses the LEFT arrow key. Its function is to reverse the last move made on the screen and also update replay\_list2d.

def previous\_move():

    global move\_count, replay\_list2d, list\_piece\_numbers, piece\_count, moves

    if move\_count!=0:

        move\_count-=1

    else:

        return None

    home.wn.onkeypress(None,"Right")

    home.wn.onkeypress(None, "Left")

    #PLaying Sounds

    if volume\_toggle == True:

        playsound("./Sounds/move.mp3",False)

    if moves[move\_count][0] != "Pawnpromotion":

        update\_timers(move\_count-1)

    if moves[move\_count][0] not in ("Castling", "Enpassant", "Pawnpromotion"):

        #Changes in replay\_list2d

        startadd = moves[move\_count][1]

        endadd = moves[move\_count][0]

        replay\_list2d[endadd[0]][endadd[1]]=replay\_list2d[startadd[0]][startadd[1]]

        replay\_list2d[startadd[0]][startadd[1]]=moves[move\_count][2]

        replay\_list2d[endadd[0]][endadd[1]][2]=endadd[0]

        replay\_list2d[endadd[0]][endadd[1]][3]=endadd[1]

        globals()[f'piece{list\_piece\_numbers[startadd[0]][startadd[1]]}'].goto(coord\_from\_add(endadd[0], endadd[1]))

        list\_piece\_numbers[endadd[0]][endadd[1]] = list\_piece\_numbers[startadd[0]][startadd[1]]

        if moves[move\_count][2] != emp:

            create\_chess\_piece(startadd[0],startadd[1], moves[move\_count][2][0].title(), logic.colour(moves[move\_count][2]))

            home.wn.tracer(1)

            list\_piece\_numbers[startadd[0]][startadd[1]]=piece\_count

        elif moves[move\_count][2] == emp:

            list\_piece\_numbers[startadd[0]][startadd[1]]=0

    elif moves[move\_count][0] == "Castling":

        king\_startadd, king\_endadd = moves[move\_count][1][1], moves[move\_count][1][0]

        rook\_startadd, rook\_endadd = moves[move\_count][2][1], moves[move\_count][2][0]

        for startadd, endadd in ((king\_startadd, king\_endadd), (rook\_startadd, rook\_endadd)):

            #Changes in replay\_list2d

            replay\_list2d[endadd[0]][endadd[1]]=replay\_list2d[startadd[0]][startadd[1]]

            replay\_list2d[startadd[0]][startadd[1]]=["", "", 0, 0]

            replay\_list2d[endadd[0]][endadd[1]][2]=endadd[0]

            replay\_list2d[endadd[0]][endadd[1]][3]=endadd[1]

            #Making the piece move on the board

            globals()[f'piece{list\_piece\_numbers[startadd[0]][startadd[1]]}'].goto(coord\_from\_add(endadd[0], endadd[1]))

            #Modifying the list\_piecenumbers

            list\_piece\_numbers[endadd[0]][endadd[1]] = list\_piece\_numbers[startadd[0]][startadd[1]]

            list\_piece\_numbers[startadd[0]][startadd[1]]=0

    elif moves[move\_count][0] == "Enpassant":

        #Changes in replay\_list2d

        startadd, endadd = moves[move\_count][2], moves[move\_count][1]

        victimadd = moves[move\_count][3]

        replay\_list2d[endadd[0]][endadd[1]]=replay\_list2d[startadd[0]][startadd[1]]

        replay\_list2d[startadd[0]][startadd[1]]=["", "", 0, 0]

        replay\_list2d[endadd[0]][endadd[1]][2]=endadd[0]

        replay\_list2d[endadd[0]][endadd[1]][3]=endadd[1]

        replay\_list2d[victimadd[0]][victimadd[1]] = moves[move\_count][4]

        #Modifying the list\_piecenumbers of the victim piece

        piece\_count+=1

        list\_piece\_numbers[victimadd[0]][victimadd[1]] = piece\_count

        #Making the piece move on the board

        globals()[f'piece{list\_piece\_numbers[startadd[0]][startadd[1]]}'].goto(coord\_from\_add(endadd[0], endadd[1]))

        create\_chess\_piece(victimadd[0],victimadd[1], "Pawn", logic.colour(moves[move\_count][4]))

        home.wn.tracer(1)

        #Modifying the list\_piecenumbers of the stronger attacking piece

        list\_piece\_numbers[endadd[0]][endadd[1]] = list\_piece\_numbers[startadd[0]][startadd[1]]

        list\_piece\_numbers[startadd[0]][startadd[1]] = 0

    elif  moves[move\_count][0] == "Pawnpromotion":

        #Changes in replay\_list2d

        if logic.colour(moves[move\_count][2])=="white":

            color\_W\_or\_B = "\*"

        else:

            color\_W\_or\_B=""

        replay\_list2d[moves[move\_count][1][0]][moves[move\_count][1][1]] = ["pawn", f"{color\_W\_or\_B}^", moves[move\_count][2][2], moves[move\_count][2][3]]

        #Modifying the shape of the piece

        globals()[f'piece{list\_piece\_numbers[moves[move\_count][1][0]][moves[move\_count][1][1]]}'].shape("Pawn")

        previous\_move()

    home.wn.onkeypress(previous\_move, "Left")

    home.wn.onkeypress(next\_move, "Right")

#This function is called everytime the user presses the RIGHT arrow key. Its function is to display the move on the screen and also update replay\_list2d.

def next\_move():

    global move\_count, replay\_list2d, list\_piece\_numbers, times, boardview, frame\_arrows

    if move\_count == 0:

        frame\_arrows.destroy()

        if boardview == "black":

            label\_white\_timer\_top.grid(row = 0, column = 3, sticky = EW, padx = 5, ipady = 3)

            label\_black\_timer\_bottom.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 3)

        elif boardview == "white":

            label\_white\_timer\_bottom.grid(row = 0, column = 2, sticky = EW, padx = 5, ipady = 3)

            label\_black\_timer\_top.grid(row = 0, column = 3, sticky = EW, padx = 5, ipady = 3)

    if move\_count == len(moves):

        return None

    home.wn.onkeypress(None,"Right")

    home.wn.onkeypress(None, "Left")

    if moves[move\_count][0] != "Pawnpromotion":

        update\_timers(move\_count)

    if moves[move\_count][0] not in ("Castling", "Enpassant", "Pawnpromotion"):

        #Changes in replay\_list2d

        startadd = moves[move\_count][0]

        endadd = moves[move\_count][1]

        replay\_list2d[endadd[0]][endadd[1]]=replay\_list2d[startadd[0]][startadd[1]]

        replay\_list2d[startadd[0]][startadd[1]]=["", "", 0, 0]

        replay\_list2d[endadd[0]][endadd[1]][2]=endadd[0]

        replay\_list2d[endadd[0]][endadd[1]][3]=endadd[1]

        #Playing Sounds

        if volume\_toggle == True:

            if moves[move\_count][2] != emp:

                playsound("./Sounds/capture.mp3",False)

            elif moves[move\_count][2] == emp:

                playsound("./Sounds/move.mp3",False)

        #Making the piece move on the board

        globals()[f'piece{list\_piece\_numbers[startadd[0]][startadd[1]]}'].goto(coord\_from\_add(endadd[0], endadd[1]))

        if moves[move\_count][2] != emp:

            globals()[f'piece{list\_piece\_numbers[endadd[0]][endadd[1]]}'].ht()

            del globals()[f'piece{list\_piece\_numbers[endadd[0]][endadd[1]]}']

        #Modifying the list\_piecenumbers

        list\_piece\_numbers[endadd[0]][endadd[1]] = list\_piece\_numbers[startadd[0]][startadd[1]]

        list\_piece\_numbers[startadd[0]][startadd[1]]=0

    elif moves[move\_count][0] == "Castling":

        king\_startadd, king\_endadd = moves[move\_count][1][0], moves[move\_count][1][1]

        rook\_startadd, rook\_endadd = moves[move\_count][2][0], moves[move\_count][2][1]

        for startadd, endadd in ((king\_startadd, king\_endadd), (rook\_startadd, rook\_endadd)):

            #Changes in replay\_list2d

            replay\_list2d[endadd[0]][endadd[1]]=replay\_list2d[startadd[0]][startadd[1]]

            replay\_list2d[startadd[0]][startadd[1]]=["", "", 0, 0]

            replay\_list2d[endadd[0]][endadd[1]][2]=endadd[0]

            replay\_list2d[endadd[0]][endadd[1]][3]=endadd[1]

            #Playing Sounds

            if volume\_toggle == True:

                playsound("./Sounds/castling.mp3",False)

            #Making the piece move on the board

            globals()[f'piece{list\_piece\_numbers[startadd[0]][startadd[1]]}'].goto(coord\_from\_add(endadd[0], endadd[1]))

            #Modifying the list\_piecenumbers

            list\_piece\_numbers[endadd[0]][endadd[1]] = list\_piece\_numbers[startadd[0]][startadd[1]]

            list\_piece\_numbers[startadd[0]][startadd[1]]=0

    elif moves[move\_count][0] == "Enpassant":

        #Changes in replay\_list2d

        startadd, endadd = moves[move\_count][1], moves[move\_count][2]

        victimadd = moves[move\_count][3]

        replay\_list2d[endadd[0]][endadd[1]]=replay\_list2d[startadd[0]][startadd[1]]

        replay\_list2d[startadd[0]][startadd[1]]=["", "", 0, 0]

        replay\_list2d[endadd[0]][endadd[1]][2]=endadd[0]

        replay\_list2d[endadd[0]][endadd[1]][3]=endadd[1]

        replay\_list2d[victimadd[0]][victimadd[1]] = emp

        #Playing Sounds

        if volume\_toggle == True:

            playsound("./Sounds/capture.mp3",False)

        #Making the piece move on the board

        globals()[f'piece{list\_piece\_numbers[startadd[0]][startadd[1]]}'].goto(coord\_from\_add(endadd[0], endadd[1]))

        globals()[f'piece{list\_piece\_numbers[victimadd[0]][victimadd[1]]}'].ht()

        del globals()[f'piece{list\_piece\_numbers[victimadd[0]][victimadd[1]]}']

        #Modifying the list\_piecenumbers

        list\_piece\_numbers[endadd[0]][endadd[1]] = list\_piece\_numbers[startadd[0]][startadd[1]]

        list\_piece\_numbers[startadd[0]][startadd[1]] = 0

        list\_piece\_numbers[victimadd[0]][victimadd[1]] = 0

    elif  moves[move\_count][0] == "Pawnpromotion":

        #Changes in replay\_list2d

        replay\_list2d[moves[move\_count][1][0]][moves[move\_count][1][1]] = moves[move\_count][2]

        #Modifying the shape of the piece

        globals()[f'piece{list\_piece\_numbers[moves[move\_count][1][0]][moves[move\_count][1][1]]}'].shape(moves[move\_count][2][0].title())

    move\_count+=1

    try:

        if moves[move\_count][0] == "Pawnpromotion":

            next\_move()

    except:

        pass

    home.wn.onkeypress(previous\_move, "Left")

    home.wn.onkeypress(next\_move, "Right")

#Displays A,B,C, ...H and 1,2,3...8 on the side of the board for whiteview and blackview taking into account the value of boardview

def display\_labels(view):

    home.wn.tracer(0)

    #Deletes the OLD labels

    try:

        home.show\_labels(None, None, None, None, False, True)

    except:

        pass

    try:

        home.show\_labels(None, None, None, None, True, True)

    except:

        pass

    home.wn.tracer(1)

    #Creates the NEW labels

    distance=17

    startdistance=(sqsize/2)+8

    if view=="white":

        home.show\_labels((-size/2)-distance,(-size/2)-distance + verticaldrift, sqsize, startdistance, False)

    elif view=="black":

        home.show\_labels((-size/2)-distance,(-size/2)-distance + verticaldrift, sqsize, startdistance, True)

#Can be used to create a SINGLE piece at the desired board location (UNLIKE pieces\_setup in game.py which creates ALL the pieces in the BASE configuration)

def create\_chess\_piece(row,col,identity, colour):

    global piece\_count, list\_piece\_numbers

    piece\_count+=1

    list\_piece\_numbers[row][col] = piece\_count

    home.wn.tracer(0)

    globals()[f'piece{piece\_count}']=turtle.Turtle()

    globals()[f'piece{piece\_count}'].ht()

    globals()[f'piece{piece\_count}'].pu()

    globals()[f'piece{piece\_count}'].shape(identity.title())

    stretch\_piece = stretch\_square \* 0.2

    border\_width = int(stretch\_piece \* 4)

    globals()[f'piece{piece\_count}'].shapesize(stretch\_piece,stretch\_piece,border\_width)

    globals()[f'piece{piece\_count}'].speed(4)

    if colour == "black":

        globals()[f'piece{piece\_count}'].color(constant.BLACKPIECECLR)

        globals()[f'piece{piece\_count}'].pencolor("black")

    elif colour == "white":

        globals()[f'piece{piece\_count}'].color(constant.WHITEPIECECLR)

        globals()[f'piece{piece\_count}'].pencolor("black")

    globals()[f'piece{piece\_count}'].goto(coord\_from\_add(row, col))

    globals()[f'piece{piece\_count}'].st()

#Return: Central pixel coordinates as a tuple (IMP: Using the global variable boardview, it also acknowledges the changes in BOARD VIEW and returns the coordinates accordingly)

def coord\_from\_add(row, col):

    step=size/8

    if boardview=="white":

        return ((col\*step)-(4\*step)+(step/2)+drift,(4\*step)-(row\*step)-(step/2)+verticaldrift)

    elif boardview=="black":

        return ((-1 \* ((col\*step)-(4\*step)+(step/2)))+drift,(-1 \* ((4\*step)-(row\*step)-(step/2)))+verticaldrift)

def configure\_list(config\_num, update\_moves = False):

    global moves

    temp\_list2d = logic.copy\_of\_init\_list2d()

    mcount = 0

    row\_count = 0

    chess\_not = None

    turn = "white"

    while mcount<config\_num:

        temp\_list2d\_start\_of\_current\_move=[]

        for i in temp\_list2d:

            temp=[]

            for j in i:

                temp.append(j.copy())

            temp\_list2d\_start\_of\_current\_move.append(temp)

        #Modifying temp\_list2d to take it to the desired configuration

        if moves[mcount][0] not in ("Castling", "Enpassant", "Pawnpromotion"):

            srow, scol = moves[mcount][0]

            erow, ecol = moves[mcount][1]

            #Getting the chess notation of the move

            cn\_srow, cn\_scol, cn\_erow, cn\_ecol = srow, scol, erow, ecol

            cn\_castle = False

            if mcount != (len(moves)-1) and moves[mcount+1][0] == "Pawnpromotion":

                cn\_pppiece = moves[mcount+1][2][0]

            else:

                cn\_pppiece = ''

            temp\_list2d[erow][ecol]=temp\_list2d[srow][scol]

            temp\_list2d[srow][scol]=["", "", 0, 0]

            temp\_list2d[erow][ecol][2] = erow

            temp\_list2d[erow][ecol][3] = ecol

        elif moves[mcount][0] == "Castling":

            #Getting the chess notation of the move

            kcol, rcol = moves[mcount][1][1], moves[mcount][2][1]

            cn\_srow, cn\_scol, cn\_erow, cn\_ecol = None, kcol, None, rcol

            cn\_castle = True

            cn\_pppiece = ''

            king\_startadd, king\_endadd = moves[mcount][1][0], moves[mcount][1][1]

            rook\_startadd, rook\_endadd = moves[mcount][2][0], moves[mcount][2][1]

            for startadd, endadd in ((king\_startadd, king\_endadd), (rook\_startadd, rook\_endadd)):

                temp\_list2d[endadd[0]][endadd[1]]=temp\_list2d[startadd[0]][startadd[1]]

                temp\_list2d[startadd[0]][startadd[1]]=["", "", 0, 0]

                temp\_list2d[endadd[0]][endadd[1]][2]=endadd[0]

                temp\_list2d[endadd[0]][endadd[1]][3]=endadd[1]

        elif moves[mcount][0] == "Enpassant":

            srow, scol = moves[mcount][1]

            erow, ecol = moves[mcount][2]

            vicrow, viccol = moves[mcount][3]

            #Getting the chess notation of the move

            cn\_srow, cn\_scol, cn\_erow, cn\_ecol = srow, scol, erow, ecol

            cn\_castle = False

            cn\_pppiece = ''

            temp\_list2d[erow][ecol]=temp\_list2d[srow][scol]

            temp\_list2d[srow][scol]=["", "", 0, 0]

            temp\_list2d[erow][ecol][2] = erow

            temp\_list2d[erow][ecol][3] = ecol

            temp\_list2d[vicrow][viccol] = emp

        elif  moves[mcount][0] == "Pawnpromotion":

            temp\_list2d[moves[mcount][1][0]][moves[mcount][1][1]] = moves[mcount][2]

            mcount+=1

            continue

        mcount += 1

        if not update\_moves:

            continue

        cn\_checkinfo = logic.get\_game\_situation(temp\_list2d)[:2]

        chess\_not = get\_chess\_notation(temp\_list2d\_start\_of\_current\_move, cn\_srow, cn\_scol, cn\_erow, cn\_ecol, cn\_checkinfo, cn\_castle, cn\_pppiece)

        #Adding the move to frame\_moves

        label\_chess\_not = Label(frame\_moves.viewPort, text = chess\_not, bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('Comic Sans', 15, 'bold'), bd = 2, highlightthickness = 2, highlightbackground = constant.LIGHTBGTEXTCLR)

        Label(frame\_moves.viewPort, text = row\_count + 1, bg = constant.DARKBGCLR, fg = constant.DARKBGTEXTCLR, font = ('Comic Sans', 15, 'bold'), bd = 2, highlightthickness = 2, highlightbackground = constant.LIGHTBGTEXTCLR).grid(row = row\_count, column = 0, sticky = NSEW, padx = 1, pady = 1, ipady = 5)

        if turn == "white":

            label\_chess\_not.grid(row = row\_count, column = 1, sticky = NSEW, padx = 1, pady = 1, ipady = 5)

            turn = "black"

        elif turn == "black":

            label\_chess\_not.grid(row = row\_count, column = 2, sticky = NSEW, padx = 1, pady = 1, ipady = 5)

            turn = "white"

            row\_count += 1

    return temp\_list2d

#Deletes all the existing turtle chess pieces on the board, creates new turtle chess pieces for the desired configuration. Updates/Resets replay\_list2d, list\_of\_piece\_numbers, piece\_count and move\_count as well.

def configure\_pieces(config\_num):

    global replay\_list2d, list\_piece\_numbers, piece\_count, move\_count, frame\_moves, moves

    #Reconfiguring the board

    home.wn.tracer(0)

    for i in range(1,piece\_count+1):

        try:

            globals()[f'piece{i}'].ht()

            globals()[f'piece{i}'].clear()

            del globals()[f'piece{i}']

        except:

            pass

    #Initialisation of some variables

    try:

        del replay\_list2d, list\_piece\_numbers, piece\_count, move\_count

    except:

        pass

    list\_piece\_numbers = [[0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0], [0,0,0,0,0,0,0,0]]

    piece\_count = 0

    replay\_list2d = configure\_list(config\_num, False).copy()

    move\_count = config\_num

    update\_timers(config\_num - 1)

    for i in range(8):

        for j in range(8):

            if replay\_list2d[i][j] != emp:

                create\_chess\_piece(i, j, replay\_list2d[i][j][0], logic.colour(replay\_list2d[i][j]))

    home.wn.tracer(1)

    home.wn.listen()

    home.wn.onkeypress(previous\_move, "Left")

    home.wn.onkeypress(next\_move, "Right")

def configure\_game():

    home.wn.tracer(0)

    #Hiding and Deleting all the board turtles on the screen

    for x in range(8):

        for y in range(8):

            try:

                globals()[f't{x}{y}'].ht()

                globals()[f't{x}{y}'].clear()

                del globals()[f't{x}{y}']

            except:

                pass

    for x in range(8):

        for y in range(8):

            try:

                globals()[f'tb{x}{y}'].ht()

                globals()[f'tb{x}{y}'].clear()

                del globals()[f'tb{x}{y}']

            except:

                pass

    board\_setup()

    configure\_pieces(move\_count)

    home.wn.tracer(1)

def switch\_view():

    global boardview

    if boardview == "black":

        boardview="white"

        display\_labels("white")

    elif boardview == "white":

        boardview="black"

        display\_labels("black")

    configure\_pieces(move\_count)

def replay\_main(mat\_no):

    def on\_turtle\_close():

        home.program\_running = False

        home.root\_turtle.destroy()

        try:

            root\_save\_configuration.destroy()

        except:

            pass

        try:

            root\_saved\_configurations.destroy()

        except:

            pass

        database\_functions.close\_connection()

    home.root\_turtle.protocol("WM\_DELETE\_WINDOW", on\_turtle\_close)

    #Receiving all the details of the desired match from the database

    date, start\_time, end\_time, duration, white\_player, black\_player, winner, moves, times, min\_time, increment = database\_functions.receive\_game\_details(mat\_no)

    home.wn.clearscreen()

    home.wn.bgcolor("black")

    white\_name = white\_player.title()

    black\_name = black\_player.title()

    if winner.lower() == 'w':

        home.root\_turtle.title(f'\*{white\_name} vs {black\_name}')

    elif winner.lower() == 'b':

        home.root\_turtle.title(f'{white\_name} vs \*{black\_name}')

    elif winner.lower() == 'd':

        home.root\_turtle.title(f'\*{white\_name} vs \*{black\_name}')

    elif winner.lower() == 's':

        home.root\_turtle.title(f'#{white\_name} vs #{black\_name}')

    print(moves)

    print(times)

    logic.define\_basic\_global\_variables()

    define\_basic\_global\_variables(mat\_no, moves, times, min\_time, increment)

    board\_setup()

    configure\_pieces(0)

    #Adding chess notations of all moves to frame\_moves

    configure\_list(len(moves), True)

    home.wn.tracer(1)

logic.py

import logmessage

def define\_basic\_global\_variables():

    global blrook1, blhor1, blbish1, blqueen, blking, blbish2, blhor2, blrook2, p1, p2, p3, p4, p5, p6, p7, p8,emp,P1, P2, P3, P4, P5, P6, P7, P8, whrook1, whhor1, whbish1, whqueen, whking, whbish2, whhor2, whrook2, colour, list2d, List\_of\_Moves, chance, enpassant\_possible, pawnnum

    #Creating White pieces

    whrook1=["rook", "\*][", 7, 0, False] #Identity(no shortforms. Full name), Symbol(It will be modified based on the "piece" choice given by the user), Rownumber, Columnnumber, Moved?

    whrook2=["rook", "\*][", 7, 7, False] #The numbers for rownumber and columnumber are based on 2D list indexing and not Usual Chess Address

    whhor1=["horse", "\*/>", 7, 1]

    whhor2=["horse", "\*/>", 7, 6]

    whbish1=["bishop", "\*A", 7, 2]

    whbish2=["bishop", "\*A", 7, 5]

    whqueen=["queen", "\*Q", 7, 3]

    whking=["king", "\*$", 7, 4, False]

    P1=["pawn", "\*^", 6, 0, False] #False indicating that the pawn cannot be a victim of en passant capture. When it is susceptible, it will be changed to True.

    P2=["pawn", "\*^", 6, 1, False]

    P3=["pawn", "\*^", 6, 2, False]

    P4=["pawn", "\*^", 6, 3, False]

    P5=["pawn", "\*^", 6, 4, False]

    P6=["pawn", "\*^", 6, 5, False]

    P7=["pawn", "\*^", 6, 6, False]

    P8=["pawn", "\*^", 6, 7, False]

    #Creating Black pieces

    blrook1=["rook", "][", 0, 0, False] #Identity(no shortforms. Full name), Symbol(It will be modified based on the "piece" choice given by the user), Rownumber, Columnnumber

    blrook2=["rook", "][", 0, 7, False] #The numbers for rownumber and columnumber are based on 2D list indexing and not Usual Chess Address

    blhor1=["horse", "/>", 0, 1]

    blhor2=["horse", "/>", 0, 6]

    blbish1=["bishop", "A", 0, 2]

    blbish2=["bishop", "A", 0, 5]

    blqueen=["queen", "Q", 0, 3]

    blking=["king", "$", 0, 4, False]

    p1=["pawn", "^", 1, 0, False]

    p2=["pawn", "^", 1, 1, False]

    p3=["pawn", "^", 1, 2, False]

    p4=["pawn", "^", 1, 3, False]

    p5=["pawn", "^", 1, 4, False]

    p6=["pawn", "^", 1, 5, False]

    p7=["pawn", "^", 1, 6, False]

    p8=["pawn", "^", 1, 7, False]

    emp=["", "", 0, 0] #Empty

    list2d=[[blrook1, blhor1, blbish1, blqueen, blking, blbish2, blhor2, blrook2],[p1, p2, p3, p4, p5, p6, p7, p8],[emp]\*8,[emp]\*8,[emp]\*8,[emp]\*8,[P1, P2, P3, P4, P5, P6, P7, P8],[whrook1, whhor1, whbish1, whqueen, whking, whbish2, whhor2, whrook2]]

    List\_of\_Moves=[]

    chance="white"

    enpassant\_possible=False #Is an en passant capture possible in the next move?

    pawnnum=1 #A number used to identify the pieces which are formed after a pawnpromotion

def copy\_of\_init\_list2d():

    #None of the below variables are global variables. ALL of them are LOCAL variables.

    #Creating White pieces

    whrook1=["rook", "\*][", 7, 0, False] #Identity(no shortforms. Full name), Symbol(It will be modified based on the "piece" choice given by the user), Rownumber, Columnnumber, Moved?

    whrook2=["rook", "\*][", 7, 7, False] #The numbers for rownumber and columnumber are based on 2D list indexing and not Usual Chess Address

    whhor1=["horse", "\*/>", 7, 1]

    whhor2=["horse", "\*/>", 7, 6]

    whbish1=["bishop", "\*A", 7, 2]

    whbish2=["bishop", "\*A", 7, 5]

    whqueen=["queen", "\*Q", 7, 3]

    whking=["king", "\*$", 7, 4, False]

    P1=["pawn", "\*^", 6, 0, False] #False indicating that the pawn cannot be a victim of en passant capture. When it is susceptible, it will be changed to True.

    P2=["pawn", "\*^", 6, 1, False]

    P3=["pawn", "\*^", 6, 2, False]

    P4=["pawn", "\*^", 6, 3, False]

    P5=["pawn", "\*^", 6, 4, False]

    P6=["pawn", "\*^", 6, 5, False]

    P7=["pawn", "\*^", 6, 6, False]

    P8=["pawn", "\*^", 6, 7, False]

    #Creating Black pieces

    blrook1=["rook", "][", 0, 0, False] #Identity(no shortforms. Full name), Symbol(It will be modified based on the "piece" choice given by the user), Rownumber, Columnnumber

    blrook2=["rook", "][", 0, 7, False] #The numbers for rownumber and columnumber are based on 2D list indexing and not Usual Chess Address

    blhor1=["horse", "/>", 0, 1]

    blhor2=["horse", "/>", 0, 6]

    blbish1=["bishop", "A", 0, 2]

    blbish2=["bishop", "A", 0, 5]

    blqueen=["queen", "Q", 0, 3]

    blking=["king", "$", 0, 4, False]

    p1=["pawn", "^", 1, 0, False]

    p2=["pawn", "^", 1, 1, False]

    p3=["pawn", "^", 1, 2, False]

    p4=["pawn", "^", 1, 3, False]

    p5=["pawn", "^", 1, 4, False]

    p6=["pawn", "^", 1, 5, False]

    p7=["pawn", "^", 1, 6, False]

    p8=["pawn", "^", 1, 7, False]

    emp=["", "", 0, 0] #Empty

    return [[blrook1, blhor1, blbish1, blqueen, blking, blbish2, blhor2, blrook2],[p1, p2, p3, p4, p5, p6, p7, p8],[emp]\*8,[emp]\*8,[emp]\*8,[emp]\*8,[P1, P2, P3, P4, P5, P6, P7, P8],[whrook1, whhor1, whbish1, whqueen, whking, whbish2, whhor2, whrook2]]

#generation of a requests link

def generate\_code():

    return 1234

def encrypt(x):

    return x

#Aim: To display any list for debugging purposes

def displaylist(lst):

    colwd=25

    print("-"\*(int(5\*colwd)))

    for i in lst:

        for j in i:

            if colour(j)!="empty":

                clr=colour(j)

            else:

                clr=""

            print(clr+" "+j[0], end=" "\*((colwd//2)-len(j[0]+" "+clr))+"|" + " "\*(colwd//7))

        print()

        print("-"\*(int(5\*colwd)))

#Parameters: Starting address and the ending address as tuples

#Function: In list2d, the piece present in the starting address is moved to the ending address making 3 important changes

def move(add1, add2):

    global list2d

    list2d[add2[0]][add2[1]]=list2d[add1[0]][add1[1]]

    list2d[add1[0]][add1[1]]=emp

    list2d[add2[0]][add2[1]][2]=add2[0]

    list2d[add2[0]][add2[1]][3]=add2[1]

#Parameters: Starting address and the ending address as tuples, the list in which the move is to be made

#Function: In the list given as a parameter, the piece present in the starting address is moved to the ending address making 3 important changes

def validatemove(add1,add2,testf2d):

    testf2d[add2[0]][add2[1]]=testf2d[add1[0]][add1[1]]

    testf2d[add1[0]][add1[1]]=["", "", 0, 0]

    testf2d[add2[0]][add2[1]]=[testf2d[add2[0]][add2[1]][0], testf2d[add2[0]][add2[1]][1], add2[0], add2[1]]

#Aim: To get the colour of the piece

#Parameter: Piece

#Result: "black", "white" or "empty"

def colour(piece):

    if piece[1]=="":

        return "empty"

    elif piece[1][0]=="\*":

        return "white"

    else:

        return "black"

#Given a color, the opposite colour is returned

def oppcolour(clr): #Opposite Colour

    if clr=="black":

        return "white"

    elif clr=="white":

        return "black"

#Aim: To check if two pieces belong to the same team

#Parameters: Example: whrook1, whbish2

#Return: True if they belong to the same team and False if they belong to different teams or if one of the pieces is ["", "", 0, 0]-->empty space

#Explanation: whrook1=["rook", "\*...", rownumber, columnnumber], whbish2=["bishop", "\*...", rownumber, columnnumber]. If the zeroth index of the 1st index of each of the two pieces is equal to \*, both are white. If both do not contain \*, they are both black. If only one of them contain, they are opposite teams. whrook1 and whbish2 belong to the same team.

def sameteam(pc1, pc2):

    if pc1[1]!="" and pc2[1]!="":

        if pc1[1][0]=="\*" and pc2[1][0]=="\*":

            return True

        elif pc1[1][0]!="\*" and pc2[1][0]!="\*":

            return True

        else:

            return False

    else:

        return False

#Aim: (To detect a CHECK, To check if a move will be intercepted by a piece) Given a starting address(based on 2D list indexing) and an ending address(same indexing), finding out all the pieces in between the two addresses on the CHESSBOARD STARTING from the starting address and moving to the ending address.

#Parameters: starting address[given as a tuple], ending address[given as a tuple], a 2 dimensional list

#Note: If the starting address and the ending address lie in the same row, same column or same diagonal, the operation can be done. Otherwise, it cannot be done.

#Return: if pieces present in between return the Pieces in a tuple; if no pieces present, return empty tuple; if operation cannot be carried out, return "Invalid"

#Example: parameters --> (0,1), (7,1), list2d  ;  output --> (value of p2, value of P2, value of whhor1)   ==> Output is a tuple not a list AND the element/piece present in the starting address is NOT given in the output

#Explanation: [Refer to the chessboard on google docs] Between the two addresses given, p2, P2, whhor1 are present. blhor1 is NOT included.

def piecesbetween(add1, add2, f2d):

    if add1==add2:

        return ()

    if add1[0]==add2[0] or add1[1]==add2[1] or abs(add1[0] - add2[0])==abs(add1[1]- add2[1]):

        path=()

        if add1[0]==add2[0]:

            stepr=0

        else:

            stepr=(add2[0]-add1[0])//abs(add2[0]-add1[0])

        if add1[1]==add2[1]:

            stepc=0

        else:

            stepc=(add2[1]-add1[1])//abs(add2[1]-add1[1])

        curadd=(add1[0]+stepr, add1[1]+stepc) #Current address at which we are present and checking for pieces

        complete=False

        while complete==False:

            if curadd==add2:

                complete=True

            if f2d[curadd[0]][curadd[1]] ==["", "", 0, 0]:

                pass

            else:

                path+=(f2d[curadd[0]][curadd[1]],)

            curadd=(curadd[0]+stepr, curadd[1]+stepc) #Changing the value of the current address to the next address which we should check

        return path

    else:

        return "Invalid"

#Returns the rowstepcount and columnstepcount between the starting address and the ending address (NOT in a tuple)

#Possible return values are: 0,1 ; 0,-1 ; 1,0 ; -1,0 ; 1,1 ; 1,-1 ; -1,1 ; -1,-1

def stepcount(add1, add2):

    if add1[0]==add2[0]:

        stepr=0

    else:

        stepr=(add2[0]-add1[0])//abs(add2[0]-add1[0])

    if add1[1]==add2[1]:

        stepc=0

    else:

        stepc=(add2[1]-add1[1])//abs(add2[1]-add1[1])

    return stepr, stepc

#Aim: to check if a move given by the user is valid

#Parameters: Starting address(2D Indexing)(tuple), Ending Address(2D Indexing)(tuple), 2 dimensional list

#Return: True if the move is valid and False if the move is invalid.

def rookmove(add1, add2, f2d):

    level=0

    #1st Level

    if add1[0]==add2[0]: #row numbers

        level+=1

    elif add1[1]==add2[1]: #Column Numbers

        level+=1

    else:

        return False

    #2nd Level

    pathpieces=piecesbetween(add1, add2, f2d)

    if pathpieces ==():

        level+=1

    elif len(pathpieces)==1 and (pathpieces[0][2], pathpieces[0][3])==add2 and sameteam(pathpieces[0], f2d[add1[0]][add1[1]])==False:

        level+=1

    if level==2:

        return True

    else:

        return False

#For a horse, we need not worry about whether there is a piece in between or not.

def hormove(add1, add2, f2d):

    level=0

    #1st Level

    if (add1[0]==add2[0]+1 or add1[0]==add2[0]-1) and (add1[1]==add2[1]+2 or add1[1]==add2[1]-2):

        level+=1

    elif (add1[0]==add2[0]+2 or add1[0]==add2[0]-2) and (add1[1]==add2[1]+1 or add1[1]==add2[1]-1):

        level+=1

    else:

        return False

    #2nd Level

    if sameteam(f2d[add2[0]][add2[1]], f2d[add1[0]][add1[1]])==False:

        level+=1

    if level==2:

        return True

    else:

        return False

def bishmove(add1, add2, f2d):

    level=0

    #1st Level

    if abs(add1[0]-add2[0])==abs(add1[1]-add2[1]):

        level+=1

    else:

        return False

    #2nd Level

    pathpieces=piecesbetween(add1, add2, f2d)

    if pathpieces ==():

        level+=1

    elif len(pathpieces)==1 and (pathpieces[0][2], pathpieces[0][3])==add2 and sameteam(pathpieces[0], f2d[add1[0]][add1[1]])==False:

        level+=1

    if level==2:

        return True

    else:

        return False

def queenmove(add1, add2, f2d):

    level=0

    #1st Level

    if add1[0]==add2[0] or add1[1]==add2[1]:

        level+=1

    elif abs(add1[0]-add2[0])==abs(add1[1]-add2[1]):

        level+=1

    else:

        return False

    #2nd Level

    pathpieces=piecesbetween(add1, add2, f2d)

    if pathpieces ==():

        level+=1

    elif len(pathpieces)==1 and (pathpieces[0][2], pathpieces[0][3])==add2 and sameteam(pathpieces[0], f2d[add1[0]][add1[1]])==False:

        level+=1

    if level==2:

        return True

    else:

        return False

def kingmove(add1, add2, f2d):

    level=0

    #1st Level

    #(add1[0]==add2[0]+1 or add1[0]==add2[0]-1 or add1[0]==add2[0]) and (add1[1]==add2[1] or add1[1]==add2[1]-1 or add1[1]==add2[1]+1)

    if (add1[0]-add2[0])\*\*2 + (add1[1]-add2[1])\*\*2<=2:

        level+=1

    else :

        return False

    #2nd Level

    pathpieces=piecesbetween(add1, add2, f2d)

    if pathpieces ==():

        level+=1

    elif len(pathpieces)==1 and (pathpieces[0][2], pathpieces[0][3])==add2 and sameteam(pathpieces[0], f2d[add1[0]][add1[1]])==False:

        level+=1

    if level==2:

        return True

    else:

        return False

#Parameters: Two addresses are given as tuples, 2 dimensional list

#Will return True if castling is possible, False if not possible

def castle(add1, add2, f2d):

    if not(0<=add1[0]<=7 and 0<=add1[1]<=7 and 0<=add2[0]<=7 and 0<=add2[1]<=7):

        return (False, ((0,0), (0,0)), ((0,0), (0,0)))

    #Converting add2 to possible add of rook

    if add2[1] > add1[1]:

        add2 = (add2[0], add2[1] + 1)

    elif add2[1] < add1[1]:

        add2 = (add2[0], add2[1] - 2)

    #Getting the relevant pieces

    pc1=f2d[add1[0]][add1[1]]

    pc2=f2d[add2[0]][add2[1]]

    caslevel1=False

    if pc1[0]=="king" and pc2[0]=="rook":

        caslevel1=True

    logmessage.log("       Caslevel1: (King has been moved correctly for a castle) ", caslevel1)

    caslevel1\_1=False

    if caslevel1==True:

        if abs(add1[1]-add2[1])==3:

            if f2d[add1[0]][pc2[3]-1]==["", "", 0, 0] and f2d[add1[0]][pc2[3]-2]==["", "", 0, 0]:

                caslevel1\_1=True

        elif abs(add1[1]-add2[1])==4:

            if f2d[add1[0]][pc2[3]+1]==["", "", 0, 0] and f2d[add1[0]][pc2[3]+2]==["", "", 0, 0] and f2d[add1[0]][pc2[3]+3]==["", "", 0, 0] :

                caslevel1\_1=True

    if caslevel1==True:

        logmessage.log("       Caslevel1\_1: (Squares in between are empty) ", caslevel1\_1)

    caslevel2=False

    if caslevel1\_1==True and check((pc1[2], pc1[3]), f2d)[0]==False:

        caslevel2=True

    if caslevel1\_1==True:

        logmessage.log("       Caslevel2: (Castling king is not facing a check) ", caslevel2)

    caslevel3=False

    if caslevel2==True and sameteam(pc1, pc2)==True and pc1[4]==False and pc2[4]==False and len(piecesbetween(add1, add2, f2d))==1:

        caslevel3=True

    if caslevel2==True:

        logmessage.log("       Caslevel3: (Both the pieces belong to the same team) ", caslevel3)

    caslevel4=False

    if caslevel3==True:

        clist2d=[]

        for i in f2d:

            temp=[]

            for j in i:

                temp.append(j.copy())

            clist2d.append(temp)

        if abs(add1[1]-add2[1])==3:

            validatemove((pc1[2], pc1[3]), (pc1[2], pc1[3]+1), clist2d)

            if check((pc1[2], pc1[3]+1), clist2d)[0]==False:

                caslevel4=True

                newkingadd=(pc1[2], pc1[3]+2)

                newrookadd=(pc2[2], pc2[3]-2)

        elif abs(add1[1]-add2[1])==4:

            validatemove((pc1[2], pc1[3]), (pc1[2], pc1[3]-1), clist2d)

            if check((pc1[2], pc1[3]-1), clist2d)[0]==False:

                caslevel4=True

                newkingadd=(pc1[2], pc1[3]-2)

                newrookadd=(pc2[2], pc2[3]+3)

    if caslevel4==True:

        castleinfo=(True, ((pc1[2], pc1[3]), newkingadd), ((pc2[2], pc2[3]), newrookadd))

        return (True, ((pc1[2], pc1[3]), newkingadd), ((pc2[2], pc2[3]), newrookadd)) #Castle is possible or not?, King's starting and ending add, rook's S and E add

    elif caslevel4==False:

        return (False, ((0,0), (0,0)), ((0,0), (0,0)))

#Movement of the pawn is slightly complicated. Depending on whether it is black or white, it can only move in ONE direction. It can move CROSS only if something can be attacked.

#Parameters: Starting address[2D indexing], ending address[2D indexing], 2 dimensional list

#Return: if the move is straight and there is 'NO piece in the ending address' return True; if the move is cross there is a piece of the OPPOSITE team in the ending address return True

#Incorporated starting double move and En Passant also

#The returned tuple consists of 3 boolean values and 1 tuple: Is the move possible?, Is the moving pawn a possible en passant victim in the next move?, Is the moving pawn killing another pawn by en passant?, The address of the pawn which has to be killed.

def pawnmove(add1, add2, f2d):

    if f2d[add1[0]][add1[1]][1]=="\*^": #White Checking

        if  add2[0]-add1[0]==-1: #For white, row should decrease.

            if add1[1]==add2[1]: #Checking if the column is the same

                if f2d[add2[0]][add2[1]][1]=="": #Checking if the ending address is empty

                    return (True, False, False, None)

                else:

                    return (False, False,False, None)

            elif abs(add2[1]-add1[1])==1: #Checking if the pawn has moved cross

                if sameteam(f2d[add1[0]][add1[1]], f2d[add2[0]][add2[1]])==False and f2d[add2[0]][add2[1]]!=["", "", 0, 0]: #Checking if the ending address is occupied by a black piece

                    return (True, False,False, None)

                elif f2d[add2[0]][add2[1]]==["", "", 0, 0] and f2d[add1[0]][add2[1]][0]=="pawn" and f2d[add1[0]][add2[1]][4]==True:

                    return (True, False, True, (add1[0],add2[1]))

                else:

                    return (False, False,False, None)

        elif add2[0]-add1[0]==-2 and add1[0]==6:

            if add1[1]==add2[1]: #Checking if the column is the same

                if f2d[add2[0]][add2[1]][1]=="": #Checking if the ending address is empty

                    return (True, True,False, None)

                else:

                    return (False, False,False, None)

        else:

            return (False, False, False, None)

    elif f2d[add1[0]][add1[1]][1]=="^": #Black Checking

        if  add2[0]-add1[0]==1: #For black, row should increase.

            if add1[1]==add2[1]: #Checking if the column is the same

                if f2d[add2[0]][add2[1]][1]=="": #Checking if the ending address is empty

                    return (True, False,False, None)

                else:

                    return (False, False,False, None)

            elif abs(add2[1]-add1[1])==1: #Checking if the pawn has moved cross

                if sameteam(f2d[add1[0]][add1[1]], f2d[add2[0]][add2[1]])==False and f2d[add2[0]][add2[1]]!=["", "", 0, 0]: #Checking if the ending address is occupied by a white piece

                    return (True, False,False, None)

                elif f2d[add2[0]][add2[1]]==["", "", 0, 0] and f2d[add1[0]][add2[1]][0]=="pawn" and f2d[add1[0]][add2[1]][4]==True:

                    return (True, False, True,(add1[0],add2[1]))

                else:

                    return (False, False,False, None)

        elif add2[0]-add1[0]==2 and add1[0]==1:

            if add1[1]==add2[1]: #Checking if the column is the same

                if f2d[add2[0]][add2[1]][1]=="": #Checking if the ending address is empty

                    return (True, True,False, None)

                else:

                    return (False, False,False, None)

        else:

            return (False, False,False, None)

    return (None, None,False, None)

#Parameters: First address, Second address, 2 dimensional list

#Function: Given that a piece CAN MOVE from the first address to the second address, extend return the addresses (tuples) of all the squares following the first address along the line(first add, second add) that are either free or occupied by a piece opposite to the piece present in the starting address.

#In short, it gives the reach of the piece present in the first address given that it can move from the first address to the second address.

def extend(add1, add2, f2d):

    r,c=add1[0], add1[1]

    if colour(f2d[r][c])=="white":

        for m in f2d:

            for n in m:

                if n[1]=="\*$":

                    extendking=n #King of the piece which is being moved. We need to see if the king of the piece which is moving suffers a check or not

    elif colour(f2d[r][c])=="black":

        for m in f2d:

            for n in m:

                if n[1]=="$":

                    extendking=n

    stepr, stepc=stepcount(add1, add2)

    piece=f2d[add1[0]][add1[1]]

    rowcounter, colcounter=add2[0], add2[1]

    tup=()

    while True:

        if 0<=rowcounter<=7 and 0<=colcounter<=7:

            if sameteam(piece, f2d[rowcounter][colcounter])==False:

                templist2d=[]

                for l in f2d:

                    temp=[]

                    for k in l:

                        temp.append(k.copy())

                    templist2d.append(temp)

                validatemove((r,c), (rowcounter,colcounter), templist2d)

                if check((extendking[2], extendking[3]), templist2d)[0]==False:

                    tup+=((rowcounter, colcounter),)

                if colour(f2d[rowcounter][colcounter])=="white" or colour(f2d[rowcounter][colcounter])=="black":

                    break

            else:

                break

            rowcounter+=stepr

            colcounter+=stepc

        else:

            break

    return tup

#Given an address and a 2 dimensional list, it returns the addresses of all the squares that the piece present in the starting address can go to as a TUPLE.

def legal(add,f2d):

    if colour(f2d[add[0]][add[1]])=="empty":

        return (False, ())

    global legaladdresses

    legaladdresses=()

    r,c=add[0], add[1]

    if colour(f2d[r][c])=="white":

        for m in f2d:

            for n in m:

                if n[1]=="\*$":

                    king=n #King of the piece which is being moved. We need to see if the king of the piece which is moving suffers a check or not

    elif colour(f2d[r][c])=="black":

        for m in f2d:

            for n in m:

                if n[1]=="$":

                    king=n

    def aroundcheck(add, f2d, a1, a2, a3, a4, a5, a6, a7, a8):

        global legaladdresses

        r,c=add[0], add[1]

        pc=f2d[r][c][0]

        ru=cl=8

        if r>=1:

            ru=r-1

        if c>=1:

            cl=c-1

        around=[a1,a2,a3,a4,a5,a6,a7,a8]

        addresses=[(r, c+1), (ru, c+1), (ru, c), (ru, cl), (r, cl), (r+1, cl), (r+1, c), (r+1, c+1)]

        for i in range(8):

            if around[i]==False:

                addresses[i]=(None, None)

        for i,j in addresses:

            try:

                if i!=None:

                    templist2d=[]

                    for l in f2d:

                        temp=[]

                        for k in l:

                            temp.append(k.copy())

                        templist2d.append(temp)

                    if pc=="pawn":

                        level1=pawnmove((r,c), (i,j), templist2d)[0] #Pawn attacking and moving has different rules.

                    else:

                        level1=not(sameteam(f2d[r][c], f2d[i][j])) #All other pieces have the same rules of attacking and moving

                    if level1!=True:

                        continue

                    validatemove((r,c), (i,j), templist2d)

                    if colour(f2d[r][c])=="white":

                        for m in templist2d:

                            for n in m:

                                if n[1]=="\*$":

                                    teamking=n #King of the piece which is being moved. We need to see if the king of the piece which is moving suffers a check or not

                    elif colour(f2d[r][c])=="black":

                        for m in templist2d:

                            for n in m:

                                if n[1]=="$":

                                    teamking=n

                    if check((teamking[2], teamking[3]), templist2d)[0]==False:

                        if pc=="king" or pc=="horse" or pc=="pawn":

                            legaladdresses+=((i,j),)

                        elif pc=="queen" or pc=="bishop" or pc=="rook":

                            if colour(f2d[i][j])=="empty":

                                for k in extend(add, (i,j), f2d):

                                    legaladdresses+=(k,)

                            else:

                                legaladdresses+=((i,j),)

                    if pc=="pawn" and colour(f2d[i][j])=="empty":

                        stepr=i-r

                        nextr=i+stepr

                        templist2d=[]

                        for l in f2d:

                            temp=[]

                            for k in l:

                                temp.append(k.copy())

                            templist2d.append(temp)

                        validatemove((r,c), (nextr, j), templist2d)

                        if pawnmove((r,c), (nextr, j), f2d)[0]==True:

                            if check((teamking[2], teamking[3]), templist2d)[0]==False:

                                legaladdresses+=((nextr, j),)

            except IndexError:

                pass

        if legaladdresses==():

            return (False, legaladdresses)

        else:

            return (True, legaladdresses)

    def aroundhorsecheck(add, f2d):

        global legaladdresses

        r=add[0]

        c=add[1]

        rowu=rowuu=coll=colll=8 #rowup, rowupup, columnleft, columnleftleft

        if r-1>=0:

            rowu=r-1

        if r-2>=0:

            rowuu=r-2

        if c-1>=0:

            coll=c-1

        if c-2>=0:

            colll=c-2

        addresses=((rowu, c+2),(r+1, c+2),(rowuu, c+1),(r+2, c+1),(rowu, colll),(r+1, colll),(rowuu, coll),(r+2, coll))

        for i, j in addresses:

            try:

                templist2d=[]

                for l in f2d:

                    temp=[]

                    for k in l:

                        temp.append(k.copy())

                    templist2d.append(temp)

                level1=not(sameteam(f2d[r][c], f2d[i][j]))

                if level1!=True:

                        continue

                validatemove((r,c), (i,j), templist2d)

                if colour(f2d[r][c])=="white":

                    for m in templist2d:

                        for n in m:

                            if n[1]=="\*$":

                                teamking=n #King of the piece which is being moved. We need to see if the king of the piece which is moving suffers a check or not

                elif colour(f2d[r][c])=="black":

                    for m in templist2d:

                        for n in m:

                            if n[1]=="$":

                                teamking=n

                if check((teamking[2], teamking[3]), templist2d)[0]==False:

                    legaladdresses+=((i,j),)

            except IndexError:

                pass

        if legaladdresses==():

            return (False, legaladdresses)

        else:

            return (True, legaladdresses)

    if check((king[2], king[3]), f2d)[0]==True and (f2d[r][c][0]=="rook" or f2d[r][c][0]=="bishop" or f2d[r][c][0]=="queen"):

        attpcs=check((king[2], king[3]), f2d)[1] #Attacking Pieces

        logmessage.log("Legal: Check=True: attpcs ", attpcs)

        for indattpc in attpcs: #Individual Attacking Piece

            rowf=indattpc[2] #Row number of the attacking piece

            colf=indattpc[3] #Column number of the attacking piece

            rowstep, colstep=stepcount((king[2], king[3]), (rowf, colf)) #Gives us the rowstep value and the colstep value to gradually move from the king's address to the attackers's address

            rowcounter=king[2]+rowstep

            colcounter=king[3]+colstep

            locations=()

            if indattpc[0]=="horse":

                locations+=(indattpc,)

            else:

                while True:

                    if rowcounter==rowf and colcounter==colf:

                        locations+=(indattpc,)

                        break

                    bwsquare=["", "", rowcounter, colcounter] #Between square

                    locations+=(bwsquare,)

                    rowcounter+=rowstep

                    colcounter+=colstep

            for indsquares in locations: #Individual squares in between the king and the attacking species

                templist2d=[]

                for l in f2d:

                    temp=[]

                    for k in l:

                        temp.append(k.copy())

                    templist2d.append(temp)

                checklevel1=False

                if f2d[r][c][0]=="rook":

                    if rookmove((r,c), (indsquares[2], indsquares[3]), templist2d)==True:

                        validatemove((r,c), (indsquares[2], indsquares[3]), templist2d)

                        checklevel1=True

                elif f2d[r][c][0]=="bishop":

                    if bishmove((r,c), (indsquares[2], indsquares[3]), templist2d)==True:

                        validatemove((r,c), (indsquares[2], indsquares[3]), templist2d)

                        checklevel1=True

                elif f2d[r][c][0]=="queen":

                    if queenmove((r,c), (indsquares[2], indsquares[3]), templist2d)==True:

                        validatemove((r,c), (indsquares[2], indsquares[3]), templist2d)

                        checklevel1=True

                if checklevel1==True:

                    if colour(f2d[r][c])=="white":

                        for m in templist2d:

                            for n in m:

                                if n[1]=="\*$":

                                    teamking=n #King of the piece which is being moved. We need to see if the king of the piece which is moving suffers a check or not

                    elif colour(f2d[r][c])=="black":

                        for m in templist2d:

                            for n in m:

                                if n[1]=="$":

                                    teamking=n

                    if check((teamking[2], teamking[3]), templist2d)[0]==False:

                        legaladdresses+=((indsquares[2], indsquares[3]),)

    else:

        if f2d[r][c][0]=="king":

            return aroundcheck((r,c), f2d, True, True, True, True, True, True, True, True)

        elif f2d[r][c][0]=="queen":

            return aroundcheck((r,c), f2d, True, True, True, True, True, True, True, True)

        elif f2d[r][c][0]=="rook":

            return aroundcheck((r,c), f2d, True, False, True, False, True, False, True, False)

        elif f2d[r][c][0]=="bishop":

            return aroundcheck((r,c), f2d, False, True, False, True, False, True, False, True)

        elif f2d[r][c][0]=="pawn":

            return aroundcheck((r,c), f2d, False, True, True, True,False,True,True,True)

        elif f2d[r][c][0]=="horse":

            return aroundhorsecheck((r,c), f2d)

    if legaladdresses==():

        return (False, legaladdresses)

    else:

        return (True, legaladdresses)

#Aim: Detection of a Check

#Parameters: king's position as a tuple, 2 dimensional list

#Result: if a check is possible, return (True, all the attacking pieces in a tuple). If not return (False, ())

def check(add,f2d):

    attack=()

    #Checking all pieces except Horse

    leftadd=(add[0], 0)

    left=piecesbetween(add, leftadd, f2d)

    rightadd=(add[0], 7)

    right=piecesbetween(add, rightadd, f2d)

    topadd=(0, add[1])

    top=piecesbetween(add, topadd, f2d)

    bottomadd=(7, add[1])

    bottom=piecesbetween(add, bottomadd, f2d)

    neadd=(add[0]-min(abs(add[0]-0), abs(7-add[1])),add[1]+min(abs(add[0]-0), abs(7-add[1])))  #North east - ne

    ne=piecesbetween(add, neadd, f2d)

    nwadd=(add[0]-min(abs(add[0]-0), abs(0-add[1])),add[1]-min(abs(add[0]-0), abs(0-add[1]))) #North west - nw

    nw=piecesbetween(add, nwadd, f2d)

    swadd=(add[0]+min(abs(add[0]-7), abs(0-add[1])),add[1]-min(abs(add[0]-7), abs(0-add[1]))) #South west - sw

    sw=piecesbetween(add, swadd, f2d)

    seadd=(add[0]+min(abs(add[0]-7), abs(7-add[1])),add[1]+min(abs(add[0]-7), abs(7-add[1]))) #South east - se

    se=piecesbetween(add, seadd, f2d)

    alldir=[left, right, top, bottom, ne, nw, se, sw]

    count=0

    for i in alldir:

        if i==():

            pass

        else:

            if i[0][0]=="horse":

                pass

            else:

                if sameteam(i[0], f2d[add[0]][add[1]])==False:

                    if (i[0][0]=="rook" or i[0][0]=="queen") and count in range(4):

                        attack+=(i[0],)

                    elif (i[0][0]=="bishop" or i[0][0]=="queen") and count in (4,5,6,7):

                        attack+=(i[0],)

                    elif i[0][0]=="pawn" and ((add[0]-i[0][2])\*\*2 + (add[1]-i[0][3])\*\*2)==2:

                        if i[0][1][0]=="\*" and count in (6,7):

                            attack+=(i[0],)

                        elif i[0][1][0]!="\*" and count in (4,5):

                            attack+=(i[0],)

                    elif i[0][0]=="king" and (i[0][2]-add[0])\*\*2 + (i[0][3]-add[1])\*\*2<=2:

                        return (True, (i[0],))

        count+=1

    #Checking Horse

    r=add[0]

    c=add[1]

    rowu=rowuu=coll=colll=8 #rowup, rowupup, columnleft, columnleftleft

    if r-1>=0:

        rowu=r-1

    if r-2>=0:

        rowuu=r-2

    if c-1>=0:

        coll=c-1

    if c-2>=0:

        colll=c-2

    addresses=((rowu, c+2),(r+1, c+2),(rowuu, c+1),(r+2, c+1),(rowu, colll),(r+1, colll),(rowuu, coll),(r+2, coll))

    for tup in addresses:

        try:

            if f2d[tup[0]][tup[1]][0]=="horse" and sameteam(f2d[tup[0]][tup[1]], f2d[r][c])==False:

                attack+=(f2d[tup[0]][tup[1]],)

        except IndexError:

            pass

    if attack==():

        return (False, attack)

    else:

        return (True, attack)

#Aim: [Underlying aim is to detect a checkmate] Given an address and its status(empty or non-empty), being able to detect whether any piece of the SPECIFIED colour can enter the address either by just occupying or attacking

#Parameters: address(tuple), empty=True or False, clr=what is the colour of the piece you are looking for to occupy the given address, 2 dimensional list

#Note: Either of the kings cannot be considered for moving into the required square.

#Return: if some piece satisfying the GIVEN conditions is present, return (True, pieces in a tuple), If ot, return (False, ())

def capture(add, empty, clr, f2d):

    attack=()

    leftadd=(add[0], 0)

    left=piecesbetween(add, leftadd, f2d)

    rightadd=(add[0], 7)

    right=piecesbetween(add, rightadd, f2d)

    topadd=(0, add[1])

    top=piecesbetween(add, topadd, f2d)

    bottomadd=(7, add[1])

    bottom=piecesbetween(add, bottomadd, f2d)

    neadd=(add[0]-min(abs(add[0]-0), abs(7-add[1])),add[1]+min(abs(add[0]-0), abs(7-add[1])))  #North east - ne

    ne=piecesbetween(add, neadd, f2d)

    nwadd=(add[0]-min(abs(add[0]-0), abs(0-add[1])),add[1]-min(abs(add[0]-0), abs(0-add[1]))) #North west - nw

    nw=piecesbetween(add, nwadd, f2d)

    swadd=(add[0]+min(abs(add[0]-7), abs(0-add[1])),add[1]-min(abs(add[0]-7), abs(0-add[1]))) #South west - sw

    sw=piecesbetween(add, swadd, f2d)

    seadd=(add[0]+min(abs(add[0]-7), abs(7-add[1])),add[1]+min(abs(add[0]-7), abs(7-add[1]))) #South east - se

    se=piecesbetween(add, seadd, f2d)

    alldir=[left, right, top, bottom, ne, nw, se, sw]

    count=0

    for i in alldir:

        if i==():

            pass

        else:

            if i[0][0]=="horse":

                pass

            else:

                if colour(i[0])==clr:

                    if (i[0][0]=="rook" or i[0][0]=="queen") and count in range(4):

                        attack+=(i[0],)

                    elif (i[0][0]=="bishop" or i[0][0]=="queen") and count in (4,5,6,7):

                        attack+=(i[0],)

                    elif i[0][0]=="pawn":

                        if empty==True and count in (2,3):

                            if clr=="black" and (add[0]-i[0][2]==1 or (add[0]-i[0][2]==2 and i[0][2]==1)):

                                attack+=(i[0],)

                            elif clr=="white" and (add[0]-i[0][2]==-1 or (add[0]-i[0][2]==-2 and i[0][2]==6)):

                                attack+=(i[0],)

                        elif empty==False:

                            if clr=="black" and count in (4,5) and ((add[0]-i[0][2])\*\*2 + (add[1]-i[0][3])\*\*2 ==2):

                                attack+=(i[0],)

                            elif clr=="white" and count in (6,7) and ((add[0]-i[0][2])\*\*2 + (add[1]-i[0][3])\*\*2 ==2):

                                attack+=(i[0],)

        count+=1

    #Checking Horse

    r=add[0]

    c=add[1]

    rowu=rowuu=coll=colll=8 #rowup, rowupup, columnleft, columnleftleft

    if r-1>=0:

        rowu=r-1

    if r-2>=0:

        rowuu=r-2

    if c-1>=0:

        coll=c-1

    if c-2>=0:

        colll=c-2

    addresses=((rowu, c+2),(r+1, c+2),(rowuu, c+1),(r+2, c+1),(rowu, colll),(r+1, colll),(rowuu, coll),(r+2, coll))

    for tup in addresses:

        try:

            if f2d[tup[0]][tup[1]][0]=="horse" and colour(f2d[tup[0]][tup[1]])==clr:

                attack+=(f2d[tup[0]][tup[1]],)

        except IndexError:

            pass

    if attack==():

        return (False, attack)

    else:

        return (True, attack)

#Aim: Detecting a Checkmate

#Parameters: Address of the king for whom you would like to validate for checkmate(tuple), 2 dimensional list

#Return: True if it is a checkmate and return False if it is not a checkmate.

def checkmate(add, f2d):

    attack=check(add,f2d)[1]

    if attack==():

        return False

    logmessage.log("\nCHECK!")

    logmessage.log("Pieces attacking the king:", attack)

    oppclr=oppcolour(colour(f2d[add[0]][add[1]]))  #The colour opposite to the king's colour which the king can attack

    kingclr=colour(f2d[add[0]][add[1]])

    logmessage.log("Attacked King colour: ", kingclr)

    logmessage.log("Opposite King Colour: ", oppclr)

    #Checking whether the king can move to a SAFE square around it either by just moving or by attacking another piece

    r,c=add[0], add[1]

    ru=8

    cl=8

    if r-1>=0:

        ru=r-1

    if c-1>=0:

        cl=c-1

    addresses=((r,c+1), (ru, c+1) ,(ru, c) ,(ru, cl) ,(r, cl) ,(r+1, cl) ,(r+1, c) ,(r+1, c+1))

    logmessage.log(addresses)

    for tup in addresses:

        testf2d=[]

        for i in f2d:

            temp=[]

            for j in i:

                temp.append(j.copy())

            testf2d.append(temp)

        try:

            if colour(testf2d[tup[0]][tup[1]])=="empty" or colour(testf2d[tup[0]][tup[1]])==oppclr:

                validatemove((r,c), tup, testf2d)

                logmessage.log("Pieces which can capture the king if it moves to the given adjacent square: ", tup, capture((tup[0], tup[1]), False, oppclr, testf2d))

                capturecheck=True

                if kingclr=="white":

                    #rok and cok-row of opposite king and column of opposite king

                    for i in testf2d:

                        for j in i:

                            if j[1]=="$":

                                rok, cok=j[2], j[3]

                    if (rok-tup[0])\*\*2 + (cok-tup[1])\*\*2<=2:

                        capturecheck=False

                elif kingclr=="black":

                    #rok and cok-row of opposite king and column of opposite king

                    for i in testf2d:

                        for j in i:

                            if j[1]=="\*$":

                                rok, cok=j[2], j[3]

                    if (rok-tup[0])\*\*2 + (cok-tup[1])\*\*2<=2:

                        capturecheck=False

                if capturecheck==True and capture((tup[0], tup[1]), False, oppclr, testf2d)[0]==False:

                    return False

        except IndexError:

            pass

    if len(attack)>=2:

        #If there are multiple pieces attacking the king, the king has no option but to move simply or by attacking a piece.(This has already been validated in the beginning of this function)

        pass

    else:

        if attack[0][0]=="horse":

            #If there is a horse attacking a king, the king has no option but to move simply or by attacking a piece. Or the horse which is attacking can be killed.(This has already been validated in the beginning of this function)

            if capture((attack[0][2], attack[0][3]), False, kingclr,f2d)[0]==True:

                for i in capture((attack[0][2], attack[0][3]), False, kingclr,f2d)[1]:

                    #duplicate f2

                    dupf2d=[]

                    for k in f2d:

                        temp=[]

                        for j in k:

                            temp.append(j.copy())

                        dupf2d.append(temp)

                    validatemove((i[2], i[3]),(attack[0][2],attack[0][3]), dupf2d)

                    if check((r,c), dupf2d)[0]==False:

                        return False

        else:

            #If only one piece is attacking a king, the king can move, attack or some piece from the king's team can come in between and block OR some piece of the king's team can kill the piece giving a check

            rowf=attack[0][2] #Row number of the attacking piece

            colf=attack[0][3] #Column number of the attacking piece

            rowstep, colstep=stepcount((r,c), (rowf, colf)) #Gives us the rowstep value and the colstep value to gradually move from the king's address to the attackers's address

            rowcounter=r+rowstep

            colcounter=c+colstep

            success=False

            while success==False:

                if rowcounter==rowf and colcounter==colf:

                    success=True

                    if capture((rowcounter, colcounter), False, kingclr, f2d)[0]==True:

                        logmessage.log("Pieces which can attack the attacking piece: ",(rowcounter, colcounter), capture((rowcounter, colcounter), False, kingclr, f2d))

                        for i in capture((rowcounter, colcounter), False, kingclr, f2d)[1]:

                            #duplicate f2d

                            dupf2d=[]

                            for k in f2d:

                                temp=[]

                                for j in k:

                                    temp.append(j.copy())

                                dupf2d.append(temp)

                            validatemove((i[2], i[3]),(rowf,colf), dupf2d)

                            if check((r,c), dupf2d)[0]==False:

                                return False

                else:

                    if capture((rowcounter, colcounter), True, kingclr, f2d)[0]==True:

                        logmessage.log("Pieces which can block the attacking piece: ",(rowcounter, colcounter) ,capture((rowcounter, colcounter), True, kingclr, f2d))

                        for i in capture((rowcounter, colcounter), True, kingclr, f2d)[1]:

                            #duplicate f2d

                            dupf2d=[]

                            for k in f2d:

                                temp=[]

                                for j in k:

                                    temp.append(j.copy())

                                dupf2d.append(temp)

                            validatemove((i[2], i[3]),(rowcounter,colcounter), dupf2d)

                            if check((r,c), dupf2d)[0]==False:

                                return False

                rowcounter+=rowstep

                colcounter+=colstep

    return True

#Aim: Detecting a Stalemate

#Parameters: 2 dimensional list, Is any king under check?

#Return: True if it is a stalemate and return False if it is not a stalemate.

def stalemate(f2d, checkval):

    #Stalemate Checking

    if checkval==True:

        return False

    for i in f2d:

        for j in i:

            if chance==colour(j) and legal((j[2], j[3]), f2d)[0]==True:

                return False

    return True

#The main function which is called by the display subsection of the program. This functions unifies all the functions present in Logic.py

#Return a long tuple containing all the information which the display subsection of the program would need.

#Returns: (Validity of Move, starting address, ending address, is it a check?, is it a checkmate?, is pawnpromotion possible? , Is castling possible?, are any legal moves possible for the piece present in the starting address? ,Possible legal addresses as a tuple)

def gameprocessing(add1, add2, update=False): #Starting address, Ending address

    #list2d ==> Live Board

    #newlist2d ==> To be used for checks and checkmates

    global chance, list2d, list2d\_start\_of\_current\_move, enpassant\_possible, enpassant\_possiblevictim

    enpassantcapture=False #WIll be changed to True if a pawn is en passant capturing another pawn in this move. False is a default value

    enpassant\_killedpawn\_add=None

    if add2==(None, None):

        return (False, add1, add2, False, False, False, False, legal(add1, list2d)[0],legal(add1, list2d)[1], False, None, False)

    if add1==add2:

        return (False, add1, add2, False, False, False, False, legal(add1, list2d)[0],legal(add1, list2d)[1], False, None, False)

    newlist2d=[]

    for i in list2d:

        temp=[]

        for j in i:

            temp.append(j.copy())

        newlist2d.append(temp)

    list2d\_start\_of\_current\_move = []

    for i in list2d:

        temp=[]

        for j in i:

            temp.append(j.copy())

        list2d\_start\_of\_current\_move.append(temp)

    pc=list2d[add1[0]][add1[1]] #piece - pc

    logmessage.log("")

    logmessage.log("Chance: ", chance)

    level1=False

    if colour(pc)==chance:

        level1=True

    logmessage.log("Level1: (The correct player is playing) ", level1)

    level2=False

    if level1==True:

        if pc[0]=="rook" and rookmove(add1, add2, list2d)==True:

            level2=True

        elif pc[0]=="horse" and hormove(add1, add2, list2d)==True:

            level2=True

        elif pc[0]=="bishop" and bishmove(add1, add2, list2d)==True:

            level2=True

        elif pc[0]=="queen" and queenmove(add1, add2, list2d)==True:

            level2=True

        elif pc[0]=="king" and kingmove(add1, add2, list2d)==True:

            level2=True

        elif pc[0]=="pawn" and pawnmove(add1, add2, list2d)[0]==True:

            enpassantcapture=pawnmove(add1, add2, list2d)[2]

            enpassant\_killedpawn\_add=pawnmove(add1, add2, list2d)[3]

            level2=True

    if level1==True:

        logmessage.log("Level2: (The selected piece is CAPABLE of moving to the specified location) ", level2)

    level2alter=False #Alternate level2 incorporating castling

    if level1==True:

        if level2 == False:

            try:

                castleinfo=castle(add1, add2, list2d)

                if castleinfo[0]==True:

                    level2alter=True

            except:

                pass

    if level2==True:

        logmessage.log("Level2alter: (Alternate Level2) (Castling is Possible) ", level2alter)

    #Changing newlist2d to use it for check and checkmate

    if level2==True:

        validatemove(add1, add2, newlist2d)

    elif level2alter==True:

        #Converting the end row, col click to rook square row, col

        if add2[1] > add1[1]:

            add2 = (add2[0], add2[1] + 1)

        elif add2[1] < add1[1]:

            add2 = (add2[0], add2[1] - 2)

        validatemove(castleinfo[1][0], castleinfo[1][1], newlist2d)

        validatemove(castleinfo[2][0], castleinfo[2][1], newlist2d)

    for i in newlist2d:

        for j in i:

            if j[1]=="\*$":

                newwhking=j

            elif j[1]=="$":

                newblking=j

    level3=False

    if level2==True or level2alter==True:

        if chance=="white":

            if check((newwhking[2], newwhking[3]),newlist2d)[0]==False:

                level3=True

        if chance=="black":

            if check((newblking[2], newblking[3]), newlist2d)[0]==False:

                level3=True

    if level2alter==True:

        logmessage.log("Level3: (Player's king is safe after the move) ", level3)

    level4=False

    if level3==True:

        if ((newwhking[2]-newblking[2])\*\*2 + (newwhking[3]-newblking[3])\*\*2 >2):

            level4=True

    if level3==True:

        logmessage.log("Level4: (Kings are NOT too close) ", level4)

    if level4==True:

        #Incorporating En Passant: Making changes to the pawn's detail list and changing the value of enpassant\_possible

        if enpassant\_possible==True: #This statement can be passed only if pawnmove(add1, add2, list2d)[1] was passed in the previous move

            enpassant\_possible=False

            enpassant\_possiblevictim[4]=False

            enpassant\_possiblevictim=[None, None]

            del enpassant\_possiblevictim

        if pawnmove(add1, add2, list2d)[1]==True:

            pc[4]=True

            enpassant\_possiblevictim=pc #The pawn which is susceptible to an enpassant capture in the next move

            enpassant\_possible=True #An en passant capture is possible in the next move

        if level2==True:

            if pc[0]=="king": #Indicating that the king has started moving

                pc[4]=True

            elif pc[0]=="rook":# Indicating that the rook has started moving

                pc[4]=True

            piece\_at\_endinglocation=list2d[add2[0]][add2[1]]

            move(add1, add2)

            if enpassantcapture==True:

                piece\_at\_victimlocation = list2d[enpassant\_killedpawn\_add[0]][enpassant\_killedpawn\_add[1]]

                list2d[enpassant\_killedpawn\_add[0]][enpassant\_killedpawn\_add[1]]=emp

        elif level2alter==True:

            list2d[add1[0]][add1[1]][4]=True

            list2d[add2[0]][add2[1]][4]=True

            move(castleinfo[1][0], castleinfo[1][1])

            move(castleinfo[2][0], castleinfo[2][1])

        #Checking for Pawn Promotion: The move has already been validated

        if chance=="white":

            pawnprom=False

            if pc[0]=="pawn" and pc[2]==0:

                pawnprom=True

        if chance=="black":

            pawnprom=False

            if pc[0]=="pawn" and pc[2]==7:

                pawnprom=True

        if chance=="white":

            checkval=check((blking[2], blking[3]), list2d)[0]

            checkmateval=checkmate((blking[2], blking[3]), list2d)

            chance="black"

        elif chance=="black":

            checkval=check((whking[2], whking[3]), list2d)[0]

            checkmateval=checkmate((whking[2], whking[3]), list2d)

            chance="white"

        logmessage.log("\n")

        logmessage.log(list2d, "\n")

        if logmessage.DEBUG==True:

            displaylist(list2d)

            for i in list2d:

                for j in i:

                    print(j, end=" ")

                print("\n\n")

        stalemateval = stalemate(list2d, checkval)

        #Adding the move made to "List\_of\_Moves"

        if level2alter==True: #Castling

            List\_of\_Moves.append(("Castling", castleinfo[1], castleinfo[2]))

        elif enpassantcapture==True: #Enpassant capture

            List\_of\_Moves.append(("Enpassant", add1, add2, enpassant\_killedpawn\_add, piece\_at\_victimlocation))

        else:

            List\_of\_Moves.append((add1, add2, piece\_at\_endinglocation))

        #print('in logic: ',List\_of\_Moves , '\n')

        if level2alter==True:#Level2alter is for castling

            return (True, castleinfo[1], castleinfo[2], checkval, checkmateval, pawnprom, castleinfo[0], legal(add1, list2d)[0],legal(add1, list2d)[1], False, None, stalemateval)

        elif level2==True:

            return (True, add1, add2, checkval, checkmateval, pawnprom, False, legal(add1, list2d)[0],legal(add1, list2d)[1], enpassantcapture, enpassant\_killedpawn\_add, stalemateval)

    elif level4==False:

        return(False, add1, add2, False, False, False, False, legal(add1, list2d)[0], legal(add1, list2d)[1], False, None, False)

#Given the address where the pawn is present and the identity of the piece to which it has to be converted to, the required changes in list2d are made.

def pawnpromotion(add, identity):#Address of the pawn as a tuple, identity-what should the pawn be changed to? (queen, rook, horse, bishop)

    global list2d

    pc=list2d[add[0]][add[1]]

    if identity==None:

        return None

    if colour(pc)=="white":

        if identity=="queen":

            sym="\*Q"

        elif identity=="bishop":

            sym="\*A"

        elif identity=="horse":

            sym="\*/>"

        elif identity=="rook":

            sym="\*]["

    elif colour(pc)=="black":

        if identity=="queen":

            sym="Q"

        elif identity=="bishop":

            sym="A"

        elif identity=="horse":

            sym="/>"

        elif identity=="rook":

            sym="]["

    if identity=="rook":

        globals()['{clr[0:2]}{identity}pp{pawnnum}']=[identity, sym, pc[2], pc[3], True]

        List\_of\_Moves.append(("Pawnpromotion", add, [identity, sym, pc[2], pc[3], True]))

    else:

        globals()['{clr[0:2]}{identity}pp{pawnnum}']=[identity, sym, pc[2], pc[3]]

        List\_of\_Moves.append(("Pawnpromotion", add, [identity, sym, pc[2], pc[3]]))

    list2d[add[0]][add[1]]=globals()['{clr[0:2]}{identity}pp{pawnnum}']

#Parameter: Possible winner

#Return: 0 or 1

def winner\_on\_flag(clr):

    alive\_pieces = []

    for row in list2d:

        for piece in row:

            if colour(piece) == clr:

                alive\_pieces.append(piece[0])

    if len(alive\_pieces) == 1 and alive\_pieces == ['king']:

        return 0

    elif len(alive\_pieces) == 2:

        alive\_pieces.remove('king')

        if alive\_pieces[0] in ('bishop', 'horse'):

            return 0

        else:

            return 1

    else:

        return 1

def get\_game\_situation(f2d):

    checkv, checkmatev, stalematev = False, False, False

    for row in f2d:

        for piece in row:

            if piece[1]=="\*$":

                whkadd = tuple(piece[2:4])

                checkv = check(whkadd, f2d)[0]

                if checkv:

                    checkmatev = checkmate(whkadd, f2d)

                    if not checkv:

                        stalematev = stalemate(f2d, False)

                    return checkv , checkmatev , stalematev

            elif piece[1]=="$":

                blkadd = tuple(piece[2:4])

                checkv = check(blkadd, f2d)[0]

                if checkv:

                    checkmatev = checkmate(blkadd, f2d)

                    if not checkv:

                        stalematev = stalemate(f2d, False)

                    return checkv , checkmatev , stalematev

    return checkv, checkmatev, stalematev

database\_functions.py

import mysql.connector

import configparser

from tkinter import messagebox

#mysql -h mydbinstance.cm4fylzmmaab.us-east-2.rds.amazonaws.com  -u admin -p

def open\_connection():

    global chessdb, mycur

    try:

        config = configparser.ConfigParser()

        config.read('config.ini')

        host\_val = config['DATABASE DETAILS']['HOST']

        user\_val = config['DATABASE DETAILS']['USER']

        passwd\_val = config['DATABASE DETAILS']['PASSWORD']

        db\_val = config['DATABASE DETAILS']['DATABASE']

        #chessdb=mysql.connector.connect(host="localhost", user="root", passwd="sri21sql04#$", database="chessarena")

        chessdb=mysql.connector.connect(host=host\_val, user=user\_val, passwd=passwd\_val, database=db\_val)

        mycur=chessdb.cursor()

    except:

        pass

def update\_game\_details(date,start\_time, end\_time, duration, white\_player, black\_player, winner, List\_of\_Moves, List\_of\_Times, min\_time, increment):

    try:

        #Updating the TABLE Games\_Played

        mycur.execute("INSERT INTO Games\_Played VALUES(NULL,'" + str(date) + "','" + str(start\_time) + "','" + str(end\_time) + "','" + str(duration) + "','" + white\_player + "','" + black\_player + "','" + winner + "','" + str(min\_time) + "','" + str(increment) + "')")

        #Getting the Match number

        mycur.execute("SELECT Match\_Number from Games\_Played")

        mat\_no=mycur.fetchall()[-1][0]

        #Updating the TABLE Moves\_Made

        for i,j in zip(List\_of\_Moves, List\_of\_Times):

            mycur.execute("INSERT INTO Moves\_Made VALUES('" + str(mat\_no) + "',\"" + str(i) + "\",\""+ str(j) + "\")")

        chessdb.commit()

    except:

        pass

def receive\_game\_details(mat\_no):

    try:

        #Receiving all the details from the database for the match number given as parameter

        mycur.execute("SELECT \* from Games\_Played where match\_number="+str(mat\_no))

        mat\_no,date,start\_time, end\_time, duration, white\_player, black\_player, winner, min\_time, increment = mycur.fetchall()[0]

        mycur.execute("SELECT Move from Moves\_Made where match\_number="+str(mat\_no))

        moves=[]

        for i in mycur.fetchall():

            moves.append(eval(i[0]))

        mycur.execute("SELECT Time\_Taken from Moves\_Made where match\_number="+str(mat\_no))

        times=[]

        for i in mycur.fetchall():

            times.append(i[0])

        return date,start\_time, end\_time, duration, white\_player, black\_player, winner, moves, times, min\_time, increment

    except:

        pass

def receive\_all\_game\_details():

    try:

        mycur.execute("SELECT \* from Games\_Played")

        return mycur.fetchall()[0:]

    except:

        pass

def update\_configuration\_saved(mat\_no, config\_no, title, notes):

    try:

        mycur.execute("DELETE FROM Configurations\_Saved WHERE Match\_Number = "+str(mat\_no)+" and Config\_No ="+str(config\_no))

        mycur.execute("INSERT INTO Configurations\_Saved VALUES("+str(mat\_no)+","+str(config\_no)+",\""+title.rstrip()+"\",\""+notes.rstrip()+"\")")

        chessdb.commit()

    except:

        pass

def delete\_configuration(mat\_no, config\_no):

    try:

        mycur.execute("DELETE FROM Configurations\_Saved WHERE Match\_Number = "+str(mat\_no)+" and Config\_No ="+str(config\_no))

        chessdb.commit()

    except:

        pass

def receive\_configurations\_saved(mat\_no):

    try:

        mycur.execute("SELECT \* from Configurations\_Saved WHERE Match\_Number = "+ str(mat\_no))

        return mycur.fetchall()

    except mysql.connector.Error as err:

        if err.errno in (2006, 2013):

            pass

        else:

            messagebox.showerror("Database Error", err)

            return "Unknown Error"

    except:

        pass

def close\_connection():

    try:

        mycur.close()

        chessdb.close()

    except:

        pass

def check\_connection():

    \_ = receive\_configurations\_saved(0) #This has been given only to check if there is a connection. Match Numbers start from 1.

    if \_ == None:

        return False

    else:

        return True

utils.py

#Import of Modules

from logmessage import log

from math import floor

from tkinter import \*

from random import randint

from playsound import playsound

from colorsys import rgb\_to\_hls, hls\_to\_rgb

#Import of created files

import game

import logic

import constant

class Tooltip:

    def \_\_init\_\_(self, widget, \*, bg='#18191C', fg = "#FFFFFF", pad=(8, 6, 6, 5), text='widget info', waittime=400, wraplength=250):

        self.waittime = waittime  # in miliseconds, originally 500

        self.wraplength = wraplength  # in pixels, originally 180

        self.widget = widget

        self.text = text

        self.widget.bind("<Enter>", self.onEnter)

        self.widget.bind("<Leave>", self.onLeave)

        self.widget.bind("<ButtonPress>", self.onLeave)

        self.bg = bg

        self.fg = fg

        self.pad = pad

        self.id = None

        self.tw = None

    def onEnter(self, event=None):

        self.schedule()

    def onLeave(self, event=None):

        self.unschedule()

        self.hide()

    def schedule(self):

        self.unschedule()

        self.id = self.widget.after(self.waittime, self.show)

    def unschedule(self):

        id\_ = self.id

        self.id = None

        if id\_:

            self.widget.after\_cancel(id\_)

    def show(self):

        def tip\_pos\_calculator(widget, label, \*, tip\_delta=(10, 5), pad=(5, 3, 5, 3)):

            w = widget

            s\_width, s\_height = w.winfo\_screenwidth(), w.winfo\_screenheight()

            width, height = (pad[0] + label.winfo\_reqwidth() + pad[2],

                             pad[1] + label.winfo\_reqheight() + pad[3])

            mouse\_x, mouse\_y = w.winfo\_pointerxy()

            x1, y1 = mouse\_x + tip\_delta[0], mouse\_y + tip\_delta[1]

            x2, y2 = x1 + width, y1 + height

            x\_delta = x2 - s\_width

            if x\_delta < 0:

                x\_delta = 0

            y\_delta = y2 - s\_height

            if y\_delta < 0:

                y\_delta = 0

            offscreen = (x\_delta, y\_delta) != (0, 0)

            if offscreen:

                if x\_delta:

                    x1 = mouse\_x - tip\_delta[0] - width

                if y\_delta:

                    y1 = mouse\_y - tip\_delta[1] - height

            offscreen\_again = y1 < 0  # out on the top

            if offscreen\_again:

                # No further checks will be done.

                # TIP:

                # A further mod might automagically augment the

                # wraplength when the tooltip is too high to be

                # kept inside the screen.

                y1 = 0

            return x1, y1

        fg = self.fg

        bg = self.bg

        pad = self.pad

        widget = self.widget

        # creates a toplevel window

        self.tw = Toplevel(widget)

        self.root = self.tw.winfo\_toplevel()

        self.root.attributes('-topmost', True)

        self.root.attributes('-alpha', 0.9)

        # Leaves only the label and removes the app window

        self.tw.wm\_overrideredirect(True)

        win = Frame(self.tw,

                       background=bg,

                       borderwidth=0)

        label = Label(win,

                          text=self.text,

                          justify=LEFT,

                          font = ('Comic Sans', 13, 'bold'),

                          background=bg,

                          foreground=fg,

                          relief=SOLID,

                          borderwidth=0,

                          wraplength=self.wraplength)

        label.grid(padx=(pad[0], pad[2]),

                   pady=(pad[1], pad[3]),

                   sticky=NSEW)

        win.grid()

        x, y = tip\_pos\_calculator(widget, label)

        self.tw.wm\_geometry("+%d+%d" % (x, y))

    def hide(self):

        tw = self.tw

        if tw:

            tw.destroy()

        self.tw = None

class CustomButton(Button):

    def \_\_init\_\_(self, master, hover = False, hover\_text = '', hover\_bg = "#000000", hover\_fg = "#FFFFFF", \*args, \*\*kwargs):

        super().\_\_init\_\_(master, \*args, \*\*kwargs, activebackground = constant.ACTIVEBGCLR, activeforeground = constant.ACTIVEFGCLR)

        if hover:

            self.bind("<Enter>", lambda e: self.onHoverShowButton())

            self.hover\_text = hover\_text

            self.hover\_bg = hover\_bg

            self.hover\_fg = hover\_fg

        else:

            self.bind("<Enter>", lambda e: self.onEnter())

    def onEnter(self):

        org\_bg = self['bg']

        conv\_org\_bg = tuple(int(org\_bg.lstrip("#")[i:i+2], 16) for i in (0, 2, 4))

        new\_bg = '#%02x%02x%02x' % darken\_color(\*conv\_org\_bg, 0.2)

        self.config(bg = new\_bg)

        def onLeave(e):

            if new\_bg == self['bg']:

                self.config(bg = org\_bg)

            self.unbind("<Leave>")

        self.bind("<Leave>", onLeave)

    def onHoverShowButton(self):

        org\_bg = self['bg']

        new\_bg = self.hover\_bg

        org\_fg = self['fg']

        new\_fg = self.hover\_fg

        org\_text = self['text']

        def onLeave(e):

            self.config(text = org\_text, bg = org\_bg, fg = org\_fg)

            self.unbind("<Leave>")

        self.config(text = self.hover\_text, bg = new\_bg, fg = new\_fg)

        self.bind("<Leave>", onLeave)

class ScrolledFrame(Frame):

    def \_\_init\_\_(self, parent, max\_height, \*args, \*\*kwargs):

        super().\_\_init\_\_(parent, \*args, \*\*kwargs) # create a frame (self)

        #Storing the value of max\_height

        self.max\_height = max\_height

        #place canvas on self

        self.canvas = Canvas(self, \*args, \*\*kwargs)

        #place a frame on the canvas, this frame will hold the child widgets

        self.viewPort = Frame(self.canvas, \*args, \*\*kwargs)

        #place a vertical scrollbar on self

        self.vsb = Scrollbar(self, orient= VERTICAL)

        #Setting the command for vertical scrollbar

        self.vsb.config(command = self.canvas.yview)

        #pack the vertical scrollbar to right of self

        self.vsb.pack(side = RIGHT, fill = Y)

        #attach scrollbar action to scroll of canvas

        self.canvas.configure(yscrollcommand = self.vsb.set)

        #pack canvas to left of self and expand to fil

        self.canvas.pack(side = TOP, fill = 'both', expand = True)

        self.canvas\_window = self.canvas.create\_window((4,4), window=self.viewPort, anchor="nw")

        #bind an event whenever the size of the viewPort frame changes.

        self.viewPort.bind("<Configure>", self.onFrameConfigure)

        #bind an event whenever the size of the viewPort frame changes.

        self.canvas.bind("<Configure>", self.onCanvasConfigure)

        #perform an initial stretch on render, otherwise the scroll region has a tiny border until the first resize

        self.onFrameConfigure(None)

        self.viewPort.bind('<Enter>', self.\_bound\_to\_mousewheel)

        self.viewPort.bind('<Leave>', self.\_unbound\_to\_mousewheel)

    def \_bound\_to\_mousewheel(self, event):

        self.canvas.bind\_all("<MouseWheel>", self.\_on\_mousewheel)

    def \_unbound\_to\_mousewheel(self, event):

        self.canvas.unbind\_all("<MouseWheel>")

    def \_on\_mousewheel(self, event):

        try:

            self.canvas.yview\_scroll(int(-1\*(event.delta/120)), "units")

        except:

            pass

    def onFrameConfigure(self, event):

        viewPort\_ht = self.viewPort.winfo\_height()

        if viewPort\_ht < self.max\_height:

            self.canvas.config(height = viewPort\_ht)

        else:

            self.canvas.config(height = self.max\_height)

        #whenever the size of the frame changes, alter the scroll region respectively.

        self.canvas.configure(scrollregion=self.canvas.bbox("all"))

    def onCanvasConfigure(self, event):

        '''Reset the canvas window to encompass inner frame when required'''

        canvas\_width = event.width

        #whenever the size of the canvas changes alter the window region respectively.

        self.canvas.itemconfig(self.canvas\_window, width = canvas\_width)

    def config(self, \*\*kwargs):

        self.viewPort.config(\*\*kwargs)

        self.canvas.config(\*\*kwargs)

        self.viewPort.update\_idletasks()

        self.canvas.update\_idletasks()

    def configure(self, \*\*kwargs):

        self.viewPort.config(\*\*kwargs)

        self.canvas.config(\*\*kwargs)

        self.viewPort.update\_idletasks()

        self.canvas.update\_idletasks()

#time format, n in seconds

def tfor(n):

    s = n%60

    m = int((n//60)%60)

    h = int((n//60)//60)

    sec = "0"\*(2-len(str(int(round(s,1))))) + str(float(round(s,1)))

    time = f'{"0"\*(2-len(str(h)))+str(h)} : {"0"\*(2-len(str(m)))+str(m)} : {sec}'

    return time

#Parameters: Exact Pixels on the screen

#Return: Assuming the board to just be a MATRIX, it returns the row num and the col num (Doesn't care about WV and BV.)

def get(x,y):

    return floor(3 - y//game.sqsize), floor(x//game.sqsize + 4)

#Return: central pixel coordinates as a tuple

def antiget(row,col): #index2d ==> 2dindex tuple, l-side length of the board in pixels

    step=game.size/8

    return ((col\*step)-(4\*step)+(step/2),(4\*step)-(row\*step)-(step/2))

#Parameters: WV-Row num,  WV-Col num

#Return: Chess Naming for the square (Eg: A6, E4 etc)

def info(row, col):

    return chr(col + 65) + str(8-row)

#Converting x coordinate to centre of the board

#While Processing, it is easier deal with the board as if it was actaully in the centre. Now, x and y work like as though the board is at the centre

def shift\_to\_centre(x):

    if game.white==True:

        x = x - game.drift

    elif game.black==True:

        x = x + game.drift

    else:

        x=0

    return x

def whiteview\_blackview\_equivalents(row,col):

    if game.white==True:

        whrow=row

        whcol=col

        blrow, blcol=7-row, 7-col

    elif game.black==True:

        blrow, blcol = row, col

        whrow=7-row

        whcol=7-col

    else:

        whrow, whcol, blrow, blcol=0,0,0,0

    return whrow, whcol, blrow, blcol

#Aim: Speak out every move

#Parameters: Starting row, Starting column, Ending row, Ending column (All these values are wrt white view)

def speak(srow, scol, erow, ecol, enpassant, castle):

    piece = game.name[logic.list2d\_start\_of\_current\_move[srow][scol][0]]

    start = info(srow, scol)

    end = info(erow, ecol)

    try:

        victim = game.name[logic.list2d\_start\_of\_current\_move[erow][ecol][0]]

        partner = game.name[logic.list2d\_start\_of\_current\_move[erow][ecol][0]]

    except:

        pass

    if enpassant == True:

        game.speaker.say(f'{piece} {start} to {end} en passant')

    elif castle == True:

        game.speaker.say(f'{piece} {start} {partner} {end} castle')

    elif logic.list2d\_start\_of\_current\_move[erow][ecol] != logic.emp:

        game.speaker.say(f'{piece} {start} takes {victim} {end}')

    else:

        game.speaker.say(f'{piece} {start} to {end}')

    game.speaker.runAndWait()

def find(pinfo, f2d\_start\_of\_current\_move):

    l = f2d\_start\_of\_current\_move

    altpieces = []

    for y in range(8):

        for x in range(8):

            if l[y][x] == pinfo:

                continue

            elif l[y][x][1] == pinfo[1]:

                altpieces += [l[y][x]]

    return altpieces

def get\_chess\_notation(f2d\_start\_of\_current\_move, srow,scol,erow,ecol,checkinfo,castle,pppiece=''):

    check = '+' if checkinfo[0] and not checkinfo[1] else ''

    checkmate = '#' if checkinfo[1] else ''

    check\_str = check + checkmate

    if castle:

        return ('O-O' if ecol > scol else 'O-O-O') + check\_str

    pinfo = f2d\_start\_of\_current\_move[srow][scol]

    piece = pinfo[0][0].upper() if pinfo[0] != 'pawn' else 'abcdefgh'[scol]

    piece = 'N' if piece == 'H' else piece

    process = '' if not f2d\_start\_of\_current\_move[erow][ecol][0] else 'x'

    suffix = f'{"abcdefgh"[ecol]}{8-erow}'

    if piece in ('Q','N','B','R'):

        altpieces = find(pinfo, f2d\_start\_of\_current\_move)

        if altpieces:

            filtered\_altpieces = []

            for r in range(len(altpieces)):

                otherp = altpieces[r]

                sr,sc = otherp[2],otherp[3]

                possible = logic.legal((sr,sc),f2d\_start\_of\_current\_move)[1]

                if (erow,ecol) in possible:

                    filtered\_altpieces += [altpieces[r]]

            altpieces = filtered\_altpieces

            row = col = False

            prefix = ''

            for opiece in altpieces:

                prefix = f'{piece}{"abcdefgh"[scol]}'

                col = True if opiece[3] == ecol else col

                row = True if opiece[2] == erow else row

                if row or col:

                    prefix = ''

                if row and col:

                    break

            if not prefix:

                prefix = f'{piece}{"abcdefgh"[scol]}' if row else piece

                prefix = f'{piece}{8-srow}' if col else prefix

                prefix = f'{piece}{"abcdefgh"[scol]}{8-srow}' if row and col else prefix

        else:

            prefix = piece

    else:

        if piece.lower() == piece: #Pawn

            prefix = piece if scol != ecol  else ''

        else: #King

            prefix = piece

    if pinfo[0] == "pawn" and scol != ecol:

        if pppiece:

            return f'{prefix}x{suffix}={pppiece[0].upper()}' + check\_str

        else:

            return f'{prefix}x{suffix}' + check\_str

    if pppiece:

        return f'{prefix}{process}{suffix}={pppiece[0].upper()}' + check\_str

    return f'{prefix}{process}{suffix}' + check\_str

#Aim: Play sound effects for movement, captures and check

#Parameters: Ending row, Ending column, enpassant capture?, castling?, check?, checkmate?, stalemate?

def sounds(erow, ecol, enpassant, castle,  check, checkmate, stalemate):

    if check!= True and checkmate!=True and stalemate!=True:

        if castle==True:

            playsound("./Sounds/castling.mp3", False)

        elif enpassant==True:

            playsound("./Sounds/capture.mp3", False)

        else:

            if logic.list2d\_start\_of\_current\_move[erow][ecol] == logic.emp:

                playsound("./Sounds/move.mp3", False)

            elif logic.list2d\_start\_of\_current\_move[erow][ecol] != logic.emp:

                playsound("./Sounds/capture.mp3", False)

    elif check == True and checkmate != True:

        playsound("./Sounds/check.mp3", False)

def adjust\_color\_lightness(r, g, b, factor):

    h, l, s = rgb\_to\_hls(r / 255.0, g / 255.0, b / 255.0)

    l = max(min(l \* factor, 1.0), 0.0)

    r, g, b = hls\_to\_rgb(h, l, s)

    return int(r \* 255), int(g \* 255), int(b \* 255)

def lighten\_color(r, g, b, factor=0.1):

    r = int(r)

    g = int(g)

    b = int(b)

    return adjust\_color\_lightness(r, g, b, 1 + factor)

def darken\_color(r, g, b, factor=0.1):

    return adjust\_color\_lightness(r, g, b, 1 - factor)

def hex\_to\_rgb(value):

    value = value.lstrip('#')

    length = len(value)

    return tuple(int(value[i:i + length // 3], 16) for i in range(0, length, length // 3))

def rgb\_to\_hex(rgb):

    rgb = tuple(int(i) for i in rgb)

    return '#%02x%02x%02x' % rgb

constant.py

#Creating Chess Pieces

pcdriftx={"rook": -56, "horse":-48, "bishop": -50, "queen": -48, "king":-48, "pawn":-45}

pcdrifty={"rook": -55, "horse":-40, "bishop": -47, "queen": -45, "king":-42, "pawn":-42}

tiltedcoord={"rook": (), "horse": (), "bishop": (), "queen": (), "king": (), "pawn": ()}

COORD={"rook": (), "horse": (), "bishop": (), "queen": (), "king": (), "pawn": ()}

pieces=("rook", "horse", "bishop", "queen", "king", "pawn")

tiltedcoord["rook"]=((96,83),(86,83),(78,69),(43,69),(40,75),(37,77),(20,77),(20,67),(28,67),(28,59),(17,59),(17,44),(28,44),(28,36),(20,36),(20,26),(37,26),(40,29),(43,34),(78,34),(86,20),(96,20))

tiltedcoord["horse"]=((82,63),(74,63),(67,55),(64,55),(48,39),(43,39),(40,40),(42,41),(47,49),(47,53),(53,59),(53,64),(50,70),(44,70),(32,61),(27,61),(22,58),(17,51),(11,51),(11,47),(17,42),(18,35),(21,28),(27,22),(34,17),(41,15),(55,15),(67,17),(75,11),(82,11))

tiltedcoord["bishop"]=((84,72),(75,72),(69,61),(66,63),(61,66),(56,68),(50,68),(45,67),(39,65),(34,62),(24,53),(20,54),(16,54),(11,50),(11,45),(16,41),(20,44),(25,47),(34,49),(45,50),(50,50),(50,43),(45,43),(34,41),(27,38),(34,32),(39,29),(45,27),(50,26),(56,26),(61,28),(66,31),(69,33),(75,21),(84,21))

tiltedcoord["queen"]=((82,70),(73,70),(67,63),(39,74),(37,78),(33,80),(29,79),(26,75),(26,71),(29,67),(33,66),(37,66),(46,58),(25,58),(22,61),(18,63),(14,62),(11,58),(10,55),(11,52),(14,49),(18,48),(21,49),(24,51),(42,44),(24,39),(21,41),(18,42),(15,41),(11,38),(10,35),(10,34),(11,31),(15,28),(19,27),(23,28),(25,31),(46,31),(37,23),(33,24),(30,23),(27,21),(25,17),(26,13),(29,11),(33,10),(37,11),(39,15),(67,26),(73,19),(82,19))

tiltedcoord["king"]=((80,68),(72,68),(66,61),(48,76),(44,77),(44,62),(54,54),(54,49),(41,49),(38,53),(38,59),(43,62),(43,77),(36,77),(25,65),(25,56),(27,47),(21,47),(21,53),(13,53),(13,47),(6,47),(6,38),(13,38),(13,32),(21,32),(21,37),(27,37),(25,29),(25,18),(36,8),(43,8),(43,22),(38,26),(38,32),(41,36),(54,36),(54,31),(44,22),(44,8),(48,9),(66,24),(72,16),(80,16))

tiltedcoord["pawn"]=((77,64),(69,64),(51,47),(46,47),(46,53),(43,55),(40,54),(36,48),(33,50),(31,51),(28,52),(23,52),(20,50),(17,47),(15,44),(15,37),(17,34),(20,31),(23,29),(28,29),(31,30),(33,31),(36,33),(40,27),(43,26),(46,28),(46,34),(51,34),(69,17),(77,17))

for i in pieces:

    for tup in tiltedcoord[i]:

        COORD[i]+=((tup[0]+pcdriftx[i], tup[1]+pcdrifty[i]),)

#Colour Selections

LIGHTSQUARECLR="#E8E8E8"

DARKSQUARECLR="#78A7B7"

CHECKSQUARECLR=(224, 111, 111)

SELECTEDLIGHTSQUARECLR="#D8D14D"

SELECTEDDARKSQUARECLR="#C3BC3B"

LEGALLIGHTSQUARECLR="#B0B0D6"

LEGALDARKSQUARECLR="#8888D7"

BLACKPIECECLR='#313339'

WHITEPIECECLR="white"

PAWNPROMOTIONWINDOWCLR="#E2C35C"

#Colours specific to GUI

DARKBGCLR = "#1F1F1F" #

LIGHTBGCLR = "#CCD1D1" #ACACAC

DARKBGTEXTCLR = "#FFFFFF" #d9d9d9

LIGHTBGTEXTCLR = "#000000"

ACTIVEBGCLR = "#FFFFFF"

ACTIVEFGCLR = "#000000"

PRIMARYCLR = "#CCD1D1"

SECONDARYCLR = "#8BC34A"

TERTIARYCLR = "#FFA726"

#Drift of white\_view board in Double View

DRIFT\_WV\_BOARD = -300

DRIFT\_BOARD\_END\_OF\_GAME = -250

ABOUT\_INFO = '''Pocket Chess Arena, a cross platform desktop application, enables you to play casual unrated chess games with your friends offline and online and also revisit past games. Using the generated PGN, you can analyse your games on top chess platforms. The objective was to develop a pocket-sized application to help users quickly strike up a game with a friend in the midst of using another application.

It was built using tkinter, turtle and MySQL by 3 students of NPS Indiranagar, Bangalore as part of the Grade 11 and 12 Computer Science project.

Please feel free to reach out for any questions, comments or feedback.

Developers:

Sriram Srinivasan

Subham Patra

Gurumurthy V

Email address: pocketchessarena@gmail.com'''

spear.py

import flask

from threading import Thread

from random import \*

import time

server = flask.Flask(\_\_name\_\_)

rooms = {} #code: [code,me,move]

timers = {} #code: {(whitetime,running), (blacktime,running) ,mintime ,inc, movenumber}

inccheck = {} #code : [whiteinc bool , blackinc bool]

move\_durations = {} #code : move duration

offers = {} # code : drawoffers or gameover

connection = {}# code : [[white connection , black connection]]

debug = ''

def clean(code):

    try :

        del rooms[code] , timers[code] , inccheck[code] , move\_durations[code] , connection[code] , offers[code]

    except:

        pass

def generate\_code():

    number = list(str(randint(100,999)))

    characters = [choice([chr(x + 64) for x in range(1,27)]) for t in range(2)]

    l = number + characters

    shuffle(l)

    code = ''.join(l)

    if code in rooms:

        return generate\_code()

    return code

def handle\_room(code,timer=True):

    global oldb, oldw, connection

    t0 = int(time.time())

    while code in rooms:

        if timer:

            if timers[code]['black'][0] <= 0:

                timers[code]['black'][0] = 0

                offers[code] = {'status':'gameover', 'resignations':None, 'draw offers':None, 'flagged':'black', 'lost connection':None, 'game result':'W'}

                break

            elif timers[code]['white'][0] <= 0:

                timers[code]['white'][0] = 0

                offers[code] = {'status':'gameover', 'resignations':None, 'draw offers':None, 'flagged':'white', 'lost connection':None, 'game result':'B'}

                break

            if inccheck[code][0]:

                timers[code]['white'][0] += timers[code]['inc']

                inccheck[code][0] = False

            elif inccheck[code][1]:

                timers[code]['black'][0] += timers[code]['inc']

                inccheck[code][1] = False

            if timers[code]['white'][1]:

                timers[code]['white'][0] = oldw - time.time()

            elif timers[code]['black'][1]:

                timers[code]['black'][0] = oldb - time.time()

        if int(time.time())%30 == 15 and t0 != int(time.time()):

            t0 = int(time.time())

            if connection[code][0]-connection[code][1] >= 1:

                offers[code] = {'status':'gameover', 'resignations':None, 'draw offers':None, 'flagged':None, 'lost connection':'black', 'game result':'W'}

                break

            elif connection[code][1]-connection[code][0] >= 1:

                offers[code] = {'status':'gameover', 'resignations':None, 'draw offers':None, 'flagged':None, 'lost connection':'white', 'game result':'B'}

                break

@server.route('/connect',methods=['POST','GET'])

def on\_connect():

    return generate\_code()

@server.route(f'/rooms',methods=['POST','GET'])

def host():

    global rooms, oldb, oldw, timers , debug, connection

    if flask.request.method == 'POST':

        info = dict(flask.request.form)

        code = info['code']

        if 'status' in rooms:

            pass

        if code not in rooms:

            rooms[code] = info

            mintime = info['mintime']

            timer = False

            connection[code] = [0,0]

            offers[code] = {'status':'running', 'resignations':None, 'draw offers':None, 'flagged':None, 'lost connection':None, 'game result':None}

            if mintime.lower() != 'unlimited':

                mintime = int(mintime)\*60

                timers[code] = {'white' : [mintime , False] , 'black' : [mintime , False] , 'inc':int(info['inc']) , 'moveno':0 , 'mintime':mintime}

                inccheck[code] = [False, False]

                move\_durations[code] = []

                timer=True

            Thread(target=handle\_room,args=(code,timer)).start()

        else :

            rooms[code] = info

            try :

                if info['side'] == 'white':

                    oldb = timers[code]['black'][0] + time.time()

                    timers[code]['white'][1] = False

                    timers[code]['black'][1] = True

                    inccheck[code][0] = True

                    timers[code]['moveno'] += 1

                    move\_durations[code] += [int(timers[code]['mintime'] - timers[code]['white'][0] + timers[code]['inc']\*timers[code]['moveno'] - sum(move\_durations[code][:-1:2]))]

                elif info['side'] == 'black':

                    oldw = timers[code]['white'][0] + time.time()

                    timers[code]['black'][1] = False

                    timers[code]['white'][1] = True

                    inccheck[code][1] = True

                    move\_durations[code] += [int(timers[code]['mintime'] - timers[code]['black'][0] + timers[code]['inc']\*timers[code]['moveno'] - sum(move\_durations[code][1:-1:2]))]

            except Exception as er:

                pass

                #print(f'Some Error : {er}')

        return 'null'#flask.render\_template()

    else:

        code = flask.request.args.get('code')

        try:

            return rooms[code]

        except :

            return 'null'

@server.route('/connection',methods=['POST','GET'])

def on\_connection\_recv():

    global connection

    if flask.request.method == 'GET':

        side = flask.request.args.get('side')

        code = flask.request.args.get('code')

        if code is None:

            pass

        else:

            connectoption = (flask.request.args.get('connectop') == 'True')

            try :

                if connectoption:

                    if side == 'white':

                        connection[code][0] += 1

                    else:

                        connection[code][1] += 1

            except :

                pass

    elif flask.request.method == 'POST':

        info = dict(flask.request.form)

        code = info['code']

        if 'resign' in info:

            offers[code]['status'] = 'gameover'

            offers[code]['resignations'] = info['side']

        elif 'draw' in info:

            if not offers[code]:

                offers[code]['draw offers'] = info['side']

            else:

                offers[code]['draw offers'] = info['draw']

                if info['draw'] == 'accepted':

                    offers[code]['status'] = 'gameover'

                    offers[code]['game result'] = 'D'

        elif 'checkmate' in info:

            offers[code] = {'status':'gameover', 'resignations':None, 'draw offers':None, 'flagged':None, 'lost connection':None, 'game result':info['side'][0].upper()}

        elif 'reset' in info:

            offers[code] = {'status':'running', 'resignations':None, 'draw offers':None, 'flagged':None, 'lost connection':None, 'game result':None}

        elif 'clean' in info:

            clean(code)

    try :

        return {'connection':connection[code] , 'timers':timers[code] , 'offers':offers[code] , 'move durations':move\_durations[code]}

    except:

        return 'null'

@server.route('/buffer',methods=['POST','GET'])

def debug\_():

    global connection

    return connection

server.run(debug=1,host='localhost',port=7979)

test\_chess.py

#The purpose of test\_chess.py is to test multiple CHECKMATE configurations all at once using pytest.

import pytest

from logic import \*

iemp=["", "", 0, 0]

#The reason we use @pytest.fixture() is because we need to INITIALISE the 2dlist AND all the pieces every time we go to a new test case. In a new test case, we can't use the values of the 2dlist and the pieces which we finally arrived at in the previous testcase.

#Each test case is independent.

#NOTE: In this testing file, the variable names which we use for the 2-dimensional list and the pieces are different.

@pytest.fixture()

def il(): #Initialisng the 2d List

    iwhrook1=["rook", "\*][", 7, 0]

    iwhrook2=["rook", "\*][", 7, 7]

    iwhhor1=["horse", "\*/>", 7, 1]

    iwhhor2=["horse", "\*/>", 7, 6]

    iwhbish1=["bishop", "\*A", 7, 2]

    iwhbish2=["bishop", "\*A", 7, 5]

    iwhqueen=["queen", "\*Q", 7, 3]

    iwhking=["king", "\*$", 7, 4]

    iP1=["pawn", "\*^", 6, 0]

    iP2=["pawn", "\*^", 6, 1]

    iP3=["pawn", "\*^", 6, 2]

    iP4=["pawn", "\*^", 6, 3]

    iP5=["pawn", "\*^", 6, 4]

    iP6=["pawn", "\*^", 6, 5]

    iP7=["pawn", "\*^", 6, 6]

    iP8=["pawn", "\*^", 6, 7]

    #Creating Black pieces

    iblrook1=["rook", "][", 0, 0]

    iblrook2=["rook", "][", 0, 7]

    iblhor1=["horse", "/>", 0, 1]

    iblhor2=["horse", "/>", 0, 6]

    iblbish1=["bishop", "A", 0, 2]

    iblbish2=["bishop", "A", 0, 5]

    iblqueen=["queen", "Q", 0, 3]

    iblking=["king", "$", 0, 4]

    ip1=["pawn", "^", 1, 0]

    ip2=["pawn", "^", 1, 1]

    ip3=["pawn", "^", 1, 2]

    ip4=["pawn", "^", 1, 3]

    ip5=["pawn", "^", 1, 4]

    ip6=["pawn", "^", 1, 5]

    ip7=["pawn", "^", 1, 6]

    ip8=["pawn", "^", 1, 7]

    return [[iblrook1, iblhor1, iblbish1, iblqueen, iblking, iblbish2, iblhor2, iblrook2],[ip1, ip2, ip3, ip4, ip5, ip6, ip7, ip8],[iemp]\*8,[iemp]\*8,[iemp]\*8,[iemp]\*8,[iP1, iP2, iP3, iP4, iP5, iP6, iP7, iP8],[iwhrook1, iwhhor1, iwhbish1, iwhqueen, iwhking, iwhbish2, iwhhor2, iwhrook2]]

#By using this function, the value at the starting address will be changed to iemp. The value at the ending address will be changed to the piece which was originally at the starting address. And, the rownumber and the columnnumber of the piece which is moving is changed.

def tmove(tl, add1, add2):

    tl[add2[0]][add2[1]]=tl[add1[0]][add1[1]] #Ending address is filled

    tl[add1[0]][add1[1]]=iemp #Starting address is emptied

    tl[add2[0]][add2[1]][2]=add2[0]

    tl[add2[0]][add2[1]][3]=add2[1]

###Sample Code for Testing

##def test\_check\_\*(il):  #\* should be filled with the name of the checkmate or if the checkmate has no name, give some numbers along with your name (i.e, Guru, Subham)

##    iemp=emp=["", "", 0, 0]

##    tmove(il, \* , \*) #\*-Starting address and ending address as a tuple,

##    tmove(il, \*, \*)

##        .

##        .

##        .

##

##    displaylist(il) #In case the test case is failed, this command will display the 2d list so that you can CROSSCHECK if the configuration is same as the reference configuration.

##    add = \*  #\*-King's location as a tuple

##    result=checkmate(add, il)

##    assert result==True

def test\_check1(il):

    displaylist(il)

    add = (0,4)

    result = checkmate(add, il)

    assert result == False #I have given False because this configuration is actually not a checkmate

def test\_check2(il):

    displaylist(il)

    tmove(il, (6,4), (4,4))

    tmove(il, (1,4), (3,4))

    tmove(il, (7,5), (4,2))

    tmove(il, (1,5), (2,5))

    tmove(il, (7,3), (3,7))

    tmove(il, (0,2), (5,5))

    tmove(il, (7,2), (4,1))

    tmove(il, (1,6), (3,6))

    displaylist(il)

    add = (0,4)

    result = checkmate(add, il)

    assert result == False

def test\_check\_foolsmate(il):

    tmove(il, (6,6), (4,6))

    tmove(il, (6,5), (5,5))

    tmove(il, (1,4), (3,4))

    tmove(il, (0,3), (4,7))

    displaylist(il)

    add=(7,4)

    result=checkmate(add, il)

    assert result==True

def test\_check\_scholarsmate(il):

    tmove(il,(6,4), (4,4))

    tmove(il,(1,4), (3,4))

    tmove(il,(7,3), (1,5))

    tmove(il, (0,6), (2,5))

    tmove(il, (7,5), (4,2))

    tmove(il, (0,5), (3,2))

    displaylist(il)

    add=(0,4)

    result=checkmate(add,il)

    assert result==True

def test\_check\_smotheredmate(il):

    iemp=emp=["", "", 0, 0]

    tmove(il, (1,4), (3,4))

    tmove(il, (6,4), (4,4))

    tmove(il, (7,1), (5,2))

    tmove(il, (7,6), (6,4))

    tmove(il, (0,1), (5,5))

    tmove(il, (6,6), (5,6))

    displaylist(il)

    add=(7,4)

    result=checkmate(add, il)

    assert result==True

def test\_check\_hippopotamusmate(il):

    tmove(il, (1,4), (3,4))

    tmove(il, (6,4), (4,4))

    tmove(il, (7,1), (5,2))

    tmove(il, (7,6), (6,4))

    tmove(il, (0,1), (5,5))

    tmove(il, (0,3), (3,6))

    tmove(il, (7,2), (3,6))

    tmove(il, (6,6), (5,6))

    il[6][3]=iemp

    displaylist(il)

    add=(7,4)

    result=checkmate(add, il)

    assert result==True

def test\_check\_blackburneshillingmate(il):

    tmove(il, (7,5), (6,4))

    tmove(il, (7,6), (1,5))

    tmove(il, (7,7), (7,5))

    tmove(il, (0,3), (4,4))

    tmove(il, (0,1), (5,5))

    displaylist(il)

    il[1][4]=iemp

    il[6][6]=iemp

    add=(7,4)

    result=checkmate(add, il)

    assert result==True

def test\_check\_legallsmate(il):

    tmove(il, (1,6), (2,6))

    tmove(il, (7,1), (3,3))

    tmove(il, (7,6), (3,4))

    tmove(il,(6,4), (4,4))

    tmove(il, (0,2), (7,3))

    tmove(il, (1,3), (2,3))

    tmove(il, (0,4), (1,4))

    tmove(il, (7,5), (1,5))

    displaylist(il)

    add=(1,4)

    result=checkmate(add, il)

    assert result==True

def test\_check\_smotheredmatequeenspawn(il):

    tmove(il, (0,1), (2,2))

    tmove(il, (0,3), (1,4))

    tmove(il, (0,6), (5,3))

    il[0][5]=iemp

    tmove(il, (7,1), (6,3))

    tmove(il, (7,6), (5,5))

    tmove(il, (6,0), (4,1))

    tmove(il, (6,2), (4,2))

    tmove(il, (7,2), (4,5))

    displaylist(il)

    add=(7,4)

    result=checkmate(add, il)

    assert result==True

def test\_check\_seacadetmate(il):

    tmove(il, (1,3), (2,3))

    tmove(il, (7,1), (3,3))

    tmove(il, (7,6), (3,4))

    tmove(il, (0,4), (1,4))

    tmove(il, (7,5), (1,5))

    tmove(il, (7,4), (7,6))

    tmove(il, (7,7), (7,5))

    tmove(il, (0,2), (7,3))

    il[6][2]=iemp

    il[6][3]=iemp

    tmove(il, (6,4), (4,4))

    il[0][1]=iemp

    displaylist(il)

    add=(1,4)

    result=checkmate(add, il)

    assert result==True

def test\_check\_twopawnmate(il):

    il=[[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp] ]

    iblking=["king", "$", 0, 4]

    iwhking=["king", "\*$", 2, 4]

    iP4=["pawn", "\*^", 1, 3]

    iP5=["pawn", "\*^", 1, 4]

    il[0][4] = iblking

    il[1][3] = iP4

    il[1][4] = iP5

    il[2][4] = iwhking

    displaylist(il)

    add = (0, 4)

    result = checkmate(add, il)

    assert result==True

def test\_check\_diagonalmate(il):

    il=[[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp] ]

    iblrook1=["rook", "][", 0, 0]

    iblrook2=["rook", "][", 0, 5]

    iblking=["king", "$", 0, 6]

    iwhqueen=["queen", "\*Q", 1, 6]

    iwhking=["king", "\*$", 7, 6]

    iP2=["pawn", "\*^", 5, 1]

    iwhbish1=["bishop", "\*A", 7, 0]

    iwhrook1=["rook", "\*][", 7, 5]

    ip1=["pawn", "^", 1, 0]

    ip2=["pawn", "^", 1, 1]

    ip3=["pawn", "^", 1, 2]

    ip6=["pawn", "^", 1, 5]

    ip7=["pawn", "^", 1, 6]

    iP1=["pawn", "\*^", 6, 0]

    iP6=["pawn", "\*^", 6, 5]

    iP7=["pawn", "\*^", 6, 6]

    iP8=["pawn", "\*^", 6, 7]

    il[0][0] = iblrook1

    il[1][0] = ip1

    il[1][1] = ip2

    il[1][2] = ip3

    il[0][5] = iblrook2

    il[0][6] = iblking

    il[1][5] = ip6

    il[1][6] = ip7

    il[1][6] = iwhqueen

    il[6][0] = iP1

    il[5][1] = iP2

    il[6][5] = iP6

    il[6][6] = iP7

    il[6][7] = iP8

    il[7][0] = iwhbish1

    il[7][5] = iwhrook1

    il[7][6] = iwhking

    displaylist(il)

    add = (0, 6)

    result = checkmate(add, il)

    assert result==True

def test\_check\_fianchettomate(il):

    tmove(il, (7,2), (2,5))

    tmove(il, (6,1), (5,1))

    tmove(il, (7,7), (7,5))

    tmove(il, (7,4), (7,6))

    tmove(il, (7,1), (2,7))

    tmove(il, (0,7), (0,5))

    tmove(il, (0,4), (0,6))

    tmove(il, (1,6), (2,6))

    il[0][1] = il[0][2] = il[0][3] = il[1][3] = il[1][4] = emp

    il[6][2] = il[6][3] = il[6][4] = il[7][0] = il[7][3] = emp

    displaylist(il)

    add = (0, 6)

    result = checkmate(add, il)

    assert result==True

def test\_check\_subhamsriramgame1(il):

    il=[[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp],[emp,emp, emp, emp, emp, emp, emp, emp] ]

    iwhking=["king", "\*$", 7, 5, True]

    iblking=["king", "$", 1, 2]

    iblrook1=["rook", "][", 7,0]

    iblqueen=["queen", "Q", 6, 1]

    iblbish2=["bishop", "A", 3, 4]

    il[7][5]=iwhking

    il[1][2]=iblking

    il[7][0]=iblrook1

    il[6][1]=iblqueen

    il[3][4]=iblbish2

    displaylist(il)

    add = (7,5)

    print(checkmate(add, il))

    result = checkmate(add, il)

    assert result==True

log\_message.py

DEBUG = False

def log(\*msg):

    if DEBUG:

        for i in msg:

            print(i, end="")

        print()

main.py

if \_\_name\_\_ == "\_\_main\_\_":

    import home

    #All the required modules and required created files for every file in the program has been imported.

    home.main()

**SCREENSHOTS**

**Main Menu**:

![](data:image/png;base64,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)**Settings:**

![](data:image/png;base64,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)

**Game:**

**![](data:image/png;base64,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)**

**![](data:image/png;base64,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)**

**Play Online:![](data:image/png;base64,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)**
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**BIBLIOGRAPHY**

* Stackoverflow - [www.stackoverflow.com](http://www.stackoverflow.com)
* Turtle and tkinter resources-
  + <https://docs.python.org/3/library/turtle.html>
  + <https://docs.python.org/3/library/tk.html>
  + <https://tkdocs.com/tutorial/styles.html>
  + <https://wiki.tcl-lang.org/page/List+of+ttk+Themes>
  + <https://www.cs.mcgill.ca/~hv/classes/MS/TkinterPres/>
  + <https://realpython.com/python-gui-tkinter/#understanding-widget-naming-conventions>
* Flask and requests documentation - <https://flask.palletsprojects.com/en/2.0.x/>
* Microsoft Azure servers (for hosting the server)
* Pixilart (<https://www.pixilart.com>)
* PGN Utilities (<https://onlinepngtools.com>)